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Introduction

Few legitimate questions about how to teach digital systems in Ten Giga-Gate Per Chip Era are waiting
for an answer.

1. What means a complex digital system? How complex systems are designed using small and simple
circuits?

2. How a digital system expands its size, increasing in the same time its speed? Are there simple
mechanisms to be emphasized?

3. Is there a special mechanism allowing a “hierarchical growing” in a digital system? Or, how new
features can be added in a digital system?

The first question occurs because already exist many different big systems which seem to have differ-
ent degree of complexity. For example: big memory circuits and big processors. Both are implemented
using a huge number of circuits, but the processors seem to be more “complicated” than the memories.
In almost all text books complexity is related only with the dimension of the system. Complexity means
currently only size, the concept being unable to make necessary distinctions in Hundred Giga-Gate Per
Chip Era. The last improvements of the microelectronic technologies allow us to put on a Silicon die
one hundred billions of gates, but the design tools are faced with more than the size of the system to
be realized in this way. The size and the complexity of a digital system must be distinctly and carefully
defined in order to have a more flexible conceptual environment for designing, implementing and testing
systems in Hundred Giga-Gate Per Chip Era.

The second question rises in the same context of the big and the complex systems. Growing a
digital system means both increasing its size and its complexity. How are correlated these two growing
processes? The dynamic of adding circuits and of adding adding features seems to be very different and
governed by distinct mechanisms.

The third question occurs in the hierarchical contexts in which the computation is defined. For
example, Kleene’s functional hierarchy or Chomsky’s grammatical hierarchy are defined to explain how
computation or formal languages used in computation evolve from simple to complex. Is this hierarchy
reflected in a corresponding hierarchical organization of digital circuits? It is obvious that a sort of
similar hierarchy must be hidden in the multitude of features already emphasized in the world of digital
circuits. Let be the following list of usual terms: boolean functions, storing elements, automata circuits,
finite automata, memory functions, processing functions, ..., self-organizing processes, . ... Is it possible
to disclose in this list a hierarchy, and more, is it possible to find similarities with previously exemplified
hierarchies?

The first answer will be derived from the Kolmogorov-Chaitin algorithmic complexity: the com-
plexity of a circuit is related with the dimension of its shortest formal description. A big circuit (a



circuit built using a big number o gates) can be simple or complex depending on the possibility to em-
phasize repetitive patterns in its structure. A no pattern circuit is a complex one because its description
has the dimension proportional with its size. Indeed, for a complex, no pattern circuit each gate must be
explicitly specified.

The second answer associate the composition with sizing and the loop with featuring. Composing
circuits results biggest structures with the same kind of functionality, while closing loops in a circuit new
kind of behaviors are induced. Each new loop adds more autonomy to the system, because increases the
dependency of the output signals in the detriment of the input signals. Shortly, appropriate loops means
more autonomy that is equivalent sometimes with a new level of functionality.

The third answer is given by proposing a taxonomy for digital systems based on the maximum number
of included loops closed in a certain digital system. The old distinction between combinational and
sequential, applied only to circuits, is complemented with a classification taking into the account the
functional and structural diversity of the digital systems used in the contemporary designs. More, the
resulting classification provides classes of circuits having direct correspondence with the levels belonging
to Kleene’s and Chomsky’s hierarchies.

The first chapter: What’s a Digital System? Few general questions are answered in this chapter. One
refers to the position of digital system domain in the larger class of the sciences of computation. Another
asks for presenting the ways we have to implement actual digital systems. The importance is also to
present the correlated techniques allowing to finalize a digital product.

The second chapter: Gates The combinational circuits (0-OS) are introduced using a functional ap-
proach. We start with the simplest functions and, using different compositions, the basic simple func-
tional modules are introduced. The distinction between simple and complex combinational circuits is
emphasized, presenting specific technics to deal with complexity.

The third chapter: Memories There are two ways to close a loop over the simplest functional combi-
national circuit: the one-input decoder. One of them offers the stable structure on which we ground the
class of memory circuits (1-OS) containing: the elementary latches, the master-slave structures (the serial
composition), the random access memory (the parallel composition) and the register (the serial-parallel
composition). Few applications of storing circuits (pipeline connection, register file, content addressable
memory, associative memory) are described.

The fourth chapter: Automata Automata (2-OS) are presented in the fourth chapter. Due to the
second loop the circuit is able to evolve, more or less, autonomously in its own state space. This chapter
begins presenting the simplest automata: the T flip-flop and the JK flip-flop. Continues with composed
configurations of these simple structures: counters and related structures. Further, our approach makes
distinction between the big sized, but simple functional automata (with the loop closed through a simple,
recursive defined combinational circuit that can have any size) and the random, complex finite automata
(with the loop closed through a random combinational circuit having the size in the same order with
the size of its definition). The autonomy offered by the second loop is mainly used fo generate or to
recognize specific sequences of binary configurations.

The fifth chapter: Processors The circuits having three loops (3-OS) are introduced. The third loop
may be closed in three ways: through a 0-OS, through an 1-OS or through a 2-OS, each of them being



meaningful in digital design. The first, because of the segregation process involved in designing automata
using JK flip-flops or counters as state register. The size of the random combinational circuits that
compute the state transition function is reduced, in the most of case, due to the increased autonomy of
the device playing the role of the register. The second type of loop, through a memory circuit, is also
useful because it increases the autonomy of the circuit so that the control exerted on it may be reduced
(the circuit “knows more about itself”). The third type of loop, that interconnects two automata (an
functional automaton and a control finite automaton), generates the most important digital circuits: the
processor.

The sixth chapter: Computing Machines The effects of the fourth loop are shortly enumerated in the
sixth chapter. The computer is the typical structure in 4-OS. It is also the support of the strongest seg-
regation between the simple physical structure of the machine and the complex structure of the program
(a symbolic structure). Starting from the fourth order the main functional up-dates are made structuring
the symbolic structures instead of restructuring circuits. Few new loops are added in actual designs only
for improving time or size performances, but not for adding new basic functional capabilities. For this
reason our systematic investigation concerning the loop induced hierarchy stops with the fourth loop.
The toyMachine behavioral description is revisited and substituted with a pure structural description.

The main stream of this book deals with the simple and the complex in digital systems, emphasizing
them in the segregation process that opposes simple structures of circuits to the complex structures of
symbols. The functional information offers the environment for segregating the simple circuits from the
complex binary configurations.

When the simple is mixed up with the complex, the apparent complexity of the system increases over
its actual complexity. We promote design methods which reduce the apparent complexity by segregating
the simple from the complex. The best way to substitute the apparent complexity with the actual com-
plexity is to drain out the chaos from order. One of the most important conclusions of this book is that
the main role of the loop in digital systems is to segregate the simple from the complex, thus emphasizing
and using the hidden resources of autonomy.

In the digital systems domain prevails the art of disclosing the simplicity because there exists the
symbolic domain of functional information in which we may ostracize the complexity. But, the complex-
ity of the process of disclosing the simplicity exhausts huge resources of imagination. This book offers
only the starting point for the architectural thinking: the art of finding the right place of the interface
between simple and complex in computing systems.
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Chapter 1

WHAT’S A DIGITAL SYSTEM?

Talking about Apple, Steve said, “The system is
there is no system.” Then he added, “that does’t
mean we don’t have a process.” Making the dis-
tinction between process and system allows for a
certain amount of fluidity, spontaneity, and risk,
while in the same time it acknowledges the impor-
tance of defined roles and discipline.

J. Young & W. Simon'

A process is a strange mixture of rationally estab-
lished rules, of imaginatively driven chaos, and of
integrative mystery.

A possible good start in teaching about a complex domain is an informal one. The main problems
are introduced friendly, using an easy approach. Then, little by little, a more rigorous style will be able
to consolidate the knowledge and to offer formally grounded techniques. The digital domain will be
disclosed here alternating informal “bird’s-eye views” with simple, formalized real stuff. Rather than
imperatively presenting the digital domain we intend to disclose it in small steps using a project oriented

approach.

1.1 Framing the digital design domain

1.1.1 Digital Domain

In the electronic digital domain we work with two values only (see Figure 1.1):

IThey co-authored iCon. Steve Jobs. The Greatest Second Act in the History of Business, an unauthorized portrait of the

co-founder of Apple.



0/false

CHAPTER 1. WHAT’S A DIGITAL SYSTEM?

1/true

Figure 1.1: The two levels of the signal in the digital domain. Low level (0 Volt) for 0 or false, and
high level (Vpp Volt) for 1 or true.

* 0, represented by the electrical value 0 V, having two meanings:

— the numerical value 0

— the logic value false

* 1, represented by the electrical value Vpp V, having two meanings:

By
B>
Bs

— the numerical value 1

— the logic value true

2
— ol s
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::e c
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Figure 1.2: The version of digital circuits. a. Logic circuit: trans-coder for seven-segment display. b.
Numeric circuit: four-bit numbers adder.

Consequently, there are two kinds of circuits (see Figure 1.2):

* logic circuits (Fig. 1.2a)

* numeric circuits (Fig. 1.2b)

Digital domain can be defined starting from two different, but complementary view points: the struc-
tural view point or the functional view point. The first version presents the digital domain as part of
electronics, while the second version sees the digital domain as part of computer science.
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1.1.2 Digital domain as part of electronics

Electronics started as a technical domain involved in processing continuously variable signals. Now the
domain of electronics is divided in two sub-domains: analogue electronics, dealing with continuously
variable signals and digital electronics based on elementary signals, called bits, which take only two
different levels 0 and 1, but can be used to compose any complex signals. Indeed, a sequence of n bits
is used to represent any number between O and 2" — 1, while a sequence of numbers can be used to
approximate a continuously variable signal. Let us take first examples with 1-bit signals.

Example 1.1 A disciplined driver starts the car’s engine only if all four doors are closed and, in all
occupied seats, the seat belts are connected. The key contact and the previous condition are the ones that
start the engine. (This example is from [1].)

The car is equipped with sensors for each door (d1, 42, d3, d4), for each seat (s1, s2, s3,
s4), for each belt (b1, b2, b3, b4) and for the ignition key (k). The logic function that generates the
start bit (s) is as follows:

(doors_are_closed) AND (each_occupied_with_belt_on) AND (key_is_on)
(d1 AND d2 AND d3 AND d4) AND
((b1 OR (NOT bl) AND (NOT s1)) AND
(b2 OR (NOT b2) AND (NOT s2)) AND
(b3 OR (NOT b3) AND (NOT s3)) AND
(b4 OR (NOT b4) AND (NOT s4))) AND
k)

In algebraic notation:
s=(d1-d2-d3-d4)-((b1+b1"-s1")- (b24b2"-52")- (b3 + b3 - s3") - (b4 + b4 -54)) -k
Because the operator AND, “-”, is usually omitted:
s=d1d2d3d4 (b1+b1"s1")(b2+b2' s2") (b3 + b3 s3") (b4 + b4 s4' )k

The expression ca be simplified because: a+a'b = a+ b (half-absorbtion rule).
Indeed, the car can start if each place has the belt on or is not occupied. Results the simplified form:

s=dld2d3d4 (bl +s1')(b2+s2')(b3 +3') (b4 + 54k

The System Verilog description is:

module ignitionKey ( output logic s,
input logic dl, d2, d3, d4, sl, s2, s3, s4,
bl, b2, b3, b4, k);

assign s = dl & d2 & d3 & d4 & (bl | “sl) &
(b2 | "s2) &
(b3 | "s3) &
(b4 | "s4) & k ;

endmodule
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Example 1.2 Let be the analogue, continuously variable, signal in Figure 1.3. It can be approximated
by values sampled in discrete moments of time determined by the positive transitions of a square wave
periodic signal called clock. It switches with a frequency of 1/T. The value of the signal is measured in
units u (for example, u = 100mV or u = 10UA). The operation is called analog to digital conversion, and
it is performed by an analog to digital converter — ADC. Results the following sequence of numbers:

s(t), SFQ :0]

6Xxu-
SxXu-
4xu-|-

3xu-|-

2Xu-

1xu-

B=S[1]
Io 0‘01‘1‘1‘1‘100103000110000
‘ ‘ ‘ 1 1 T T T T
A= s[o] e
0 0 0101011111110110111111
! : : ! ! ! ! ! ! ! ! ! ‘Vt
w—"(1<s<5)" o
‘ ;
1" 4'5'6'6'6'6'6'5"4+'2 11112 "'3"4'5"5"'5¢t

Figure 1.3: Analogue to digital conversion. The analog signal, s(¢), is sampled at each T using the unit mea-
sure u, and results the three-bit digital signal S[2:0]. A first application: the one-bit digital signal W="(1<s<5)"
indicates, by its active value 1, the time interval when the digital signal is strictly included between 1u and Su. The
three-bit result of conversion is S[2:0].

s(0x T) = lunits = 001,
s(IxT) =4units = 100,
$(2xT) = Sunits = 101,
$(3XT) = 6units = 110,
s(4xT) = 6units = 110,
$(5XT) = 6units = 110,
s(6 X T) = 6units = 110,
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s(7xT) = 6units = 110,
s(8xT) = Sunits = 101,
$(9xT) =4units = 100,
$(10 X T') = 2units = 010,
s(11 x T) = lunits = 001,
s(12 x T') = 1units = 001,
s(13 x T) = lunits = 001,
s(14 X T') = 1units = 001,
$(15x T) = 2units = 010,
$(16 x T) = 3units = 011,
$(17 x T) = 4units = 100,
s(18 x T) = 5units = 101,
$(19 x T) = Sunits = 101,
( )

$(20 x T) = Sunits = 101,

13 xu/2 41
2xu/2 -|-+ -1
xu/2 -|-5-,-5
10xu/2 -|- 4 -

9xu/2 - A
8xu/2
Txu/2
6xu/2
Sxu/2
4xu/2
3xu/2
2xu/2
I xu/2

Figure 1.4: More accurate analogue to digital. The analogous signal is sampled at each 7' /2 using the unit
measure u/2.

If a more accurate representation is requested, then both, the sampling period, T and the measure
units u must be reduced. For example, in Figure 1.4 both, T and u are halved. A better approximation
is obtained with the price of increasing the number of bits used for representation. Each sample is
represented on 4 bits instead of 3, and the number of samples is doubled. This second, more accurate,
conversion provides the following stream of binary data:
<0011, 0110, 1000, 1001, 1010, 1011, 1011, 1100, 1100, 1100, 1100, 1100, 1100,
1100, 1011, 1010, 1010, 1001, 1000, 0101, 0100, 0OO11, 0010, 0001, 0001, 0001,
0001, 0001, 0010, OO11, OO11, 0101, O110, O111, 1000, 1001, 1001, 1001, 1010,
1010, 1010, ...>

o

An ADC is characterized by two main parameters:
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* the sampling rate: expressed in samples per second — SPS — or by the sampling frequency — 1/T
* the resolution: the number of bits used to represent the value of a sample

Commercial ADC are provided with resolution in the range of 6 to 24 bits, and the sample rate exceeding
3 GSPS (giga SPS). At the highest sample rate the resolution is limited to 12 bits.

analoglnput _1 ADCy > » DAC; analogOut put _1
| | DIGITAL | |
| | | |
I I ! ! I I
| 1 1 SYSTEM 1 1 1
| |
| |
ADCy > » DACN > analogOut put_N
analoglnput M

O—>

clock

Figure 1.5: Generic digital electronic system.

The generic digital electronic system is represented in Figure 1.5, where:

* analoglnput i, fori=1,... M, provided by various sensors (microphones, ...), are sent to the input
of M ADCs

* ADC; converts analogInput _i in a stream of binary coded numbers, using an appropriate sampling
interval and an appropriate number of bits for approximating the level of the input signal

* DIGITAL SYSTEM processes the M input streams of data providing on its outputs N streams of
data applied on the input of N Digital-to-Analog Converters (DAC)

* DAC; converts its input binary stream to analogQOut put _j

* analogOutput_j, for j = 1,...N, are the outputs of the electronic system used to drive various
actuators (loudspeakers, ...)

* clock is the synchronizing signal applied to all the components of the system; it is used to trigger
the moments when the signals are ready to be used and the subsystems are ready to use the signals.

While loosing something at conversion, we are able to gain at the level of processing. The good
news is that the loosing process is under control, because both, the accuracy of conversion and of digital
processing are highly controllable.

In this stage we are able to understand that the internal structure of DIGITAL SYSTEM from Figure
1.5 must have the possibility to do deal with binary signals which must be stored & processed. The
signals are stored synchronized with the active edge of the clock signal, while for processing are used
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circuits dealing with two distinct values: 0 and 1. Usually, the value 0 is represented by the low voltage,
currently 0, while the value 1 by high voltage, currently ~ 1V. Consequently, two distinct kinds of
circuits can be emphasized in this stage:

* registers: used to register, synchronously with the active edge of the clock signal, the n-bit binary
configuration applied on its inputs

* logic circuits: used to implement a correspondence between all the possible combinations of Os
and 1s applied on its m-bit input and the binary configurations generated on its n-bit output.

Example 1.3 Let us consider a system with one analog input digitized with a low accuracy converter
which provides only three bits (like in the example presented in Figure 1.3). The one-bit output, w, of
the Boolean (logic) circuit® to be designed, let’s call it window, must be active (on 1) each time when
the result of conversion is less than 5 and greater than 1. In Figure 1.3 the wave form represents the
signal w for the particular signal represented in the first wave form. The transfer function of the circuit
is represented in the table from Figure 1.6a, where: for three binary input configurations, S[2:0] =
{C,B,A} = 010 | 011 | 100, the output must take the value 1, while for the rest the output must be
0. Pseudo-formally, we write:

W =1 when ((not C=1) and (B = 1) and (not A = 1)) or
((not C =1) and (B = 1) and (A = 1)) or
(c =1 and (not B = 1) and (not A = 1))

Using the Boolean logic notation:
W=C" -B-A+C -B-A+C-B-A'=C'B(A'+A)+CB'A'=C'B+CB'A’
The resulting logic circuit is represented in Figure 1.6b, where:

e three NOT circuits are used for generating the negated values of the three input variables: C, B,
A

* one 2-input AND circuit computes C’B
* one 3-input AND circuit computes CB’ A’
* one 2-input OP circuit computes the final OR between the previous two functions.

The circuit is simulated and synthesized using its description in the hardware description language
(HDL) System Verilog, as follows:

2See details about Boolean logic in the appendix Boolan Functions.
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CBA | W
000 0
0 0 1 0
010 1
011 1
1 00 1
1 01 0
110 0
1 11 0
a. b.

Figure 1.6: The circuit window. a. The truth table represents the behavior of the output for all binary configu-
rations on the input. b. The circuit implementation.

J% kkkkwck ok Rk Rk Rk ok Rk Rk Rk Rk Rk ok ok ok Rk Rk Rk ok ok ok kk ok ko w kR ok Rk ok ok ok kkwkwk ok k Rk kK ok kk kK Kk kKK

File name: window . sv
Circuit name: Window
Description : the circuit detects the input in the range of (1,5)

*************************************************************************/
module window( output logic W,
input logic C, B, A);

logic wl, w2, w3, w4, w5; // wires for internal connections

not notc(wl, C), // the instance ’notc’ of the generic ’'not’
notb (w2, B), // the instance ’notb’ of the generic ’'not’
nota (w3, A); // the instance ’nota’ of the generic ’'not’

and andl (w4, wl, B), // the instance ’andl’ of the generic ’and’
and2 (w5, C, w2, w3); // the instance ’and2’ of the generic ’and’

or outOr(W, w4, wd); // the instance ’outOr’ of the generic ’or’

endmodule

In Verilog, the entire circuit is considered a module, whose description starts with the keyword
module and ends with the keyword endmodule, which contains:

* the declarations of two kinds of connections:

— external connections associated to the name of the module as a list containing:
% the output connections (only one, W, in our example)
* the input connections (C, Band A)

— internal connections declared as wire, wl, w2, ... wb, used to interconnect the output
of the internal circuits to the input of the internal circuits
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* the instantiation of previously defined modules; in our example these are generic logic circuits
expressed by keywords of the language, as follows:

— circuits not, instantiated as nota, notb, notc, the first connection in the list of connec-
tions is the output, while the second is the input

— circuits and, instantiated as andl, and2; the first connection in the list of connections is
the output, while the next are the inputs

— circuit or, instantiated as outOr, the first connection in the list of connections is the output,
while the next are the inputs

The System Verilog description is used for simulating and for synthesizing the circuit.
The simulation is done by instantiating the circuit window inside the simulation module simWindow:

/*************************************************************************
File name: simWindow . sv
Circuit name: Simulation module for simWindow.v
Description: generate stimulus for the module simWindow.v
**********************************************>l<>l<>l<************************/
module simWindow ;

logic A, B, C ;

logic W ;

initial begin {C, B, A} = 3°b000 ;
#1 {C, B, A} = 3°b001 ;
#1 {C, B, A} = 3°b010 ;
#1 {C, B, A} = 3°b011 ;
#1 {C. B, A} = 3°b100 ;
#1 {C. B, A} = 3°bl0l ;
#1 {C, B, A} = 3°b110 ;
#1 {C, B, A} = 3°blll ;
#1  $stop 3

end
window dut( W, C, B, A);
initial $monitor ( ”S=%b W=%b”

{C9 Bs A} ] W);
endmodule

1.1.3 Modules in System Verilog vs. Classes in Object Oriented Languages

What kind of language is the Verilog HDL? We will show it is a sort of Object Oriented Language. Let
us design in System Verilog a four-input adder modulo 28.
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[% kkkkwck ko Rk Rk kk ok Rk Rk Rk Rk Rk ok ok ok Rk Rk Rk ko k ko kk Rk w kR ok Rk ok ok ok kkw ok w ok ok k Rk kK k ko w ok Rk kK

File: adder2.sv
Describes: two—input mod256 adder

kkckkk Rk ok kk Rk Rk Rk kk ok ok ok Rk Rk Rk Rk ok kk Rk kk Rk Rk kkkkkkkkkkkkkkkkk kR kkkkkkkkwkwkx %/

module adder2( output logic [7:0] out,
input logic [7:0] in0O, inl);

assign out = in0 + inl;
endmodule

[% kkkkwck ok Rk Rk Rk ok Rk Rk Rk Rk Rk ok ok ok Rk Rk Rk ko k ko kk ok kw kR ok Rk ok ok ok kkw ok wk ok k Rk kK ok k kK Kk kKK

File: adder4.sv
Describes: four—input mod256 adder

kkckkckkkkkk Rk Rk Rk kkkkk Rk Rk Rk Rk ok kkkkkk Rk Rk kkkkkkkkkkkkkkkkkkkkkkkkkkkwkwkx %/

module adder4( output logic [7:0] out,
input logic [7:0] in0O, inl, in2,in3);

logic [7:0] suml, sum2 ;

adder2 addl(suml, inO, inl)
addl (sum2, in2, in3)
addl (out, suml, sum?2)

]

il

endmodule

In C++ programming language the programm for adding four numbers can be write using, instead of
two modules, two classes, as follow:
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/*************************************************************************
File: adder2.cpp
Describes :

— Constructor: describes a two—input integer adder

— Methods: displays the behavior of adder2 for test
*************************************************************************/
class adder2{public:

int inl, in2, out;

// Constructor

adder2 (int a, int b){

inl = a;
in2 = b;
out = inl + in2;

}
// Method

void displayAdd2 (){
cout << inl << in2 << out << endl;
}

s

/*************************************************************************
File: adder4. cpp
Describes :

— Constructor: describes a four—input integer adder

+ uses three instances of adder2: SI, S2, S3

— Methods: displays the behavior of adder4 for test
*************************************************************************/
class adder4{public:

int inl, in2, in3, in4, out;

// Constructor

adder4 (int a, int b, int c, int d){

inl = a;
in2 = b;
in3 = c;
in4d = d;

adder2 Sl(a, b);
adder2 S2(c, d);
adder2 S3(S1.out, S2.out);
out = S3.out;
}
// Method
void displayAdd4 (){
cout << inl << in2 << in3 << in4 << out << endl;
}

}s

The class adder2 describe the two-input adder used to build, three times instantiated in class adder4,
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a four input adder.
A class is more complex than a module because it can contain, as a method, the way the calss is
tested. In Verilog we have to define a distinct module, testAdde?2 or testAdder4, for simulation.

1.1.4 Digital domain as part of computer science

The domain of digital systems is considered, form the functional view point, as part of computing sci-
ence. This, possible view point presents the digital systems as systems which compute their associated
transfer functions. A digital system is seen as a sort of electronic system because of the technology
used now to implement it. But, from a functional view point it is simply a computational system, be-
cause future technologies will impose maybe different physical ways to implement it (using, for example,
different kinds of nano-technologies, bio-technologies, photon-based devices, ....). Therefore, we de-
cided to start our approach using a functionally oriented introduction in digital systems, considered as
a sub-domain of computing science. Technology dependent knowledge is always presented only as a
supporting background for various design options.

Where can be framed the domain of digital systems in the larger context of computing science? A
simple, informal definition of computing science offers the appropriate context for introducing digital

systems.
. abstract
digital systems

HARDWARE

Y
APPLICATIONS actual

Figure 1.7: What is computer science? The domain of digital systems provides techniques for designing the
hardware involved in computation.

Definition 1.1 Computer science (see also Figure 1.7) means to study:
* algorithms,
* their hardware embodiment
* and their linguistic expression
with extensions toward
* hardware technologies

* and real applications. ¢
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The initial and the most abstract level of computation is represented by the algorithmic level. Algo-
rithms specify what are the steps to be executed in order to perform a computation. The most actual level
consists in two realms: (1) the huge and complex domain of the application software and (2) the very
tangible domain of the real machines implemented in a certain technology. Both contribute to implement
real functions (asked, or aggressively imposed, my the so called free market). An intermediate level pro-
vides the means to be used for allowing an algorithm to be embodied in a physical structure of a machine
or in an informational structure of a program. It is about (1) the domain of the formal programming
languages, and (2) the domain of hardware architecture. Both of them are described using specific and
rigorous formal tools.

The hardware embodiment of computations is done in digital systems. What kind of formal tools
are used to describe, in the most flexible and efficient way, a complex digital system? Figure 1.8 presents
the formal context in which the description tools are considered. Pseudo-code language is an easy to
understand and easy to use way to express algorithms. Anything about computation can be expressed
using this kind of languages. By the rule, in a pseudo-code language we express, for our (human) mind,
preliminary, not very well formally expressed, ideas about an algorithm. The “main user” of this kind
of language is only the human mind. But, for building complex applications or for accessing advanced
technologies involved in building big digital systems, we need refined, rigorous formal languages and
specific styles to express computation. More, for a rigorous formal language we must take into account
that the “main user” is a merciless machine, instead of a tolerant human mind. Elaborated programming
languages (such as C++, Java, Prolog, Lisp) are needed for developing complex contexts for computation
and to write using them real applications. Also, for complex hardware embodiments specific hardware
description languages, HDL, (such as Verilog, VHDL, SystemC) are proposed.

PSEUDO-CODE
LANGUAGE

HARDWARE DESCRIPTION
LANGUAGES

PROGRAMMING
LANGUAGES

Figure 1.8: The linguistic context in computer science. Human mind uses pseudo-code languages to ex-
press informally a computation. To describe the circuit associated with the computation a rigorous HDL (hardware
description language) is needed, and to describe the program executing the computation rigorous programming
languages are used.

Both, general purpose programming languages and HDLs are designed to describe something for
another program, mainly for a compiler. Therefore, they are more complex and rigorous than a simple
pseudo-code language.

The starting point in designing a digital system is to describe it using what we call a specification,
shortly, a spec. There are many ways to specify a digital system. In real life a hierarchy of specs are used,
starting from high-level informal specs, and going down until the most detailed structural description is
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provided. In fact, de design process can be seen as a stream of descriptions which starts from an idea
about how the new object to be designed behaves, and continues with more detailed descriptions, in each
stage more behavioral descriptions being converted in structural descriptions. At the end of the process
a full structural description is provided. The design process is the long way from a spec about what we
intend to do to another spec describing how our intention can be fulfilled.

At one end of this process there are innovative minds driven by the will to change the world. In these
imaginative minds there is no knowledge about “how”, there is only willingness about “what”. At the
other end of this process there are very skilled entities “knowing” how to do very efficiently what the last
description provides. They do not care to much about the functionality they implement. Usually, they
are machines driven by complex programs.

In between we need a mixture of skills provided by very well instructed and trained people. The role
of the imagination and of the very specific knowledge are equally important.

How can be organized optimally a designing system to manage the huge complexity of this big chain,
leading from an idea to a product? There is no system able to manage such a complex process. No one can
teach us about how to organize a company to be successful in introducing, for example, a new processor
on the real market. The real process of designing and imposing a new product is trans-systemic. It is a
rationally adjusted chaotic process for which no formal rules can ever provided.

Designing a digital system means to be involved in the middle of this complex process, usually far
away from its ends. A digital system designer starts his involvement when the specs start to be almost
rigorously defined, and ends its contribution before the technological borders are reached.

However, a digital designer is faced in his work with few level of descriptions during the execution
of a project. More, the number of descriptions increases with the complexity of the project. For a
very simple project, it is enough to start from a spec and the structural description of the circuit can be
immediately provided. But for a very complex project, the spec must be split in specs for sub-systems,
each sub-system must be described first by its behavior. The process continue until enough simple sub-
systems are defined. For them structural descriptions can be provided. The entire system is simulated
and tested. If it works synthesisable descriptions are provided for each sub-system.

A good digital designer must be well trained in providing various description using an HDL. She/he
must have the ability to make, both behavioral and structural descriptions for circuits having any level of
complexity. Playing with inspired partitioning of the system, a skilled designer is one who is able to use
appropriate descriptions to manage the complexity of the design.

1.2 Defining a digital system

Digital systems belong to the wider class of the discrete systems (systems having a countable number of
states). Therefore, a general definition for digital system can be done as a special case of discrete system.

Definition 1.2 A digital system, DS, in its most general form is defined by specifying the five components
of the following quintuple:
DS =(X,Y,S,f.8)
where: X C {0, 1}" is the input set of n-bit binary configurations, Y C {0,1}" is the output set of m-bit
binary configurations, S C {0, 1}4 is the set of internal states of g-bit binary configurations,
f:(Xx8)—S

is the state transition function, and
g:(Xx8)—=Y
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is the output transition function.
o

State
transition function

f:(XxS)—S

clock

Output
transition function

g:(XxS)—=Y

%

Y

Figure 1.9: Digital system.

A digital system (see Figure 1.9) has two simultaneous evolutions:

* the evolution of its internal state which takes into account the current internal state and the current
input, generating the next state of the system

* the evolution of its output, which takes into account the current internal state and the current input
generating the current output.

The internal state of the system determines the partial autonomy of the system. The system behaves on
its outputs taking into account both, the current input and the current internal state.

Because all the sets involved in the previous definition have the form {0, 1}”, each of the b one-bit
input, output, or state evolves in time switching between two values: 0 and 1. The previous definition
specifies a system having a n-bit input, an m-bit output and a ¢-bit internal state. If x, € X = {0,1}",
v €Y ={0,1}", 5, € S={0,1}7 are values on input, output, and of state at the discrete moment of time
t, then the behavior of the system is described by:

St = f(xt—lasl‘—l)

Y :g(xtvst)
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While the current output is computed from the current input and the current state, the current state was
computed using the previous input and the previous state. The two functions describing a discrete system
belong to two distinct class of functions:

sequential functions : used to generate a sequence of values each of them iterated from its predecessor
(an initial value is always provided, and the i-th value cannot be computed without computing all
the previous i — 1 values); it is about functions such as s, = f(x;—1,5—1)

non-sequential functions : used to compute an output value starting only from the current values ap-
plied on its inputs; it is about functions such as y, = g(x;,s;).

Depending on how the functions f and g are defined results a hierarchy of digital systems. More on
this in the next chapters.

The variable time is essential for the formal definition of the sequential functions, but for the formal
definition of the non-sequential ones it is meaningless. But, for the actual design of both, sequential and
non-sequential function the time is a very important parameter.

Results the following requests for the simplest embodiment of an actual digital systems:

* the elements of the sets X, Y and S are binary cods of n, m and ¢ bits — Os and 1s — which are be
codded by two electric levels; the current technologies work with 0 Volts for the value 0, and with
a tension level in the range of 1-2 Volts for the value 1; thus, the system receives on its inputs:

Xn—1,Xn—2,-.-Xo

stores the internal state of form:
Sqg-1:84-2,---80

and generate on its outputs:
Y1,Ym2,... %

where: X;,S;,Y € {0,1}.

* physical modules (see Figure 1.10), called combinational logic circuits — CLC —, to compute
functions like f(x;,s;) or g(x:,s;), which continuously follow, by the evolution of their output
values delayed with the propagation time t,, any change on the inputs x; and s; (the shaded time
interval on the wave out represent the transient value of the output)

* a “master of the discrete time” must be provided, in order to make consistent suggestions for the
simple ideas as “previous”, “now”, “next”; it is about the special signal, already introduced, having
form of a square wave periodic signal, with the period T which swings between the logic level 0
and the logic level 1; it is called clock, and is used to “tick” the discrete time with its active edge

(see Figure 1.11 where a clock signal, active on its positive edge, is shown)

* a storing support to memorize the state between two successive discrete moments of time is re-
quired; it is the register used to register, synchronized with the active edge of the clock signal, the
state computed at the moment ¢t — 1 in order to be used at the next moment, ¢, to compute a new
state and a new output; the input must be stable a time interval z,, (set-up time) before the active
edge of clock, and must stay unchanged #;, (hold time) after; the propagation time after the clock
is .
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A |
Xn 1 X2 ... X1 X0 Y 1Ymo... in |
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0 0 B 0 110100 : time
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Figure 1.10: The module for non-sequential functions. a. The table used to define the function as a
correspondence between all input binary configurations in and binary configurations out. b. The logic symbol for
the combinatorial logic circuit — CLC — which computes out = F(in). ¢. The wave forms describing the time
behaviour of the circuit.

Toioe
clock clock

A

‘ ‘ ‘ ‘ ! ! time
ti2 i1 t lit1 iy

Figure 1.11: The clock. This clock signal is active on its positive edge (negative edge as active edge is also
possible). The time interval between two positive transitions is the period 7, of the clock signal. Each positive
transition marks a discrete moment of time.

(More complex embodiment are introduced later in this text book. Then, the state will have a structure
and the functional modules will result as multiple applications of this simple definition.)

The most complex part of defining a digital system is the description of the two functions f and g.
The complexity of defining how the system behaves is managed by using various Hardware Description
Languages — HDLs. The formal tool used in this text book is the Verilog HDL. The algebraic description
of a digital system provided in Definition 1.2 will be expressed as the Verilog definition.

1.3 Different embodiment of digital systems

The physical embodiment of a digital system evolved, in the second part of the previous century, from
circuits built using vacuum tubes to now a day complex systems implemented on a single die of sili-
con containing billions of components. We are here interested only by the actual stage of technology
characterized by an evolutionary development and a possible revolutionary transition.

The evolutionary development is from the multi-chip systems approach to the system on a chip (SoC)
implementations.
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| time dataln; = dataOut;

dataln ! r
— L jH |
| ‘ in
inl — register

> clock out

| | r
dataOut :
|

dataOut; = dataln;_

Figure 1.12: The register. a. The wave forms describing timing details about how the register swithces around
the active edge of clock. b. The logic symbol used to define the static behaviour of the register when both, inputs
and outputs are stable between two active edges of the clock signal.

The revolutionary transition is from Application Specific Integrated Circuit (ASIC) approach to the
fully programmable solutions for SoC.

SoC means integrating on a die a big system which, sometimes, involve more than one technology.
Multi-chip approach was, and it is in many cases, necessary because of two reasons: (1) the big size
of the system and, more important, (2) the need of use of few incompatible technologies. For example,
there are big technological differences in implementing analog or digital circuits. If the circuit is analog,
there is also a radio frequency sub-domain to be considered. The digital domain has also its specific
sub-domain of the dynamic memories. Accommodating on the same silicon die different technologies
is possible but the price is sometimes too big. The good news is that there are continuous technological
developments providing cheap solutions for integrating previously incompatible technologies.

An ASIC provides very efficient solutions for well defined functions and for big markets. The main
concern with this approach is the lack of functional flexibility on a very fast evolving market. Another
problem with the ASIC approach is related with the “reusability” of the silicon area which is a very
expensive resource in a digital system. For example, if the multiplication function is used in few stages
of the algorithm performed by an ASIC, then a multiplication circuit must be designed and placed on
silicon few times even if the circuits stay some- or many-times unused. An alternative solution provides
only one multiplier which is “shared” by different stages of the algorithm, if possible.

There are different types of “programmable” digital systems:

* reconfigurable systems: are physical structures, having a set of useful features, can be configured,
to perform a specific function, by the binary content of some specific storage registers called
configuring registers; the flexibility of this approach is limited to the targeted application domain

» programmable circuits: are general purpose structures whose interconnection and simple func-
tionality are both programmed providing any big and complex systems; but, once the functionality
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in place, the system performs a fix function

* programmable systems: are designed using one or many programmable computing machines
able to provide any transfer function between its inputs and outputs.

All these solutions must be evaluated takeing into account their flexibility, speed performance, com-
plexity, power consumption, and price. The flexibility is minimal for configurable systems and maximal
for programmable circuits. Speed performance is easiest to be obtained with reconfigurable systems,
while the programmable circuits are the laziest at big complexities. Complexity is maximal for pro-
grammable circuits and limited for reconfigurable systems. Power consumption is minimal for recon-
figurable solutions, and maximal for programmable circuits. Price is minimal for reconfigurable sys-
tems, and maximal for programmable circuits. In all the previous evaluations programmable systems are
avoided. Maybe this is the reason for which they provide overall the best solution!

Designing digital circuits is about the hardware support of programmable systems. This book pro-
vides knowledge on circuits, but the final target is to teach how to build various programmable structures.
Optimizing a digital system means to have a good balance between the physical structure of circuits and
the informational structure of programs running on them. Because the future of complex systems be-
longs to the programmable systems, the hardware support offered by circuits must be oriented toward
programmable structures, whose functionality is actualized by the embedded information (program).

Focusing on programmable structures does not mean we ignore the skills involved in designing
ASICs or reconfigurable systems. All we discuss about programmable structures applies also to any
kind of digital structure. What will happen will be that at a certain level in the development of digital
systems features for accepting program control will be added.

1.4 Correlated domains

Digital design must be preceded and followed by other disciplines. There are various prerequisites for
attending a digital design course. These disciplines are requested for two reasons:

* the student must be prepared with an appropriate pool of knowledge
* the student must be motivated to acquire a new skill.

In an ideal world, a student is prepared to attend digital design classes by having knowledge about:
Boolean algebra (logic functions, canonic forms, minimizing logic expressions), Automata theory (for-
mal languages, finite automata, ... Turing Machine), Electronic devices (MOS transistor, switching the-
ory), Switching circuits (CMOS structure, basic gates, transmission gate, static & dynamic behavior of
the basic structures).

In the same ideal world, a student can be motivated to approach the digital design domain if he payed
attention to Theory of computation, Microprocessor architecture, Assembly languages.

Attending the classes of Digital Systems is only a very important step on a long journey which
suppose to attend a lot of other equally important disciplines. The most important are listed bellow.

Verification & testing For complex digital system verification and testing become very important
tasks. The design must be verified to be sure that the intended functionality is in place. Then in each
stage, on the way from the initial design to the fabrication of the actual chip, various tests are performed.
Specific techniques are developed for verification and testing depending on the complexity of the design.
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Specific design techniques are used to increase the efficiency of testing. Design for testability is a well
developed sub-domain which helps us with design tricks for increasing the accuracy and speed of testing.

Physical design The digital system designer provides only a description. It is a program written in
a HDL. This description must be used to build accurately an actual chip containing many hundred of
million of circuits. It is a multi-stage process where after circuit design, simulation, synthesis, and
functional verification, done by the digital design team, follow layout design & verification, mask
preparation, wafer fabrication, die test. During this long process a lot of additional technical problem
must be solved. A partial enumeration of them follows.

* Clock distribution: The clock signal is a pulse signal distributed almost uniformly on the whole
area of the chip. For a big circuit the clock distribution is a critical problem because of the power
involved and because of the accuracy of the temporal relation imposed for it.

* Signal propagation: Besides clock there are a lot of other signals which can be critical if they
spread on big parts of the circuit area. The relation between these signals makes the problem
harder.

* Chip interface circuits: The electrical charge of an interface circuit is much bigger than for the
internal one. The capacitance load on pins being hundred times bigger the usual internal load, the
output current for pin driver must be correspondingly.

* Powering: The switching energy is provided from a DC power supply. The main problem is to
have enough energy right in time at the power connections of each circuit form the chip. Power
distribution is made difficult by the inductive effect of the power connections.

* Cooling: The electrical energy introduced in circuit, through the power system, must be then,
unfortunately, extracted as caloric energy (heat) by cooling it.

» Packaging: The silicon die is mounted in a package which must fulfil a lot of criteria. It must
allow powering and cooling the die it contains. Also, it must provide hundreds or even thousands
external connections. Not to mention protection to cosmic rays, .. ..

* Board design: The chips are designed to be mounted on boards where they are interconnected
with other electronic components. Because of the very high density of connections, designing a
board is a very complex job involving knowledge from a lot of related domains (electromagnetism,
mechanics, chemistry, ...).

» System design: Actual applications are finalized as packaged systems containing one or many
boards, sometimes interconnected with electro-mechanical devices. Putting together many com-
ponents, powering them, cooling them, protecting them from disturbing external (electromagnetic,
chemical, mechanical, ...) factors, adding esthetic qualities require multi-disciplinary skills.

For all these problems specific knowledge must be acquired attending special classes, course modules,
or full courses.
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Computer architecture Architectural thinking is a major tendency in the contemporary word. It is a
way to discuss about the functionality of an object ignoring its future actual implementation. The ar-
chitectural approach helps us to clarify first what we intend to build, unrestricted by the implementation
issues. Computer architecture is a very important sub-domain of computer science. It allow us to develop
independently the hardware domain and the software domain maintaining in the same time a high “com-
municating channel” between the two technologies: one referring to the physical structures and another
involving the informational structure of programs.

Embedded systems In an advanced stage of development of digital system the physical structure of
the circuits start to be interleaved with the informational structure of programs. Thus, the functional
flexibility of the system and its efficiency is maximized. A digital system tend to be more and more
a computational system. The computation become embedded into the core of a digital system. The
discipline of embedded system or embedded computation® starts to be a finis coronat opus of digital
domain.

Project management Digital systems are complex systems. In order to finalize a real product a lot of
activities must be correlated. Therefore, an efficient management is mandatory for a successful project.
More, the management of the digital system project has some specific aspects to be taken into account.

Business & Marketing & Sales Digital systems are produced to be useful. Then, they must spread
in our human community in the most appropriate way. Additional, but very related skills are needed
to enforce on the market a new digital system. The knowledge about business, about marketing and
sales is crucial for imposing a new design. A good, even revolutionary idea is necessary, but absolutely
insufficient. The pure technical skills must be complemented by skills helping the access on the market,
the only place where a design receives authentic recognition.

1.5 Problems

Problem 1.1 Let be the full 4-bit adder described in the following System Verilog module:

module fullAdder ( output logic [3:0] out ,
output logic crOut , // carry output
input logic [3:0] 1inO0 ,
input logic [3:0] inl ,
input logic crln ); // carry input
logic [4:0] sum ;

assign sum = in0 + inl + crln ;
assign out = sum[3:0] ;
assign crOut = sum/|[4] ;

endmodule

3In DCAE chair of the Electronics Faculty, in Politehnica University of Bucharest this topics is taught as Functional Elec-
tronics, a course introduced in late 70s by the Professor Mihai Dr’ag’anescu.
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Use the module fullAdder fo design the following 16-bit full adder:

module bigAdder (output logic [15:0] out ,
output logic crOut , // carry output
input logic [15:0] in0 s
input logic [15:0] inl ,
input logic crin ); // carry input

/] ?22?

endmodule

The resulting project will be simulated designing the appropriate test module.

Problem 1.2 Draw the block schematic of the following design:

module topModule ( output logic [7:0] out ,
input logic [7:0] inl ,
input logic [7:0] in2 ,
input logic [7:0] in3);

logic [7:0] wirel , wire2;
bottomModule mod1 ( .out(wirel ),
.inl (inl ),
.in2 (in2 ),
mod?2 ( .out(wire2 ),
.inl (wirel ),
.in2 (in3 ),
mod3 ( .out(out ),
.inl (in3 ),

.in2 (wire2 ));
endmodule

module bottomModule (output logic [7:0] out ,
input logic [7:0] inl ,
input logic [7:0] in2);

// ...
endmodule

Synthesize it to test your solution.

Problem 1.3 Let be the schematic representation of the design topSyst in Figure 1.13. Write the Ver-
ilog description of what is described in Figure 1.13. Test the result by synthesizing it.
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Figure 1.13: The schematic of the design topSyst. a. The top module topSyst b.

module syst2.
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Chapter 2

GATES:
Zero order, no-loop digital systems

Belief #5: That qualitative as well as quantita-
tive aspects of information systems will be accel-
erated by Moore’s Law. ... In the minds of some
of my colleagues, all you have to do is identify one
layer in a cybernetic system that’s capable of fast
change and then wait for Moore’s Law to work its
magic.

Jaron Lanier!

The Moore’s Law applies to size not to complexity.

In this chapter we will forget for the moment about loops. Composition is the only mechanism in-
volved in building a combinational digital system. No-loop circuits generate the class of history free
digital systems whose outputs depend only by the current input variables, and are reassigned “‘continu-
ously” at each change of inputs. Anytime the output results as a specific “combination” of inputs. No
autonomy in combinational circuits, whose outputs obey “not to say a word” to inputs.

The combinational functions with n 1-bit inputs and m 1-bit outputs are called Boolean function and
they have the following form:

f:{0,1}" —{0,1}™.

For n =1 only the NOT function is meaningful in the set of the 4 one-input Boolean functions. For n =2
from the set of 16 different functions only few functions are currently used: AND, OR, XOR, NAND,
NOR, NXOR. Starting with n = 3 the functions are defined only by composing 2-input functions. (For a
short refresh see Appendix Boolean functions.)

Composing small gates results big systems. The growing process was governed in the last 40 years
by Moore’s Law?. For a few more decades maybe the same growing law will act. But, starting from
millions of gates per chip, it is very important what kind of circuits grow exponentially!

!Jaron Lanier coined the term virtual reality. He is a computer scientist and a musician.
2The Moore’s Law says the physical performances in microelectronics improve exponentially in time.

25
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Composing gates results two kinds of big circuits. Some of them are structured following some
repetitive patterns, thus providing simple circuits. Others grow patternless, providing complex circuits.

2.1 Simple, Recursive Defined Circuits

The first circuits used by designers were small and simple. When they were grew a little they were
called big or complex. But, now when they are huge we must talk, more carefully, about big sized simple
circuits or about big sized complex circuits. In this section we will talk about simple circuits which can
be actualized at any size, i.e., their definitions don’t depend by the number, #n, of their inputs.

In the class of n-inputs circuits there are 22" distinct circuits. From this tremendous huge number of
logical function we use currently an insignificant small number of simple functions. What is strange is
that these functions are sufficient for almost all the problem which we are confronted (or we are limited
to be confronted).

One fact is clear: we can not design very big complex circuits because we can not specify them. The
complexity must get away in another place (we will see that this place is the world of symbols). If we
need big circuit they must remain simple.

In this section we deal with simple, if needed big, circuits and in the next with the complex circuits,
but only with ones having small size.

From the class of the simple circuits we will present only some very usual such as decoders, demul-
tiplexors, multiplexors, adders and arithmetic-logic units. There are many other interesting and useful
functions. Many of them are proposed as problems at the end of this chapter.

2.1.1 Decoders

The simplest problem to be solved with a combinational logic circuit (CLC) is to answer the question:
“what is the value applied to the input of this one-input circuit?”. The circuit which solves this problem
is an elementary decoder (EDCD). It is a decoder because decodes its one-bit input value by activating
distinct outputs for the two possible input values. It is elementary because does this for the smallest
input word: the one-bit word. By decoding, the value applied to the input of the circuit is emphasized
activating distinct signals (like lighting only one of n bulbs). This is one of the main functions in a digital
system. Before generating an answer to the applied signal, the circuit must “know” what signal arrived
on its inputs.

Informal definition

The n-input decoder circuit — DCD,, — (see Figure 2.1) performs one of the basic function in digital
systems: with one of its m one-bit outputs specifies the binary configuration applied on its inputs. The
binary number applied on the inputs of DCD,, takes values in the set X = {0, 1,...2" — 1}. For each of
these values there is one output — yg,y1,...ym—1 — Which is activated on 1 if its index corresponds with
the current input value. If, for example, the input of a DCD, takes value 1010, then y;9 = 1 and the rest
15 one-bit outputs take the value 0.

Formal definition

In order to rigorously describe and to synthesize a decoder circuit a formal definition is requested. Using
Verilog HDL, such a definition is very compact certifying the non-complexity of this circuit.
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Figure 2.1: The n-input decoder (DCD),).

Definition 2.1 DCD,, is a combinational circuit with the n-bit input X, x,_1, ... ,Xo, and the m-bit output
Y, Ym—1,...,Y0, where: m = 2", with the behavioral Verilog description:

[% wkkckkkkkk Rk Rk Rk kkkkkkk Rk Rk Rk kkokkk Rk Rk Rk kkkkokkk Rk Rk Rk ok kkkkkk Rk kk ok kkkk ko k%

File name: dec. sv

Circuit name: Decoder

Description: behavioral description of a n—input decoder

5k o % ok ok ok ok ok ok K ok o ok ok K ok K ok o ok ok ok ok K ok R ok ok R ok ok R ok ok ok R ok ok R ok R ok ok R ok kR ok R Rk R Rk Rk R Rk R Rk Rk ok Rk %/

module dec #(parameter inDim = n)(input logic [inDim - 1:0] sel ,
output logic [(l << inDim)-1:0] out);

assign out = 1 << sel;
endmodule
<

The previous Verilog description is synthesisable by the current software tools which provide an efficient
solution. It happens because this function is simple and it is frequently used in designing digital systems.

Recursive definition

The decoder circuit DCD,, for any n can be defined recursively in two steps:

* defining the elementary decoder circuit (EDCD = DCD) as the smallest circuit performing the
decode function

* applying the divide & impera rule in order to provide the DCD, circuit using DCD,, /, circuits.

For the first step EDCD is defined as one of the simplest and smallest logical circuits. Two one-input
logical function are used to perform the decoding. Indeed, parallel composing (see Figure 2.2a) the
circuits performing the simplest functions: f21 (x0) = y1 = xo (identity function) and fl1 (x0) = yo = x;
(NOT function), we obtain an (EDCD). If the output yj is active, it means the input is zero. If the output
y1 is active, then the input has the value 1.

In order to isolate the output from the input the buffered EDCD version is considered serial compos-
ing an additional inverter with the previous circuit (see Figure 2.2b). Hence, the fan-out of EDCD does
not depend on the fan-out of the circuit that drives the input.

The second step is to answer the question about how can be build a (DCD,,) for decoding an n-bit
input word.
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Figure 2.2: The elementary decoder (EDCD). a. The basic circuit. b. Buffered EDCD, a serial-parallel

composition.
Yo

N

e, 6 ,,,,, 6
Yp
Vp-1 1 1 1
Ym—1

n n/2| o yi Yp-1
DCD,

Figure 2.3: The recursive definition of n-inputs decoder (DCD,). Two DCD,,, are used to drive a two
dimension array of AND, gates. The same rule is applied for the two DCD,, , and so on until DCD| = EDCD is
needed.

Definition 2.2 The structure of DCD,, is recursive defined by the rule represented in Figure 2.3. The
DCDy is an EDCD (see Figure 2.2b). ¢

The previous definition is a constructive one, because provide an algorithm to construct a decoder
for any n. It falls into the class of the “divide & impera” algorithms which reduce the solution of the
problem for 7 to the solution of the same problem for /2.

The quantitative evaluation of DCD,, offers the following results:

Size: GSDCD(”) = ZnGSAND(Z) + ZGSDCD(I’Z/Z) = 2(2” + GSDCD(H/Z))
GSpcep(1) = GSepcp =2
GSDCD(I’I) € 0(2")

Depth: DDCD(n) = DAND(Z) "‘DDCD(H/Z) = 1+DDCD(H/2) S O(IOg I’l)
Dpcp(1) = Dgpep =2

Complexity: Cpcp € O(1) because the definition occupies a constant drown area (Figure 2.3) or a con-
stant number of symbols in the Verilog description for any n.

The size, the complexity and the depth of this version of decoder is out of discussion because the
order of the size can not be reduced under the number of outputs (m = 2"), for complexity O(1) is the
minimal order of magnitude, and for depth O(log n) is optimal takeing into account we applied the
“divide & impera” rule to build the structure of the decoder.
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Non-recursive description

An iterative structural version of the previous recursive constructive definition is possible, because the
outputs of the two DCD,, /, from Figure 2.3 are also 2-input AND circuits, the same as the circuits on
the output level. In this case we can apply the associative rule, implementing the last two levels by only
one level of 4-input ANDs. And so on, until the output level of the 2" n-input ANDs is driven by n
EDCDs. Now we have the decoder represented in Figure 2.4). Apparently it is a constant depth circuit,
but if we take into account that the number of inputs in the AND gates is not constant, then the depth
is given by the depth of an n-input gate which is in O(log n). Indeed, an n-input AND has an efficient
implementation as as a binary tree of 2-input ANDs.

Figure 2.4: “Constant depth” DCD Applying the associative rule into the hierarchical network of AND, gates
results the one level AND,, gates circuit driven by n EDCDs.

This “constant depth” DCD version — CDDCD - is faster than the previous for small values of n
(usually for n < 6; for more details see Appendix Basic circuits), but the size becomes Scppep(n) =
nx2"+2n € O(n2"). The price is over-dimensioned related to the gain, but for small circuits sometimes
it can be accepted.

The pure structural description for DCDs is:

/*************************************************************************
File name: dec3. sv
Circuit name: 3—input Decoder
Description : structural description of a 3—input decoder
***************>l<*********************************************************/
module dec3 (output logic [7:0] out,
input logic [2:0] in );

// internal connections

logic in0, nin0O, inl, ninl, in2, nin2;
// EDCD for in[0]

not not00(nin0O, in[0]), notOl(in0, nin0)
// EDCD for in[1]

not notlO(ninl, in[1]), notll(inl, ninl)
// EDCD for in[2]

not not20(nin2, in[2]), not21(in2, nin2)
// the second level

and andO(out[O], nin2, ninl, nin0); // output 0

and andl (out[1], nin2, ninl, in0 ); // output I

il
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and and2(out[2], nin2, inl, nin0); // output

and and3(out[3], nin2, inl, in0 ); // output

and and4 (out[4], in2, ninl, nin0); // output

and and5(out[5], in2, ninl, in0 ); // output

and and6(out[6], in2, inl, nin0); // output

and and7 (out[7], in2, inl, in0 ); // output
endmodule

N QYN W

For n = 3 the size of this iterative version is identical with the size which results from the recursive
definition. There are meaningful differences only for big n. In real designs we do not need this kind of
pure structural descriptions because the current synthesis tools manage very well even pure behavioral
descriptions such that from the formal definition of the decoder.

Arithmetic interpretation

The decoder circuit is also an arithmetic circuit. It computes the numerical function of exponentiation:
Y = 2% Indeed, for n = i only the output y; takes the value 1 and the rest of the outputs take the value 0.
Then, the number represented by the binary configuration Y is 2.

Application

Because the expressions describing the m outputs of DCD,, are:

/ / / /

yO—xnil‘xniz' ..xl 'XO
/ / /

VI =X, X, 5 ... X] X0

s / /

yz—xnil‘xniz' ..xl ')CO

/
Ym—2 = Xp—1 " Xp-2"...X1 "X
Ym—1=Xp—-1"Xp-2"...X1"X0

the logic interpretation of these outputs is that they represent all the min-terms for an n-input function.
Therefore, any n-input logic function can be implemented using a DCD,, and an OR with maximum m — 1
inputs.

Example 2.1 Let be the 3-input 2-output function defined in the table from Figure 2.5. A DCDj is used
to compute all the min-terms of the 3 variables a, b, and c. A 3-input OR is used to “add” the min-terms
for the function X, and a 4-input OR is used to “add” the min-terms for the function Y.

Each min-term is computed only once, but it can be used as many times as the implemented functions
suppose.

o

2.1.2 Demultiplexors

The structure of the decoder is included in the structure of the other usual circuits. Two of them are the
demultiplexor circuit and the multiplexer circuit. These complementary functions are very important in
digital systems because of their ability to perform “communication” functions. Indeed, demultiplexing
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Figure 2.5:

means to spread a signal from a source to many destinations, selected by a binary code and multiplexing
means the reverse operation to catch signals from distinct sources also selected using a selection code.
Inside of both circuits there is a decoder used to identify the source of the signal or the destination of the
signal by decoding the selection code.

Informal definition

The first informally described solution for implementing the function of an n-input demultiplexor is to
use a decoder with the same number of inputs and m 2-input AND connected as in Figure 2.6. The value
of the input enable is generated to the output of the gate opened by the activated output of the decoder
DCD,,. It is obvious that a DCD,, is a DMUX,, with enable = 1. Therefore, the size, depth of DMUXs
are the same as for DCDs, because the depth is incremented by 1 and to the size is added a value which
is in O(2").

@ ¢ ,,,,,, #7 Tl

Yo V1 Ym—1

Figure 2.6: Demultiplexor. The n-input demultiplexor (DMUX,,) includes a DCD,, and 2" AND, gates used to
distribute the input enable in 2" different places according to the n-bit selection code.

For example, if on the selection input X = s, then the outputs y; take the value O for i # s and
vs = enable. The inactive value on the outputs of this DMEX is 0.

Formal definition

Definition 2.3 The n-input demultiplexor — DMUX,, — is a combinational circuit which transfers the 1-
bit signal from the input enable to the one of the outputs y,,—1, ...,y selected by the n-bit selection code
X =X,_1,...,X%0, where m = 2". It has the following behavioral Verilog description:
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File name: dmux. sv

Circuit name: Demultiplexor
Description : behavioral description for a n—input demultiplexor
*************************************************************************/
module dmux #(parameter inDim = n)
( input logic [inDim - 1:0] sel ,
input logic enable ,

output logic [(]l << inDim) — 1:0] out )

assign out = enable << sel;
endmodule

Recursive definition

The DMUX circuit has also a recursive definition. The smallest DMUX, the elementary DMUX —
EDMUX -, is a 2-output one, with a one-bit selection input. EDMUX is represented in Figure 2.7.
It consists of an EDCD used to select, with its two outputs, the way for the signal enable. Thus, the
EDMUX is a circuit that offers the possibility to transfer the same signal (enable) in two places (yo and
y1), according with the selection input (xg) (see Figure 2.7.

enable

’7# enable —* *o EDMUX

I I
} EDCD | l
I I

I

I

Figure 2.7: The elementary demultiplexor. a. The internal structure of an elementary demultiplexor (ED-
MUX) consists in an elementary decoder, 2 AND, gates, and an inverter circuit as input buffer. b. The logic
symbol.

The same rule — divide & impera — is used to define an n-input demultiplexor, as follows:

Definition 2.4 DMUX,, is defined as the structure represented in Figure 2.8, where the two DMUX,,_,
are used to select the outputs of an EDMUX. ¢

If the recursive rule is applied until the end the resulting circuit is a binary tree of EDMUXSs. It has
Spmux (N) € O(2") and Dppyyx (n) € O(n). If this depth is considered too big for the current application,
the recursive process can be stopped at a convenient level and that level is implemented with a “constant
depth” DMUXs made using “constant depth” DCDs. The mixed procedures are always the best. The
previous definition is a suggestion for how to use small DMUXs to build bigger ones.
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Xn—1

X0 enable [*enable
EDMUX

Yo N

n—1 J
enable [ enable
DMUX,_, DMUX,_,

Figure 2.8: The recursive definition of DMUX,,. Applying the same rule for the two DMUX,,_; a new level
of 2 EDMUXSs is added, and the output level is implemented using 4 DMUX,,—,. And so on until the
output level is implemented using 2"~! EDMUXs. The resulting circuit contains 2" — 1 EDMUXs.

2.1.3 Multiplexors

Now about the inverse function of demultiplexing: the multiplexing, i.e., to take a bit of information
from a selected place and to send in one place. Instead of spreading by demultiplexing, now the multi-
plexing function gathers from many places in one place. Therefore, this function is also a communication
function, allowing the interconnecting between distinct places in a digital system. In the same time, this
circuit is very useful for implementing random, i.e. complex, logical functions, as we will see at the end
of this chapter. More, in the next chapter we will see that the smallest multiplexor is used to build the
basic memory circuits. Looks like this circuit is one of the most important basic circuit, and we must pay
a lot of attention to it.

Informal definition

The direct intuitive implementation of a multiplexor with n selection bits — MUX,, — starts also from a
DCD,, which is now serially connected with an AND-OR structure (see Figure 2.9). The outputs of the
decoder open, for a given input code, only one AND gate that transfers to the output the corresponding
selected input which, by turn, is OR-ed to the output y.

Applying in this structure the associativity rule, for the AND gates to the output of the decoder and
the supplementary added ANDs, results the actual structure of MUX. The structure AND-OR maintains
the size and the depth of MUX in the same orders as for DCD.

Formal definition

As for the previous two circuits — DCD and DMUX —, we can define the multiplexer using a behavioral
(functional) description.

Definition 2.5 A multiplexer MU X,, is a combinational circuit having n selection inputs x,_1, . .., X that
selects to the output y one input from the m = 2" selectable inputs, i,,_1,...,ig. The Verilog description
is:
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Ym—1

DCDy,

Figure 2.9: Multiplexer. The 7 selection inputs multiplexer MUX,, is made serial connecting a DCD,, with an
AND-OR structure.

/*************************************************************************

File name: mux. sv

Circuit name: Multiplexor

Description : behavioral description for a n selection inputs
multiplexor

*************************************************************************/

module mux #(parameter inDim = n)

(input logic [inDim-1:0] sel, // selection inputs
input logic [(1<<inDim)-1:0] in , // selected inputs
output logic out);
assign out = in[sel];
endmodule

o

The MUX is obviously a simple function. Its formal description, for any number of inputs has a
constant size. The previous behavioral description is synthesisable efficiently by the current software
tools.

Recursive definition

There is also a rule for composing large MUSs from the smaller ones. As usual, we start from an
elementary structure. The elementary MUX — EMUX - is a selector that connects the signal i; or iy
in y according to the value of the selection signal xg. The circuit is presented in Figure 2.10a, where
an EDCD with the input xp opens only one of the two ANDs “added” by the OR circuit in y. Another
version for EMUX uses fristate inverting drivers (see Figure 2.10c).

The definition of MUX,, starts from EMUX, in a recursive manner. This definition will show us that
MUX is also a simple circuit (Cypyx(n) € O(1)). In the same time this recursive definition will be a
suggestion for the rule that composes big MUXs from the smaller ones.
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I xQ 4>O—E ;c

Figure 2.10: The elementary multiplexer (EMUX). a. The structure of EMUX containing an EDCD and
the smallest AND-OR structure. b. The logic symbol of EMUX. ¢. A version of EMUX using transmission gates
(see section Basic circuits).

Definition 2.6 MUX,, can be made by serial connecting two parallel connected MUX,, , with an EMUX
(see Figure 2.11 that is part of the definition), and MUX, = EMUX. ©

im im
71 7

iy im_ iy im_y
MUX,_; MUX,

y y

Y2010 \ 4 ‘
i i
R 0 |

—1

" EMUX

Figure 2.11: The recursive definition of MUX,. Each MUX,,_; has a similar definition (two MUX,_, and
one EMUX), until the entire structure contains EMUXs. The resulting circuit is a binary tree of 2" — 1 EMUXs.

Structural aspects

This definition leads us to a circuit having the size in O(2") (very good, because we have m = 2" inputs
to be selected in y) and the depth in O(n). In order to reduce the depth we can apply step by step the next
procedure: for the first two levels in the tree of EMUXSs we can write the equation

y = x1(x0i3 + x(i2) +x] (xoi1 +xpio)

that becomes
. /. / . A
Y = X1X013 + X1 Xp12 + X1 X011 + X1 Xp10-
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Using this procedure two or more levels (but not too many) of gates can be reduced to one. Carefully
applied this procedure accelerate the speed of the circuit.

Application

Because the logic expression of a n selection inputs multiplexor is:
. . / / . / /o
Y=Xp—1..-X1X0lp—1+ ... +X,_1 ... X1 X0l1 +X,_1 ... X]Xpl0

any n-input logic function is specified by the binary vector {i,,_1,...i1,ip}. Thus any n input logic
function can be implemented with a MU X,, having on its selected inputs the binary vector defining it.

Example 2.2 Let be function X defined in Figure 2.12 by its truth table. The implementation with a
MU X3 means to use the right side of the table as the defining binary vector.

a b c|x 01000110

LT

0.0 1t o i1 Ip i3 i U5 lg I7

0100 e PR

0110 S MUX;s

1 000 a—] x y

1 0 1|1

11 0[1 l

11 1]0 X
Figure 2.12:

2.1.4 Increment circuit

The simplest arithmetic operation is the increment. The combinational circuit performing this function
receives an n-bit number, x,_1,...Xp, and a one-bit command, inc, enabling the operation. The outputs,
Yn—1,---Y0, and cr,_1 behaves according to the value of the command:

If inc = 1, then
{ern—1,yn—-1,---y0} = {xn—1,...x0} +1

else
{crn—1,n-1,---y0} = {0,xp—1,...x0}.

The increment circuit is built using as “brick” the elementary increment circuit, EINC, represented
in Figure 2.13a, where the XOR circuit generate the increment of the input if inc = 1 (the current bit is
complemented), and the circuit AND generate the carry for the the next binary order (if the current bit
is incremented and it has the value 1). An n-bit increment circuit, INC, is recursively defined in Figure
2.13b: INC,, is composed using an INC,,_; serially connected with an EINC, where INCy = EINC.
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Cry—1 <+—— e EINC inc INC,— l—  inc

Figure 2.13: Increment circuit. a. The elementary increment circuit (called also half adder). b. The recursive
definition for an n-bit increment circuit.

2.1.5 Adders

Another usual digital functions is the sum. The circuit associated to this function can be also made
starting from a small elementary circuits, which adds two one-bit numbers, and looking for a simple
recursive definitions for n-bit numbers.

The elementary structure is the well known full adder which consists in two half adders and an OR;.
An n-bit adder could be done in a recursive manner as the following definition says.

Definition 2.7 The full adder, FA, is a circuit which adds three 1-bit numbers generating a 2-bit result:
FA(inl,in2,in3) = {out1,out0}
FA is used to build n-bit adders. For this purpose its connections are interpreted as follows:
* inl,in2 represent the i-th bits if two numbers
* in3 represents the carry signal generated by the i — 1 stage of the addition process
* out(Q represents the i-th bit of the result

* outl represents the carry generated for the i+ 1-th stage of the addition process
Follows the System Verilog description:

[k ko kckkk kR ko Rk Rk Rk Rk kR ok Rk Rk Rk ko k kR ko wk Rk Rk Rk ok kkkk Rk Rk Rk ok ok ok kkwk Rk Rk ok ok ok ko wk k%

File name: full _adder . sv
Circuit name: Full Adder
Description : behavioral description of a full adder

********>l<****************************************************************/
module full_adder( output logic sum, carry_out,
input logic inl, in2, carry_in);

half_adder hal(suml, carryl, inl, in2),
ha2 (sum, carry2, suml, carry_in);
assign carry_out = carryl carry?2;
endmodule
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File name: half_adder . sv

Circuit name: Half Adder

Description : behavioral description of a half adder

*************************************************************************/
module half_adder (output logic sum, carry, input logic inl, in2);

assign sum = inl "~ in2,

carry = inl & in2;
endmodule

Note: The half adder circuit is also an elementary increment circuit (see Figure 2.13a).

Definition 2.8 The n-bits ripple carry adder, (ADD,,), is made by serial connecting on the carry chain
an ADD,,_| with a FA (see Figure 2.14). ADD is a full adder.

Ap—1 Bu-i Ap—a Ao Bno By
A B
FA ADD,_;
1 C C C. C |+
Cn * S + Co
Sn—1 Sn—2 So

Figure 2.14: The recursive defined n-bit ripple-carry adder (ADD,,). ADD,, is simply designed adding to
an ADD,,_| a full adder (FA), so as the carry signal ripples from one FA to the next.
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File name:
Circuit name
Description :

adder . sv

Adder

recursive structural description of a n—bit adder using
the conditional generate statement
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File name:
Circuit name
Description :

assign
assign
endmodule

cry
out

fullAdder . sv

Full Adder
behavioral description of a full adder
*************************************************************************/

module fullAdder (

output
input

inl & in2

inl

in2

logic out, cry ,
logic

~

(inl
cin

inl, in2,

in2) & cin

cin);

s

s
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The previous definition used the conditioned generation block.? The Verilog code from the previous
recursive definition can be used to simulate and to synthesize the adder circuit. For this simple circuit this
definition is too sophisticated. It is presented here only to provide a simple example of how a recursive
definition is generated.

A simpler way to define an adder is provided in the next example where a generate block is used.

Example 2.3 Generated n-bit adder:

/3 s ok ok ok ok ok ok ok oKk oKk ok ook ok ok ok o ok ok ok ok ok ok ok ok ok Kk oKk oKk oKk ok ok ok ok ok o ok ok ok ok ok ok Kok Kk Kok Kok K

File name: add . sv

Circuit name: Adder

Description : structural description of a n—input adder using the
generate statement

oo oo o o o o R o R KR R R R SR SRR oo s R ok o s o s o ok o R R R R R kR kR R SR sk R ko ok ok ok R kR ok %/

module add #(parameter n=38)( input logic [n-1:0] inl, in2,

input logic cln ,
output logic [n—-1:0] out ,
output logic cOut )

logic [n:0] cr ;

assign cr[0] = cIn ;

assign cOut = cr[n] ;

genvar i ;
generate for (i=0; i<n; i=i+1) begin: S
fa adder( .inl (inl[1] ),

.in2 (in2[i] ),
.cln (cr[i] ),
.out (out[i] ),
.cOut (cr[i+1])); end
endgenerate
endmodule

[k wkkckkckkk ok Rk Rk Rk Rk Rk ok Rk Rk Rk Rk ok ko kR k Rk Rk Rk Rk ok kkkk Rk Rk Rk ok ok ok kk kR k ok ok ok k ok Kk kw ok k%

File name: fa.sv
Circuit name: Full Adder
Description : structural description of a full adder
*************************************************************************/
module fa( input logic inl, in2, cln s
output logic out, cOut )
logic Xr
assign xr = inl " in2 ;

S

Xr cln
inl & in2 | cIn & xr ;

assign out
assign cOut
endmodule

3The use of the conditioned generation block for recursive definition was suggested to me by my colleague Radu Hobincu.
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o

Because the add function is very frequently used, the synthesis and simulation tools are able to
“understand” the simplest one-line behavioral description used in the following module:

/*************************************************************************
File name: add . sv

Circuit name: Adder

Description: behavioral description of an adder
*************************************************************************/
module add #(parameter n=38)( input logic [n-1:0] inl, in2,

input logic cln ,
output logic [n—-1:0] out ,
output logic cOut )

assign {cOut, out} = inl + in2 + cln
endmodule

il

Carry-Look-Ahead Adder

The size of ADD,, is in O(n) and the depth is unfortunately in the same order of magnitude. For improving
the speed of this very important circuit there was found a way for accelerating the computation of the
carry: the carry-look-ahead adder (CLA,). The fast carry-look-ahead adder can be made using a carry-
look-ahead (CL) circuit for fast computing all the carry signals C; and for each bit an half adder and a
XOR (the modulo two adder)(see Figure 2.15). The half adder has two roles in the structure:

B

R

G
G fe—

HA
S C
P
C; Carry-Lookahead Circuit
s; Cp Gy C

Figure 2.15: The fast n-bit adder. The n-bit Carry-Lookahead Adder (CLA,) consists in n HAs, n 2-input
XORs and the Carry-Lookahead Circuit used to compute faster the n C;, fori = 1,2,...n.

* sums the bits A; and B; on the output S

» computes the signals G; (that generates carry as a local effect) and P; (that allows the propagation
of the carry signal through the binary level i) on the outputs CR and P.

The XOR gate adds modulo 2 the value of the carry signal C; to the sum S.
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In order to compute the carry input for each binary order an additional fast circuit must be build: the
carry-look-ahead circuit. The equations describing it start from the next rule: the carry toward the level
(i+1) is generated if both A; and B; inputs are 1 or is propagated from the previous level if only one of
A; or B; are 1. Results:

Ciy1 =ABi+ (Ai —i—Bi)Ci =A;B; + (A,' EBB,')Ci = G;+ PC;.

Applying the previous rule we obtain the general form of C;:

Civ1=Gi+PGi 1 +PP G 2+PP 1P 2Gi 3+...+PF ... PP

fori=0,...,n.

Computing the size of the carry-look-ahead circuit results Sz (1) € O(n?), and the theoretical depth
is only 2. But, for real circuits an n-input gates can not be considered as a one-level circuit. In Basic
circuits appendix (see section Many-Input Gates) is shown that an optimal implementation of an n-input
simple gate is realized as a binary tree of 2-input gates having the depth in O(log n). Therefore, in a real
implementation the depth of a carry-look ahead circuit has D¢cpg € O(log n).

For small n the solution with carry-look-ahead circuit works very good. But for larger n the two
solutions, without carry-look-ahead circuit and with carry-look-ahead circuit, must be combined in many
fashions in order to obtain a good price/performance ratio. For example, the ripple carry version of ADD,,
is divided in two equal sections and two carry look-ahead circuits are built for each, resulting two serial
connected CLA,, ;. The state of the art in this domain is presented in [Omondi "94].

It is obvious that the adder is a simple circuit. There exist constant sized definition for all the variants
of adders.

2.1.6 Arithmetic and Logic Unit

All the before presented circuits have had associated only one logic or one arithmetic function. Now is
the time to design the internal structure of a previously defined circuit having many functions, which can
be selected using a selection code: the arithmetic and logic unit — ALU. ALU is the main circuit in any
computational device, such as processors, controllers or embedded computation structures.

A generic version of a simple ALU is presented in the following example.

Example 2.4 The 8-function ALU working on 32-bit numbers is described by the following Verilog mod-
ule:
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Figure 2.16: The internal structure of the speculative version of an arithmetic and logic unit. Each
function is performed by a specific circuit and the output multiplexer selects the desired result.
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File name: alu . sv
Circuit name: arithmetic and logic unit
Description: the circuit selects, using the selection code ’func’, one

of the 8 functions
module ALU( input logic carryln ,
input logic [2:0] func ,
input logic [31:0] left, right |,
output logic carryOut ,
output logic [31:0] out );

always_comb
case (func)

3°b000: {carryOut, out} = left + right + carryln; //add

3°b001: {carryOut, out} = left — right — carryln; //sub
3°’b010: {carryOut, out} = {1°b0, left & right}; //and
3’b011: {carryOut, out} = {1°b0, left | right}; //or

3’b100: {carryOut, out} = {1°b0, left " right}; // xor
3°b101: {carryOut, out} = {1°b0, ~left}; // not
3’b110: {carryOut, out} = {1°b0, left}; // left
3’bl111: {carryOut, out} = {1°b0, left >> 1}; //shr

default: {carryOut, out} = 33’b0 - 1°bl;
endcase
endmodule

o

The ALU circuit can be implemented in many forms. One of them is the speculative version (see
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Figure 2.16) described by the Verilog module from Example 2.4, where the case structure describes, in
fact, an 8-input multiplexor for 33-bit words. We call this version speculative because all the possible
functions are computed in order to be all available to be select when the function code arrives to the func
input of ALU. This approach is efficient when the operands are available quickly and the function to be
performed “arrives” lately (because it is usually decoded from the instruction fetched from a program
memory). The circuit “speculates” computing all the defined functions offering 8 results from which
the func code selects one. (This approach will be useful for the ALU designed for the stack processor
described in Chapter 10.)

The speculative version provides a fast version in some specific designs. The price is the big size of
the resulting circuit (mainly because the arithmetic section contains and adder and an subtractor, instead
a smaller circuit performing add or subtract according to a bit used to complement the right operand and
the carryIn signal).

An area optimized solution is provided in the next example.

Example 2.5 Let be the 32-bit ALU with 8 functions described in Example 2.8. The implementation will
be done using an adder-subtractor circuit and a 1-bit slice for the logic functions. Results the following
Verilog description:

right

T 7 ! I

nx MUXE —> sub ™ log
add_sub — )
carryOut carryln
func[0] ‘ I

Y v
r nx MUXE
func[1] %
Y v

func[2] —» nxMUXE

+ out

Figure 2.17: The internal structure of an area optimized version of an ALU. The add_sub module is
smaller than an adder and a subtractor, but the operation “starts” only when func [0] is valid.



2.1. SIMPLE, RECURSIVE DEFINED CIRCUITS 45

/*************************************************************************
File name: structuralAlu . sv

Circuit name: ALU

Description : structural description for
*************************************************************************/
module structuralAlu( output logic [31:0] out

)

output logic carryOut ,
input logic carryln ,
input logic [31:0] left , right s
input logic [2:0] func )

logic [31:0] shift , add_sub, arith, bool;

addSub addSub (. out (add_sub ),

.cout (carryOut),
.left (left ),
.right (right ),
.cin (carryln ),
.sub (func[0] ));
log log (.out (bool ),
.left (left ),
.right (right ),
.op (func[1:0]));
mux?2 shiftMux (. out(shift ),
.in0 (left ),
.inl ({1°b0, left[31:1]}),
.sel (func[0] ),

arithMux (. out(arith ),
.in0(shift ),
.inl (add_sub),
.sel (func[1])),

outMux (. out(out ),
.in0(arith ),
.inl (bool ),

.sel (func[2]));
endmodule

/*************************************************************************
File name: mux2. sv

Circuit name:

Description :

kkckkckkokkkk Rk Rk kkkokokkok Rk Rk kkkkokkokkckkk Rk kkkkkkkkkkkkkkkkkkkkkkkkkkkwkwkxkx %/

module mux2(input logic sel ,
input logic [31:0] 1in0O, inl,
output logic [31:0] out )

assign out = sel ? inl : in0;

endmodule
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/*************************************************************************
File name: addSub . v

Circuit name:

Description :
*************************************************************************/

module addSub (output logic [31:0] out

s

output logic cout ,
input logic [31:0] left, right ,
input logic cin, sub )

assign {cout, out} = left + (right ~ {32{sub}}) + (cin "~ sub);
endmodule

/*************************************************************************
File name: log.sv
Circuit name:
Description :
*************************************************************************/
module log( output logic [31:0] out
input logic [31:0] left, right ,
input logic [1:0] op )
integer i;
logic [3:0] f;

il

assign f = {op[0], “(Cop[l] & op[0]), op[l], "|op};
always @(left or right or f)
for (i=0; 1<32; i=i+1) logicSlice(out[i], left[i], right[i], f);

task logicSlice ;

output logic 0
input logic 1
input logic [3:0] f

o= f[{l,r}];
endtask
endmodule

The resulting circuit is represented in Figure 2.17. This version can be synthesized on a smaller area,
because the number of EMUXs is smaller, instead of an adder and a subtractor an adder/subtractor is
used. The price for this improvement is a smaller speed. Indeed, the add_sub module “starts” to compute
the addition or the subtract only when the signal sub = func[0] is received. Usually, the code func
results from the decoding of the current operation to be performed, and, consequently, comes later. ¢

We just learned a new feature of the Verilog language: how to use a task to describe a circuit used
many times in implementing a simple, repetitive structure.
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The internal structure of ALU consists mainly in n slices, one for each input pair left[i],
rught[i] and a carry-look-ahead circuit(s) used for the arithmetic section. It is obvious that ALU
is also a simple circuit. The magnitude order of the size of ALU is given by the size of the carry-look-
ahead circuit because each slice has only a constant dimension and a constant depth. Therefore, the
fastest version implies a size in O(n?) because of the carry-look-ahead circuit. But, let’s remind: the
price for the fastest solution is always too big! For optimal solutions see [Omondi ’94].

2.2 The many-output random circuit: Read Only Memory

The simple solution for the following many-output random circuits having the same inputs:
f(xn—1,...x0)

g(xn—1,...%0)

S(Xp—1,...X0)

is to connect in parallel many one-output circuits. The inefficiency of the solution become obvious when
the structure of the MUX presented in Figure 2.9 is considered. Indeed, if we implement many MUXs
with the same selection inputs, then the decoder DCD,, is replicated many time. One DCD is enough for
many MUXs if the structure from Figure 2.18a is adopted. The DCD circuit is shared for implementing
the functions f, g,...s. The shared DCD is used to compute all possible minterms (see Appendix C.4)
needed to compute an n-variable Boolean function.

Figure 2.18b is an example of using the generic structure from Figure 2.18a to implement a specific
many-output function. Each output is defined by a different binary string. A 0 removes the associated
AND, connecting the corresponding OR input to 0, and an 1 connects to the corresponding i-th input of
each OR to the i-th DCD output. The equivalent resulting circuit is represented in Figure 2.18c, where
some OR inputs are connected to ground and other directly to the DCD’s output. Therefore, we use a
technology allowing us to make “programmable” connections of some wires to other (each vertical line
must be connected to one horizontal line). The uniform structure is “programmed” with a more or less
random distribution of connections.

If De Morgan transformation is applied, the circuit from Figure 2.18c is transformed in the circuit
represented in Figure 2.19a, where instead of an active high outputs DCD an active low outputs DCD is
considered and the OR gates are substituted with NAND gates. The DCD’s outputs are generated using
NAND gates to decode the input binary word, the same as the gates used to encode the output binary
word. Thus, a multi-output Boolean function works like a trans-coder. A trans-coder works translating
all the binary input words into output binary words. The list of input words can by represented as an
ordered list of sorted binary numbers starting with 0 and ending with 2" — 1. The table from Figure 2.20
represents the truth table for the multi-output function used to exemplify our approach. The left column
contains all binary numbers from O (on the first line) until 2" — 1 = 11...1 (on the last line). In the
right column the desired function is defined associating to each input an output. If the left column is an
ordered list, the right column has a more or less random content (preferably more random for this type
of solution).

The trans-coder circuit can be interpreted as a fix content memory. Indeed, it works like a memory
containing at the location 00...00 the word 11...0, ... at the location 11...10 the word 10...0, and at the last
location the word 01...1. The name of this kind of programmable device is read only memory, ROM.
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Figure 2.18: Many-output random circuit. a. One DCD and many AND-OR circuits. b. An example. c.
The version using programmable connections.
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Figure 2.19: The internal structure of a Read Only Memory used as trans-coder. a. The internal
structure. b. The simplified logic symbol where a thick vertical line is used to represent an m-input NAND gate.

Input H Output
00 ... 0011 ... O
11 ... 10| 10 ...

11 ... 1101 ... 1

Figure 2.20: The truth table for a multi-output Boolean function. The input rows can be seen as ad-
dresses, from 00...0to 11...1 and the output columns as the content stored at the corresponding addresses.

Example 2.6 The trans-coder from the binary coded decimal numbers to 7 segments display is a com-
binational circuit with 4 inputs, a,b,c,d, and 7 outputs A,B,C,D,E | F,G, each associated to one of the
seven segments. Therefore we have to solve 7 functions of 4 variables (see the truth table from Figure
2.22).

The System Verilog code describing the circuit is:

/*************************************************************************
File name: even_segments. sy
Circuit name: Seven—Segment Transcoder
Description : behavioral description of the seven—segment transcoder
*************************************************************************/
module seven_segments( output logic [6:0] out |,

input logic [3:0] in );

always_comb case(in)
4°b0000: out = 7°b0000001 ;

4°b0001: out = 7°b1001111;
4°b0010: out = 7°b0010010;
4°b0011: out = 7°b0000110;

4°b0100: out = 7°b1001100;
4°b0101: out = 7°b0100100;
4°b0110: out 7°b0100000 ;
4°b0111: out 7°b0001111 ;
4°b1000: out = 7°b0000000;
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4°b1001: out = 7°b0000100;
default out = 7’bXXXXXXX;
endcase

endmodule

The first solution is a 16-location of 7-bit words ROM (see Figure 2.21a. If inverted outputs are
needed results the circuit from Figure 2.21b.

0 0
DCDy DCDy
15 15
X3 X x| XQ X3 X x| Xp
T FTTT Wb

Y
a b ¢ d ABCDEFG

U=
sl
o -
Q-

Y
a b ¢ d A BC
a. b.

Figure 2.21: The CLC as trans-coder designed serially connecting a DCD with an encoder. Example:
BCD to 7-segment trans-coder. a. The solution for non-inverting functions. b. The solution for inverting functions.

o

2.3 Concluding about combinational circuits

The goal of this chapter was to introduce the main type of combinational circuits. Each presented circuit
is important first, for its specific function and second, as a suggestion for how to build similar ones. There
are a lot of important circuits undiscussed in this chapter. Some of them are introduced as problems at
the end of this chapter.

Simple circuits vs. complex circuits Two very distinct class of combinational circuits are emphasized.
The first contains simple circuits, the second contains complex circuits. The complexity of a circuit is
distinct from the size of a circuit. Complexity of a circuit is given by the size of the definition used
to specify that circuit. Simple circuits can achieve big sizes because they are defined using a repetitive
pattern. A complex circuit can not be very big because its definition is dimensioned related with its size.

Simple circuits have recursive definitions Each simple circuit is defined initially as an elementary
module performing the needed function on the smallest input. Follows a recursive definition about how
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| abcd || ABCDEFG

0000 || 1111110
0001 || 0110000
0010 || 1101101
0011 || 1111001
0100 || 0110011
0101 || 1011011
0110 || 1011111
0111 || 1110000
1000 || 1111111
1001 || 1111011
1010 || ——————-

TR | —

Figure 2.22: The truth table for the 7 segment trans-coder. Each binary represented decimal (in the left
columns of inputs) has associated a 7-bit command (in the right columns of outputs) for the segments used for
display. For unused input codes the output is “don’t care”.

can be used the elementary circuit to define a circuit working for any input dimension. Therefore, any
big simple circuit is a network of elementary modules which expands according to a specific rule. Unfor-
tunately, the actual HDL, Verilog included, are not able to manage without (strong) restrictions recursive
definitions neither in simulation nor in synthesis. The recursiveness is a property of simple circuits to be
fully used only for our mental experiences.

Speeding circuits means increase their size Depth and size evolve in opposite directions. If the speed
increases, the pay is done in size, which also increases. We agree to pay, but in digital systems the pay is
not fair. We conjecture the bigger is performance the bigger is the unit price. Therefore, the pay increases
more than the units we buy. It is like paying urgency tax. If the speed increases n times, then the size of
the circuit increases more than n times, which is not fair but it is real life and we must obey.

Big sized complex circuits require programmable circuits There are software tolls for simulating
and synthesizing complex circuits, but the control on what they generate is very low. A higher level
of control we have using programmable circuits such as ROMs or PLA. PLA are efficient only if non-
arithmetic functions are implemented. For arithmetic functions there are a lot of simple circuits to be
used. ROM are efficient only if the randomness of the function is very high.

Circuits represent a strong but ineffective computational model Combinational circuits represent
a theoretical solution for any Boolean function, but not an effective one. Circuits can do more than
algorithms can describe. The price for their universal completeness is their ineffectiveness. In the general
case, both the needed physical structure (a tree of EMUXSs) and the symbolic specification (a binary
string) increase exponentially with n (the number of binary input variables). More, in the general case
only a family of circuits represents the solution.

To provide an effective computational tool new features must be added to a digital machine and some
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restrictions must be imposed on what is to be computable. The next chapters will propose improvements
induced by successively closing appropriate loops inside the digital systems.

2.4 Problems

Problem 2.1 Let be the circuits which receives two numbers: a[7:0] and b [7:0]. It has two outputs:

e outMin = mun(a,b)

e outMax = max(a,b)
It is requested:
* block schematic of the circuit

* description in System Veriilog

e simulation

Problem 2.2 Design using a behavioral description and simulate the combinational circuit which re-
ceives two 16-bit positive integers and generates the modulus of the difference of their squares. Draw
the block schematic of the circuit.

Problem 2.3 It is required:
1. to draw the structure of a subtraction circuit for 8-bit numbers
2. implementation in System Verilog

3. simulation.

Problem 2.4 Design a circuit that receives as input, in, only numbers strictly between 0 and 64 and
generates as output 1 if 12 < in < 20, and otherwise generates 0.

Problem 2.5 Implement two functions of 4 binary variables with a 4-bit word DCD:
1. F1I: returns I if most of the inputs are 1

2. F2: returns 1 if 2 inputs are 1.

Problem 2.6 Design an increment/decrement circuit for 8-bit numbers. The control bit inc=0 deter-
mines decrement, and inc = 1 determines increment.

Problem 2.7 Draw MUX, using EMUX. Make the structural Verilog design for the resulting circuit.
Organize the Verilog modules as hierarchical as possible. Design a tester and use it to test the circuit.

Problem 2.8 A barrel shifter for 16-bit numbers is a circuit which rotate the bits the input word a number
of positions indicated by the shift code. The “header” of the project is:
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module barrel_shift( output logic [15:0] out ,
input logic [15:0] in ,
input logic [3:0] shift )

endmodule

Write a behavioral code and a minimal structural version in Verilog.

Problem 2.9 The Gray counting means to count, starting from 0, so as at each step only one bit is
changed. Example: the three-bit counting means 000, 001, 011, 010, 110, 111, 101, 100, 000, ... Design
a circuit to convert the binary counting into the Gray counting for 8-bit numbers.

g
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Chapter 3

MEMORIES:
First order, 1-loop digital systems

The magic images were placed on the wheel of the memory sys-
tem to which correspondent other wheels on which were remem-
bered all the physical contents of the terrestrial world — ele-
ments, stones, metals, herbs, and plants, animals, birds, and so
on — and the whole sum of the human knowledge accumulated
through the centuries through the images of one hundred and
fifty great men and inventors. The possessor of this system thus
rose above time and reflected the whole universe of nature and
of man in his mind.

Frances A. Yates!

A true memory is an associative one. Please do not confuse the
physical support — the random access memory — with the func-
tion — the associative memory.

According to the mechanisms described in Chapter 3 of this book, the step toward a new class of
circuits means to close a new loop. This will be the first loop which closed over the combinational circuits
already presented. Thus, a first degree of autonomy will be reached in digital systems: the autonomy of
the state of the circuit. Indeed, the state of the circuit will be partially independent by the input signals,
i.e., the output of the circuits do not depend on or not respond to certain input switching.

In this chapter we introduce some of the most important circuits used for building digital systems.
The basic function in which they are involved is the memory function. Some events on the input of a
memory circuit are significant for the state of the circuits and some are not. Thus, the circuit “memo-
rizes”, by the state it reaches, the significant events and “ignores” the rest. The possibility to have an
“attitude” against the input signals is given to the circuit by the autonomy induced by its internal loop.
In fact, this first loop closed over a simple combinational circuit makes insignificant some input signals
because the circuit is able to compensate their effect using the signals received back from its output.

The main circuits with one internal loop are:

IShe was Reader in the History of the Renaissance at the University of London. The quote is from Giordano Bruno and the
Hermetic Tradition. Her other books include The Art of Memory.

55
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* the elementary latch - the basic circuit in 1-OS, containing two appropriately loop-coupled gates;
the circuit has two stable states being able to store 1 bit of information

* the clocked latch - the first digital circuit which accepts the clock signal as an input distinct from
data inputs; the clock signal determines by its active level when the latch is triggered, while the
data input determines sow the latch switches

* the master-slave flip-flop - the serial composition in 1-OS, built by two clocked latches serially
connected; results a circuit triggered by the active transition of clock

* the random access memory (RAM) - the parallel composition in 1-OS, containing a set of n
clocked elementary latches accessed with a DMUX),, , and a MU X, »

* the register - the serial-parallel composition in 1-OS, made by parallel connecting master-slave
flip-flops.

These first order circuits don’t have a direct computational functionality, but are involved in support-
ing the following main processes in a computational machine:

» offer the storage support for implementing various memory functions (register files, stacks, queues,
content addressable memories, associative memories, ...)

* are used for synchronizing different subsystems in a complex system (supports the pipeline mech-
anism, implements delay lines, stores the state of automata circuits).

3.1 Stable/Unstable Loops

There are two main types of loops closed over a combinational logic circuit: loops generating a stable
behavior and loops generating an unstable behavior. We are interested in the first kind of loop that
generates a stable state inside the circuit. The other loop cannot be used to build anything useful for
computational purposes, except some low performance signal generators.

The distinction between the two types of loops is easy exemplified closing loops over the simplest
circuit presented in the previous chapter, the elementary decoder (see Figure 3.1a).

The unstable loop is closed connecting the output yO of the elementary decoder to its input x0 (see
Figure 3.1b). Suppose that yO = 0 = x0. After the time interval equal with t,,LH2 the output yO becomes
1. After another time interval equal with 7,z the output yO becomes again 0. And so on, the two outputs
of the decoder are unstable oscillating between 0 and 1 with a period of time Ty5c = )14 +tpn1, OF the

frequency fosc = 1/(tpru +1tpuL).

The stable loop is obtained connecting the output y1 of the elementary decoder to the input x0 (see
Figure 3.1c). If y1 = 0 = x0, then yO = 1 fixing again the value O to the output y1. If y1 = 1 = x0,
then yO = O fixing again the value 1 to the output y1. Therefore, the circuit has two stable states. (For
the moment we don’t know how to switch from one state to another state, because the circuit has no input
to command the switching from O to 1 or conversely. The solution comes soon.)

2the propagation time through the inverter when the output switches from the low logic level to the high level.
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Figure 3.1: The two loops closed over an elementary decoder. a. The simplest combinational circuit: the
one-input, elementary decoder. b. The unstable, inverting loop containing one (odd) inverting logic level(s). c.
The stable, non-inverting loop containing two (even) inverting levels.

What is the main structural distinction between the two loops?

* The unstable loop has an odd number of inverting levels, thus the signal comes back to the output
having the complementary value.

* The stable loop has an even number of inverting levels, thus the signal comes back to the output
having the same value.

Figure 3.2: The unstable loop. The circuit version used for a low-cost and low-performance clock generator.
a. The circuit with a three (odd) inverting circuits loop coupled. b. The wave forms drawn takeing into account
the propagation times associated to the low-high transitions (z,.4) and to the high-low transitions (Z,41).

Example 3.1 Let be the circuit from Figure 3.2a, with 3 inverting levels on its internal loop. If the
command input C is 0, then the loop is “opened’, i.e., the flow of the signal through the circular way is
interrupted. If C switches in 1, then the behavior of the circuit is described by the wave forms represented
in Figure 3.2b. The circuit generates a periodic signal with the period Tysc = 3(tprp +1tpr1.) and frequency
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fose =1/3(tprrr +1tpr1). (To keep the example simple we consider that tyry and t,py have the same value
for the three circuits. )o

In order to be useful in digital applications, a loop closed over a combinational logic circuit must
contain an even number of inverting levels for all binary combinations applied to its inputs. Else, for
certain or for all input binary configurations, the circuit becomes unstable, unuseful for implementing
computational functions. In the following, only even (in most of cases two) number of inverting levels
are used for building the circuits belonging to 1-OS.

3.2 Elementary Structures

3.2.1 Elementary Latches

This chapter is devoted to introduce the elementary structure used to build memory systems: flip-flops,
registers and random access memories. In order to be stable, all these elementary circuits have one loops
with even (zero or two) inverting levels.

(Reset)’
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andLoopOut
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andLoopOut
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orLoopOut
b.

orLoopOut

setRestLatchOut

setRestLatchOut
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\
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Figure 3.3: The elementary latches. Using the stable non-inverting loop (even inverting levels) elementary
storage elements are built. a. AND loop provides a reset-only latch. b. OR loop provides the set-only version of
a storage element. ¢. The heterogeneous elementary set-reset latch results combining the reset-only latch with the
set-only latch.
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The reset-only latch is the AND loop circuit represented in Figure 3.3a. The passive input value
forAND loop is 1 ((Reset)’ = 1), while the active input value is 0 ((Reset)’ = 0). If the passive
input value is applied, then the output of the circuits is not affected (the output depends only by the other
input of the AND circuit). It can be 0 or 1, depending by the previous values applied on the input. When
the active value is temporary applied, then the state of the circuit (the value of its output) switches in 0
and remains forever in this state, independent on the input value. We conclude that the circuit is sensitive
to the signal O temporarily applied on its input, i.e., it is able to memorize forever the event 0.

The set-only latch is the OR loop circuit represented in Figure 3.3b. The passive value for OR loop is
0 (Set = 0) while the active input value is 1 (Set = 1). If the passive input value is applied, then the
output of the circuits is not affected (the output depends only by the other input of the OR circuit). It can
be 0 or 1, depending by the previous values applied on the input. When the active value is temporary
applied, then the state of the circuit (the value of its output) switches in 1 and remains forever in this
state, independent on the input value. We conclude that the circuit is sensitive to the signal 1 temporarily
applied on its input, i.e., it is able to memorize forever the event 1.

Figure 3.4: Symmetric NAND elementary latches.

The heterogenous set-reset latch results by combining the previous two latches (see Figure 3.3c). The
circuit has zero inverting levels on the loop and two inputs: one active-low (active on 0) input, R’, to
reset the circuit (out = 0) and another active-high (active on 1) input, S, to set the circuit (out = 0).
The value 0 must remain to the input R’ at least 2t for a stable switching of the circuit into the state
0, because the loop depth in the state 1 is given by the propagation time through both gates that switch
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from high to low. For a similar reason, the value 1 must remain to the input S at least 2¢,; 5 when the
circuit must switch in 1.

The symmetric set-reset NAND latch is obtained by applying De Morgan’s law to the heterogenous
elementary latch. In the first version, the OR circuit is transformed by De Morgan’s law resulting the
circuit from Figure 3.4. The passive input value for the NAND elementary latch is 1. The active input
value for the NAND elementary latch is 0. The symmetric structure of these latches have two outputs, Q
and Q’.

The symmetric set-reset NOR latch is obtained by applying De Morgan’s law to the heterogenous
elementary latch. The second version of the symmetric version (see Figure 3.5) is obtained applying the
de Morgan law to the AND circuit. The passive input value for the OR elementary latch is 0. The active
input value for the OR elementary latch is 1. The symmetric structure have also two outputs, Q and Q’.

Figure 3.5: Symmetric NOR elementary latches.

In order to use these latches in more complex applications we must solve two problems.

The first latch problem : the inputs for indicating how the latch switches are the same as the inputs
for indicating when the latch switches; we must find a solution for declutching the two actions building
a version with distinct inputs for specifying “how” and “when”

The second latch problem : if we apply synchronously S’=0 and R’=0 on the inputs of NAND latch
(see Figure 3.4). or S=1 and R=1 on the inputs of OR latch (see Figure 3.5), i.e., the latch is commanded
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“to switch in both states simultaneously”, then we can not predict what is the state of the latch after the
ending of these two active signals.

The first latch problem will be partially solved in the next paragraph introducing the clocked latch, but
the problem will be completely solved only by introducing the master-slave structure. The second latch
problem will be solved only in the next chapter with the JK flip-flop, because the circuit needs more
autonomy to “solve” the contradictory command that “says him” to switch in both states simultaneously.
And, as we already know, more autonomy means at least a new loop.

VeriSim 3.1 The Verilog description of NAND latch is:

module elementary_latch( output logic out, not_out,
input logic not_set, not_reset);

nand #2 nandO(out, not_out, not_set);
nand #2 nandl (not_out, out, not_reset);
endmodule

For testing the behavior of the NAND latch just described, the following module is used:

module test_shortest_input;
logic not_set, not_reset;

initial begin not_set = 1;
not_reset = 1;
#10 not_reset = 0; // reset
#10 not_reset = 1;
#10 not_set = 0; // set
#10 not_set = 1; // 1-st experiment
//#1 not_set = I; // 2—-nd experiment
//#2 not_set = I; // 3—rd experiment
//#3 not_set = I; // 4—th experiment
#10 not_set = 0; // another set
#10 not_set = 1;
#10 not_reset = 0; // reset
#10 not_reset = 1;
#10 $stop;
end
elementary_latch dut(out, not_out, not_set, not_reset);

endmodule

In the first experiment the set signal is activated on 0 during 10ut (ut stands for unit time). In the
second experiment (comment the line 9 and de-comment the line 10 of the test module), a set signal of 1ut
is unable to switch the circuit. The third experiment, with 2ut set signal, generate an unstable simulated,
but non-actual, behavior (to be explained by the reader). The fourth experiment, with 3ut set signal,
determines the shortest set signal able to switch the latch (to be explained by the reader). ¢
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Application: debouncing circuit Interfacing digital systems with the real world involves sometimes
the use of mechanical switching contacts. The bad news is that this kind of contact does not provide an
accurate transition. Usually when it closes, a lot of parasitic bounces come with the main transition (see
wave forms S’ and R’ in Figure 3.6).

Vop S’

time

time

time

Figure 3.6: The debouncing circuit.

The debouncing circuit provide clean transitions when digital signals must generated by electro-
mechanical switches. In Figure 3.6 an RS latch is used to clear up the bounces generated by a two-
position electro-mechanical switch. The elementary latch latches the first transition from Vpp to 0. The
bounces that follow have no effect on the output Q because the latch is already switched by the first
transition in the state they intend to lead the circuit.

3.2.2 Elementary Clocked Latches

In order to start solving the first latch problem the elementary latch is supplemented with two gates used
to validate the data inputs only during the active level of clock. Thus the clocked elementary latch is
provided.

The NAND latch is used to exemplify (see Figure 3.7a) the partial separation between how and when.
The signals R’ and S’ for the NAND latch are generated using two 2-input NAND gates. If the latch must
be set, then on the input S we apply 1, R is maintained in 0 and, only after that, the clock is applied, i.e.,
the clock input CK switches temporary in 1. In this case the active level of the clock is the high level.
For reset, the procedure is similar: the input R is activated, the input S is inactivated, and then the clock
is applied.

We said that this approach allows only a partial declutching of how by when because on the active
level of CK the latch is transparent, i.e., any change on the inputs S and R can modify the state of the
circuit. Indeed, if CK = 1 and S or R is activated the latch is set or reset, and in this case how and when
are given only by the transition of these two signals, S for set or R for reset. The transparency will be
avoided only when, in the next subsection, the transition of the output will be triggered by the active edge
of clock.

The clocked latch does not solve the second latch problem, because for R = § = 1 the end of the
active level of CK switches the latch in an unpredictable state.



3.2. ELEMENTARY STRUCTURES 63
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Figure 3.7: Elementary clocked latch. The transparent RS clocked latch is sensitive (transparent) to the input
signals during the active level of the clock (the high level in this example). a. The internal structure. b. The logic
symbol.

VeriSim 3.2 The following System Verilog code can be used to understand how the elementary clocked
latch works.

module clocked_nand_latch( output logic out, not_out,
input logic set, reset, clock);

elementary_latch the_latch (out, not_out, not_set, not_reset);

nand #2 nand2(not_set, set, clock);
nand #2 nand3(not_reset , reset, clock);
endmodule

3.2.3 Data Latch

In the first order circuits class the second latch problem can be only avoided, not removed, defining a
restriction on the input of the clocked latch. Indeed, introducing an inverter between the inputs of the RS
clocked latch, as is shown in Figure 3.8a, the ambiguous command (simultaneous set and reset) can not
be applied. We name the new input D (from Data). Now, the situation R =S =1 is avoided. The output
is synchronized with the clock only if on the active level of CK the input D is stable.

The output of this new circuit, called D latch, follows all the time the input D. Therefore, the auton-
omy of this circuit is questionable because act only in the time when the clock is inactive (on the inactive
level of the clock). We say D latch is transparent on the active level of the clock signal, i.e, the output is
sensitive to any input change during the active level of clock.

module data_latch( output logic out,
output logic not_out,
input logic data, clock);

always_comb if (clock) out = data;
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e

RSL DL

Figure 3.8: The data latch. Imposing the restriction R = S to an RS latch results the D latch without non-
predictable transitions (R = S = 1 is not anymore possible). a. The structure. b. The logic symbol. ¢. An improved
version for the data latch internal structure.

assign not_out = “out;
endmodule

The main problem when data input D is separated by the timing input CK is the correlation between
them. When this two inputs change in the same time, or, more precisely, during the same small time
interval, some behavioral problems occur. In order to obtain a predictable behavior we must obey two
important time restrictions: the set-up time and the hold time.

In Figure 3.8c an improved version of the circuit is presented. The number of components are
minimized, the maximum depth of the circuit is maintained and the fan-in for the input D is reduced
from 2 to 1.

VeriSim 3.3 The following Verilog code can be used to understand how a D latch works.

module test_data_latch ;
logic data, clock;

initial begin clock = 0;

forever #10 clock = “clock;
end
initial begin data = 0;
#25 data = 1;
#10 data = O;
#20 $stop;
end
data_latch dut(out, not_out, data, clock);

endmodule

module data_latch( output logic out, not_out,
input logic data, clock);
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not #2 data_inverter (not_data, data);
clocked_nand_latch rs_latch (out, not_out, data, not_data, clock);
endmodule

The second initial construct from test_data_latch module can be used to apply data in different
relation with the clock.
o

CK

Figure 3.9: The optimized data latch. An optimized version is implemented closing the loop over an ele-
mentary multiplexer, EMUX. a. The resulting minimized structure for the circuit represented in Figure 3.8a. b.
Implementing the minimized form using only inverting circuits.

The internal structure of the data latch (4 2-input NANDs and an inverter in Figure 3.8a) can be
minimized opening the loop by disconnecting the output Q from the input of the gate generating Q’, and
renaming it C. The resulting circuit is described by the following equation:

Q= ((D-CK)"-(C(D"-CK))")
which can be successively transformed as follows:
Q= ((D-CK)+(C(D'"-CK))

Q= ((D-CK)+(C(D+CK"))
Q=D -CK+C-D+C-CK'(anti — hasard redundancy)
Q=D -CK+C-CK'

The resulting circuit is an elementary multiplexor (the selection input is CK and the selected inputs are
D, by CK =1, and C, by CK = 0. Closing back the loop, by connecting Q to C, results the circuit
represented in Figure 3.9a. The actual circuit has also the inverted output Q" and is implemented using
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only inverted gates as in Figure 3.9b. The circuit from Figure 3.8a (using the RSL circuit from Figure
3.7a) is implemented with 18 transistors, instead of 12 transistors supposed by the minimized form Figure
3.9b.

VeriSim 3.4 The following Verilog code can be used as one of the shortest description for a D latch
represented in Figure 3.9a.

module mux_latch ( output logic q ,
input logic d, ck )

assign q =ck ? d : q;
endmodule

In the previous module the assign statement, describing an elementary multiplexer, contains the loop.
The variable q depends by itself. The code is synthesisable.
o

The elementary decoder was used to start the discussion about latches (see Figure 3.1). We ended
using the elementary multiplexer to describe the most complex latch.

3.3 The Serial Composition: the Edge Triggered Flip-Flop
The first composition in 1-order systems is the serial composition, represented mainly by:

* the master-slave structure as the main mechanism that avoids the transparency of the storage struc-
tures

* the delay flip-flop, the basic storage circuit that allows to close the second loop in the synchronous
digital systems

* the serial register, the fist big and simple memory circuit having a recursive definition.

This class of circuits allows us to design synchronous digital systems. Starting from this point the
inputs in a digital system are divided in two categories:

* clock inputs for synchronizing different parts of a digital system

* data and control inputs that receive the “informational” flow inside a digital system.

3.3.1 The Master-Slave Principle

In order to remove the transparency of the clocked latches, disconnecting completely the 2ow from the
when, the master-slave principle’ was introduced. This principle allows us to build a two state circuit
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Figure 3.10: The master-slave principle. Serially connecting two RS latches, activated with different levels
of the clock signal, results a non-transparent storage element. a. The structure of a RS master-slave flip-flop, active
on the falling edge of the clock signal. b. The logic symbol of the RS flip-flop.

named flip-flop that switches synchronized with the rising or falling edge of the clock signal.

The principle consists in serially connecting two clocked latches and in applying the clock signal in
opposite on the two latches (see Figure 3.10). In the exemplified embodiment the first latch is transparent
on the high level of clock and the second latch is transparent on the low level of clock. (The symmetric
situation is also possible: the first latch is transparent of the low level value of clock and the second no
the high value of clock.) Therefore, there is no time interval in which the entire structure is transparent.
In the first phase, CK = 1, the first latch is transparent - we call it the master latch - and it switches
according to the inputs S and R. In the second phase CK = 0 the second latch - the slave latch - is
transparent and it switches copying the state of the master latch. Thus the output of the entire structure
is modified only synchronized with the negative transition of CK. We say the RS master-slave flip-flop
switches with the falling (negative) edge of the clock. (The version triggered by the positive edge of
clock is also possible.)

The switching moment of a master-slave structure is determined exclusively by the active edge
of clock signal. Unlike the RS latch or data latch, which can sometimes be triggered (in the trans-
parency time interval) by the transitions of the input data (R, S or D), the master-slave flip-flop flips
only at the positive edge of clock (always @(posedge clock)) or at the negative edge of clock (always
@(negedge clock))edge of clock, according with the values applied on the inputs R and S. The how is
now completely separated from the when. The first latch problem is finally solved.

3The term “Master-Slave” has been re-evaluated in recent years in the interests of political correctness. In light of the
racial connotations associated with the term, many professionals question its necessity in engineering. Several companies have
introduced their own approaches when reconsidering the terms “master” and “slave”. Alternative solutions [Charboneau *20]

are:
* Primary and secondary

* Primary and replica

¢ Primary and standby

¢ Leader and follower

* Conductor and follower
* Source and sink

* Main

We prefer Primary—Secondary.
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VeriSim 3.5 The following Verilog code can be used to understand how a master-slave flip-flop works.

module master_slave (output logic out, not_out,
input logic set, reset, clock);

logic master_out, not_master_out;
clocked_nand_latch master_latch ( .out (master_out ),
.not_out(not_master_out ),
.set (set ),
.reset (reset ),
.clock (clock ),
slave _latch ( .out (out ),
.not_out(not_out ),
.set (master_out ),
.reset (not_master_out ),
.clock (“clock ));

endmodule

o

There are some other embodiments of the master-slave principle, but all suppose to connect latches
serially.

Three very important time intervals must catch our attention in designing digital systems with edge
triggered flip-flops:

clock

time

Figure 3.11: Magnifying the transition of the active edge of the clock signal. The input data must be
stable around the active transition of the clock ty, (set-up time) before the beginning of the clock transition, during
the transition of the clock, 7, (active transition time), and #; (hold time) after the end of the active edge.

set-up time — (fs5y) — the time interval before the active edge of clock in which the inputs R and S must
stay unmodified allowing the correct switch of the flip-flop
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edge transition time — (r, or7_) — the positive or negative time transition of the clock signal (see Figure
3.11)

hold time — (ty) — the time interval after the active edge of CK in which the inputs R and S must be
stable (even if this time is zero or negative).

In the switching “moment”, that is approximated by the time interval tgy + ¢, +ty or tsy +1— + 1ty
“centered” on the active edge (4 or —), the data inputs must evidently be stable, because otherwise the
flip-flop “does not know” what is the state in which “he” must switch.

Now, the problem of decoupling the how by the when is better solved. Although, this solution is not
perfect, because the "moment” of the switch is approximated by the short time interval zgy +1, /_ + 1.
But the "moment” does not exist for a digital designer. Always it must be a time interval, enough over-
estimated for an accurate work of the designed machine.

3.3.2 Metastability

Any asynchronous signal applied the the input of a clocked circuit is a source of meta-stability
[webRef_1] [Alfke *05] [webRef 4]. There is a dangerous timing window “centered” on the clock
transition edge specified by the sum of set-up time, edge transition time and hold time. If the data input
of a D-FF switches in this window, then there are three possible behaviors for its output:

Figure 3.12: Metastability [webRef_4].

* the output does not change according to the change on the flip-flop’s input (the flip-flop does not
catch the input variation)

* the output change according to the change on the flip-flop’s input (the flip-flop catches the input
variation)
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 the output goes meta-stable for #j75, then goes unpredictable in 1 or O (see the wave forms
[webRef_2]).

3.3.3 The D Flip-Flop

Another tentative to remove the second latch problem leads to a solution that again avoids only the
problem. Now the RS master-slave flip-flop is restricted to R = S’ (see Figure 3.13a). The new input is
named also D, but now D means delay. Indeed, the flip-flop resulting by this restriction, besides avoiding
the unforeseeable transition of the flip-flop, gains a very useful function: the output of the D flip-flop
follows the D input with a delay of one clock cycle. Figure 3.13c illustrates the delay effect of this kind
of flip-flop.

Warrning! D latch is a transparent circuit during the active level of the clock, unlike the D flip-flop
which is no time transparent and switches only on the active edge of the clock.

VeriSim 3.6 The structural Verilog description of a D flip-flop, provided only for simulation purpose,
follows.

module dff( output logic out, not_out,
input logic d, clock )
logic not_d;

not #2 data_inverter(not_.d, d);
master_slave rs_ff(out, not_out, d, not_.d, clock);
endmodule

N R T >
RSF-F
i
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Figure 3.13: The delay (D) flip-flop. Restricting the two inputs of an RS flip-flop to D = § = R/, results an FF
with predictable transitions. a. The structure. b. The logic symbol. ¢. The wave forms proving the delay effect of
the D flip-flop.

The functional description currently used for a D flip-flop active on the negative edge of clock is:

module dff (output logic out ,
input logic d, clock);
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always @(negedge clock) out <= d;
endmodule

&

The main difference between latches and flip-flops is that over the D flip-flop we can close a new
loop in a very controllable fashion, unlike the D latch which allows a new loop, but the resulting behavior
is not so controllable because of its transparency. Closing loops over D flip-flops result in synchronous
systems. Closing loops over D latches result asynchronous systems. Both are useful, but in the first kind
of systems the complexity is easiest manageable.

3.3.4 The Serial Register

Starting from the delay function of the last presented circuit (see Figure 3.13) a very important function
and the associated structure can be defined: the serial register. It is very easy to give a recursive definition
to this simple circuit.

Definition 3.1 An n-bit serial register, SR, is made by serially connecting a D flip-flop with an SR,,_.
SR, is a D flip-flop. ©

In Figure 3.14 is shown a SR,. It is obvious that SR, introduces a n clock cycle delay between its
input and its output. The current application is for building digital controlled “delay lines”.

IN — D Qs Q> - —S Q> our

DF-F RSF-F RSF-F

CK | |

Figure 3.14: The r-bit serial register (SR,). Triggered by the active edge of the clock, the content of each
RSF-F is loaded with the content of the previous RSF-F.

We hope that now it is very clear what is the role of the master-slave structure. Let us imagine a
“serial register built with D latches”! The transparency of each element generates the strange situation
in which at each clock cycle the input is loaded in a number of latches that depends by the length of the
active level of the clock signal and by the propagation time through each latch. Results an uncontrolled
system, useless for any application. Therefore, for controlling the propagation with the clock signal
we must use the master-slave, non-transparent structure of D flip-flop that switches on the positive or
negative edge of clock.

VeriSim 3.7 The functional description currently used for an n-bit serial register active on the positive
edge of clock is:
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/*************************************************************************
File name: serial _register.sv
Circuit name: Serial register
Description : behavioral description of a n—bit serial register
*************************************************************************/
module serial_register #(parameter n = 1024)

(output logic out ,

input logic in, enable, clock);

logic [0:n-1] serial_reg;

assign out = serial_reg[n-1];
always @(posedge clock)
if (enable) serial_-reg <= {in, serial_reg[0:n-2]};
endmodule

3.4 The Parallel Composition: the Random Access Memory

The parallel composition in 1-OS provides the random access memory (RAM), which is the main storage
support in digital systems. Both, data and programs are stored on this physical support in different forms.
Usually we call these circuits improperly memories, even if the memory function is something more
complex, which suppose besides a storage device a specific access mechanism for the stored information.
A true memory is, for example, an associative memory (see the next subchapters about applications), or
a stack memory (see next chapter).

This subchapter introduces two structures:

* atrivial composition, but a very useful circuit: the n-bit latch
* the asynchronous random access memory (RAM),

both involved in building big but simple recursive structures.

3.4.1 The n-Bit Latch

The n-bit latch, L,, is made by parallel connecting n data latches clocked by the same CK. The system
has n inputs and n outputs and stores an n-bit word. L, is a transparent structure on the active level of the
CK signal. The n-bit latch must be distinguished by the n-bit register (see the next section) that switches
on the edge of the clock. In a synchronous digital system is forbidden to close a combinational loop over
L.

VeriSim 3.8 A 16-bit latch is described in Verilog as follows:
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File name: n_latch.sv

Circuit name: n—Bit Latch

Description : behavioral description of a n—bit latch

*************************************************************************/

module n_latch #(parameter n = 16)(output logic [n-1:0] out ,
input logic [n-1:0] in ,
input logic clock )

always_comb if (clock == 1) // the active—-high clock version
//if (clock == 0) // the active —low clock version
out = in;
endmodule
<

The n-bit latch works like a memory, storing » bits. The only deficiency of this circuit is due to the
access mechanism. We must control the value applied on all n inputs when the latch changes its content.
More, we can not use selectively the content of the latch. The two problems are solved adding some
combinational circuits to limit both the changes and the use of the stored bits.

3.4.2 Asynchronous Random Access Memory

Adding combinational circuits for accessing in a more flexible way an m-bit latch for write and read
operations, results one of the most important circuits in digital systems: the random access memory.
This circuit is the biggest and simplest digital circuit. And we can say it can be the biggest because it is
the simplest.

Definition 3.2 The m-bit random access memory, RAM,,, is a linear collection of m D (data) latches par-
allel connected, with the 1-bit common data inputs, DIN. Each latch receives the clock signal distributed
by a DMUX,g, . Each latch is accessed for reading through a MUX|,g, .. The selection code is com-
mon for DMUX and MUX and is represented by the p-bit address code: A,_1,...,Ag, where p = logom.
o

The logic diagram associated with the previous definition is shown in Figure 3.15. Because no one
of the input signal is clock related, this version of RAM is considered an asynchronous one. The signal
WE' is the low-active write enable signal. For WE' = 0 the write operation is performed in the memory
cell selected by the address A,_1,...,A¢.* The wave forme describing the relation between the input
and output signals of a RAM are represented in Figure 3.16, where the main time restrictions are the
followings:

* tacc: access time - the propagation time from address input to data output when the read operation
is performed; it is defined as a minimal value

“4The actual implementation of this system uses optimized circuits for each 1-bit storage element and for the access circuits.
See Appendix C for more details.)
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Figure 3.15: The principle of the random access memory (RAM). The clock is distributed by a DMUX
to one of m = 27 DLs, and the data is selected by a MUX from one of the m DLs. Both, DMUX and MUX use as
selection code a p-bit address. The one-bit data DIN can be stored in the clocked DL.

* tw: write signal width - the length of active level of the write enable signal; it is defined as the
shortest time interval for a secure writing

* tasy: address set-up time related to the occurrence of the write enable signal; it is defined as a
minimal value for avoiding to disturb the content of other than the storing cell selected by the
current address applied on the address inputs

* tag: address hold time related to the end transition of the write enable signal; it is defined as a
minimal value for similar reasons

* tpsy: data set-up time related to the end transition of the write enable signal; it is defined as a
minimal value that ensure a proper writing

* tpy: data hold time related to the end transition of the write enable signal; it is defined as a minimal
value for similar reasons.

The just described version of a RAM represents only the asynchronous core of a memory subsystem,
which must have a synchronous behavior in order to be easy integrated in a robust design. In Figure
3.15 there is no clock signal applied to the inputs of the RAM. In order to synchronize the behavior of
this circuit with the external world, additional circuits must be added (see the first application in the next
subchapter: Synchronous RAM).

The actual organization of an asynchronous RAM is more elaborated in order to provide the storage
support for a big number of m-bit words.

VeriSim 3.9 The functional description of a asynchronous n = 2P m-bit words RAM follows:
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Figure 3.16: Read and write cycles for an asynchronous RAM. Reading is a combinational process of
selecting. The access time, t4¢c, is given by the propagation through a big MUX. The write enable signal must be
strictly included in the time interval when the address is stable (see t4sy and t45). Data must be stable related to
the positive transition of WE’ (see tpsy and tpg).

/* skosk sk sk sk sk sk skeosk sk sk sk sk sk skeosk sk sk sk sk skoskeosk sk sk skosk skoske sk sk sk sk skosk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk skoske ok sk skoske sk skoske ok sk skosk ok skoskook
File name: ram. sv

Circuit name: Asynchronous RAM
Description : behavioral descriiption of an asynchronous random-—access
memory
*************************************************************************/
module ram (input logic [m-1:0] din , // data input
input logic [p-1:0] addr , // address
input logic we // write enable
output logic [m-1:0] dout); // data out
logic [m—1:0] mem[(1 bl<<p)-1:0]; // the memory
assign dout = mem[addr]; // reading
always_comb if (we) mem[addr] = din; // writing
endmodule
<

The real structural version of the storage array will be presented in two stages. First the number of
bits per word will be expanded, then the e solution for a big number of words number of words will be
presented.

Expanding the number of bits per word

The pure logic description offered in Figure 3.15 must be reconsidered in order (1) to optimize it and
(2) to show how the principle it describe can be used for designing a many-bit word RAM. The circuit
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structure from Figure 3.17 represents the m-bit word RAM. The circuit is organized in m columns, one
for each bit of the m-bit word. The DMUX structure is shared all by the m columns, while each column
has it own MUX structure. Let us remember that both, the DMUX and MUX circuits are structured
around a DCD. See Figure 2.6 and 2.9, where the first level in both circuits is a decoder, followed by
a linear network of 2-input ANDs for DMUX, and by an AND-OR circuit for MUX. Then, only one
decoder, DCD,,, must be provided for the entire memory. It is shared by the demultiplexing function and
by the m multiplexors. Indeed, the outputs of the decoder, LINE,,_, ... LINE;, LINE, are used to drive:

* one AND, gate associate cu each line in the array, whose output clocks the DL latches associated
to one word; with these gates the decoder forms the demultimplexing circuit used to clock, when
WE = 1, the latches selected (addressed) by the current value of the address: A,_1,...Ag

* m AND; gates, one in each column, selecting the read word to be ORed to the outputs DOUT,,_1,
DOUT,,_», ... DOUTy; with the AND-OR circuit from each COLUMN the decoder forms the
multiplexor circuit associated to each output bit of the memory.

The array of lathes is organized in n and m columns. Each line is driven for write by the output
of a demultiplexer, while for the read function the addressed line (word) is selected by the output of a
decoder. The output value is gathered from the array using m multiplexors.

The reading process is a pure combinational one, while the writing mechanism is an asynchronous
sequential one. The relation between the WE signal and the address bits is very sensitive. Due to the
combinational hazard to the output of DCD, the WE’ signal must be activated only when the DCD’s
outputs are stabilized to the final value, i.e., t45y before the fall edge of WE’ or 7y after the rise edge of
WE’.

Expanding the number of words by two dimension addressing

The factor form on silicon of the memory described in Figure 3.17 is very unbalanced for n >>> m.
Expanding the number of words for the a RAM in the previous, one block version is not efficient because
request a complex lay-out involving very long wires. We are looking for a more “squarish” version of
the lay-out for a big memory. The solution is to connect in parallel many m-column blocks, thus defining
a many-word from which to select one word using another level of multiplexing. The reading process
selects the many-word containing the requested word from which the requested word is selected.

The internal organization of memory is now a two dimension array of rows and columns. Each
row contains a many-word of 2¢ words. Each column contains a number of 2" words. The memory is
addressed using the (p = r+ g)-bit address:

addr[p-1:0] = {rowAddr[r-1:0], colAddr[q-1:0]}

The row address rowAddr [r-1:0] selects a many-word, while from the selected many-word, the column
address colAddr [q-1:0] selects the word addressed by the address addr [p-1:0]. Playing with the
values of r and ¢ an appropriate lay-out of the memory array can be designed.

In Figure 3.18 the block schematic for the resulting memory is presented. The second decoder —
COLUMN DECODE - selects from the s m-bit words provided by the s COLUMN BLOCKSs the word
addressed by addr [p-1:0].

While the size decoder for a one block memory version is in the same order with the number of words
(Spep, € 27), the sum of the sizes of the two decoders in the two dimension version is much smaller,
because usually 2?7 >> 2" 424, for p = r+ q. Thus, the area of the memory circuit is dominated only by
the storage elements.
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Figure 3.17: The asynchronous m-bit word RAM. Expanding the number of bits per word means to connect
in parallel one-bit word memories which share the same decoder. Each COLUMN contains the storing latches and
the AND-OR circuits for one bit.

The second level of selection is based also on a shared decoder — COLUMN DECODER. It forms,
with the s two-input ANDs a DMUX, — the q-input DMUX in Figure 3.18 — which distributes the write
enable signals, we, to the selected m-column block. The same decoder is shared by the m s-input MUXs
used to select the output word from the many-word selected by ROW DECODE.

The well known principle of “divide et impera” (divide and conquer) is applied when the address is
divided in two parts, one for selecting a row and another for selecting a column. The access circuits is
thus minimized.

Unfortunately, RAM has not the function of memorizing. It is only a storage support. Indeed, if we
want to “memorize” the number 13, for example, we must store it to the address 131313, for example,
and to keep in mind (to memorize) the value 131313, the place where the number is stored. And than,
what’s the help provided us by a the famous RAM memory? No one. Because RAM is not a memory,
it becomes a memory only if the associated processor runs an appropriate procedure which allows us to
forget about the address 131313. Another solution is provided by additional circuits used to improve the
functionality (see the subsection about Associative Memories.)
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Figure 3.18: RAM version with two dimension storage array. A number of m-bit blocks are parallel
connected and driven by the same row decoder. The column decoder selects to outoput an m-bit word from the
(s X m)-bit row.
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3.5 The Serial-Parallel Composition: the Register

The last composition in 1-OS is the serial-parallel composition. The most representative circuit of this
class is the register. The main application of register is to support the synchronous processes in a digital
system. There are two typical use of the register:

* provides the pipeline connection between subsystems (see the subsections 2.5.1 Pipelined connec-
tions, and 3.3.2 Pipeline structures).

* stores the internal state of an automata (see the next chapter); the register is used to close of the
second loop in a digital system.

Unlike the parallel compositions that store asynchronously, the circuits resulting from the serial-
parallel compositions store synchronously the value applied on their inputs. The parallel compositions
are used for designing memory systems, instead of the serial-parallel compositions, used to support the
designing of the control structures in a digital system.

The skeleton of any contemporary digital design is based on registers, used to store, synchronously
with the system clock, the overall state of the system. The Verilog (or VHDL) description of a structured
digital design starts by defining the registers, and provides, usually, an Register Transfer Logic (RTL)
description. An RTL code describe a set of registers interconnected through (simple uniform or complex
random) combinational blocks. For a register is a non-transparent structure any loop configurations are
supported. Therefore, the design is freed by the care of the unstable loops.

l I I I
\ | | cx I
D D D 1 i
DF-F DF-F . DF-F CK—] Ry
Q Q Q I
o
‘ Op—1 ‘ Oy ‘ 0o
a, b.

Figure 3.19: The n-bit register. a. The structure: a bunch of DF-F connected in parallel. b. The logic symbol.

Definition 3.3 An n-bit register, R,, is made by parallel connecting a R,_| with a D (master-slave)
flip-flop. R, is a D flip-flop. ©

The register R,, represented in Figure 3.19, is a serial-parallel composition in 1-OS because its el-
ementary component, the D flip-flops, are serial compositions in 1-OS. Another possible definition is
to build the register by serially connecting two n-bit latches. We know that the n-bit latch is a paral-
lel extension in 1-OS. The clock must be applied to the two n-bit latches avoiding the simultaneous
transparency.

VeriSim 3.10 An 8-bit enabled and resetable register with 2 unit time delay is described by the following
Verilog module:
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module register #(parameter n = 8)
(output logic [n-1:0] out ,
input logic [n-1:0] in ,
input logic reset , enable, clock);

always ff @(posedge clock) #2 if (reset) out <= 0 ;
else if (enable) out <= in 0
else out <= out ;
endmodule
o

The main feature of the register assures its non-transparency, excepting an “undecided transparency”
during a short time interval, sy 4 ty, centered on the active edge of the clock signal. Thus, a new loop
can be closed carelessly over a structure containing a register. Due to its non-transparency the register
will be properly loaded with any value, even with a value depending on its own current content. This last
feature is the main condition to close the loop of a synchronous automata - the structure presented in the
next chapter.

3.6 Applications

Composing basic memory circuits with combinational structures result typical system configurations or
typical functions to be used in structuring digital machines. The pipeline connection, for example, is
a system configuration for speeding up a digital system using a sort of parallelism. This mechanism
is already described in the subsections 2.5.1 Pipelined connections, and 3.3.2 Pipeline structures. Few
other applications of the circuits belonging to 1-OS are described in this section. The first is a frequent
application of 1-OS: the synchronous memory, obtained adding clock triggered structures to an asyn-
chronous memory. The next is the file register — a typical storage subsystem used in the kernel of the
almost all computational structures. The basic building block in one of the most popular digital device,
the Field Programmable Gate Array, is also SRAM based structure. Follows the content addressable
memory which is a hardware mechanism useful in controlling complex digital systems or for designing
genuine memory structures: the associative memories.

3.6.1 Synchronous RAM

It is very hard to consider the time restriction imposed by the wave forms presented in Figure 3.16 when
the system is requested to work at high speed. The system designer will be more comfortable with a
memory circuit having all the time restrictions defined related only to the active edge of the system clock.
The synchronous RAM (SRAM) is conceived to have all time relations defined related to the active edge
of the clock signal. SRAM is the preferred embodiment of a storage circuit in the contemporary designs.
It performs write and read operations synchronized with the active edge of the clock signal (see Figure
3.20).

VeriSim 3.11 The functional description of a synchronous RAM (0.5K of 64-bit words) follows:
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Figure 3.20: Read and write cycles for SRAM. For the flow-through version of a SRAM the time behavior
is similar to a register. The set-up and hold time are defined related to the active edge of clock for all the input
connections: data, write-enable, and address. The data output is also related to the same edge.

/*>l<*********>l<******>l<*******************>l<**********************************
File name: sram. sv
Circuit name: Synchronous RAM
Description: behavioral description of a synchronous RAM
*************************************************************************/
module sram (input logic [63:0] din |,

input logic [8:0] addr ,

output logic [63:0] dout,

input logic we, clk);

logic [63:0] mem[511:0];

always _ff @(posedge clk) if (we) dout <= din ;
else dout <= mem[addr] ; // reading
always_ff @(posedge clk) if (we) mem[addr] <= din ; // writing
endmodule

The previously described SRAM is the flow-through version of a SRAM. A pipelined version is also
possible. It introduces another clock cycle delay for the output data.
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3.6.2 Register File

The most accessible data in a computational system is stored in a small and fast memory whose locations
are usually called machine registers or simply registers. In most usual embodiment they have actually
the physical structure of a register. The machine registers of a computational (processing) element are
organized in what is called register file. Because computation supposes two operands and one result in
most of cases, two read ports and one write port are currently provided to the small memory used as
register file (see Figure 3.21).

write_enable clock

l

right_addr[n-1:0] —p]
—> right_operand [m-1:0]

dest_addr [n-1:0] —>

register_ filemn

result[m-1:0] —>

left_addr[n-1:0] —> —> left_operand[m-1:0]

Figure 3.21: Register file. In this example it contains 2" m-bit registers. In each clock cycle any two registers
can be read and writing can be performed in anyone.

VeriSim 3.12 Follows the Verilog description of a register file containing 32 32-bit registers. In each
clock cycle any two pair of registers can be accessed to be used as operands and a result can be stored
in any one register.

/* skosk sk sk sk sk sk sk sk skok ok sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sl sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk ok sk sk sk sk sk sk sk sk sk
File name: register_file .sv

Circuit name:

Description :

s o oo o o o ok o R o R R R R R R s R oo s R ok o s o s ok ok R R R R R kR SRR R s R sk R s ok ok ok ok kR ok 8/

module register_file ( output logic [31:0] left_operand ,
output logic [31:0] right_operand ,
input logic result ,
input logic [4:0] left_addr ,
input logic [4:0] right_addr ,
input logic 4:0] dest_addr ,
input logic write_enable ,
input logic clock )

logic [31:0] file[0:31];

assign left_operand = file[left_addr] ,
right_operand = file[right_addr] ;
always_ff @(posedge clock)
if (write_enable) file[dest_addr] <= result;
endmodule
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o

The internal structure of a register file can be optimized using m x 2" 1-bit clocked latches to store
data and 2 m-bit clocked latches to implement the master-slave mechanism.

3.7 Concluding About Memory Circuits

For the first time, in this chapter, both composition and loop are used to construct digital systems. The
loop adds a new feature and the composition expands it. The chapter introduced only the basic concepts
and the main ways to use them in implementing actual digital systems.

The first closed loop in digital circuits latches events Closing properly simple loops in small com-
binational circuits vey useful effects are obtained. The most useful is the “latch effect” allowing to store
certain temporal events. An internal loop is able to determine an internal state of the circuit which is
independent in some extent from the input signals (the circuit controls a part of its inputs using its own
outputs). Associating different internal states to different input events the circuit is able to store the input
event in its internal states. The first loop introduces the first degree of autonomy in a digital system: the
autonomy of the internal state. The resulting basic circuit for building memory systems is the elementary
latch.

Meaningful circuits occur by composing latches The elementary latches are composed in different
modes to obtain the main memory systems. The serial composition generates the master-slave flip-flop
which is triggered by the active edge of the clock signal. The parallel composition introduces the concept
of random access memory. The serial-parallel composition defines the concept of register.

Distinguishing between “how?” and “when?” At the level of the first order systems occurs a very
special signal called clock. The clock signal becomes responsible for the history sensitive processes
in a digital system. Each “clocked” system has inputs receiving information about “how” to switch
and another special input — the clock input acting on one of its edge called the active edge of clock —
and another special input indicating “when” the system switches. We call this kind of digital systems
synchronous systems, because any change inside the system is triggered synchronously by the same edge
(positive or negative) of the clock signal.

Registers and RAMs are basic structures First order systems provide few of the most important type
of digital circuits used to support the future developments when new loops will be closed. The register
is a synchronous subsystem which, because of its non-transparency, allows closing the next loop leading
to the second order digital systems. Registers are used also for accelerating the processing by designing
pipelined systems. The random access memory will be used as storage element in developing systems
for processing a big amount of data or systems performing very complex computations. Both, data and
programs are stored in RAMs.

RAM is not a memory, it is only a physical support Unfortunately RAM has not the function of
memorizing. It is only a storage element. Indeed, when the word W is stored at the address A we must
memorize the address A in order to be able to retrieve the word W. Thus, instead of memorizing W we
must memorize A, or, as usual, we must have a mechanism to regenerate the address A. In conjunction
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with other circuits RAM can be used to build systems having the function of memorizing. Any memory
system contains a RAM but not only a RAM, because memorizing means more than storing.

Memorizing means to associate Memorizing means both to store data and to retrieve it. The most
“natural” way to design a memory system is to provide a mechanism able to associate the stored data
with its location. In an associative memory to read means to find, and to write means to find a free
location. The associative memory is the most perfect way of designing a memory, even if it is not
always the most optimal as area (price), time and power.

To solve ambiguities a new loop is needed At the level of the first order systems the second latch
problem can not be solved. The system must be more “intelligent” to solve the ambiguity of receiving
synchronously contradictory commands. The system must know more about itself in order to be “able”
to behave under ambiguous circumstances. Only a new loop will help the system to behave coherently.
The next chapter, dealing with the second level of loops, will offer a robust solution to the second latch
problem.

The storing and memory functions, typical for the first order systems, are not true computational
features. We will see that they are only useful ingredients allowing to make digital computational systems
efficient.

3.8 Problems

Problem 3.1 The block diagram, System Verilog description and simulation of a 2048-word 16-bit RAM
memory are required. The contents of the first 8 locations will be initialized with arbitrary values to be
used for testing.

Problem 3.2 Design a system that receives a 16-bit number in each clock cycle and outputs the arith-
metic average of the last 4 numbers received.

Problem 3.3 Add to a register the following feature: the content of the register is shifted one binary
position right (the content is divided by two neglecting the reminder) and on most significant bit (MSB)
position is loaded the value of the one input bit called SI (serial input). The resulting circuit will be
commanded with a 2-bit code having the following meanings:

nop : the content of the register remains unchanged (the circuit is disabled)
reset : the content of the register becomes zero
load : the register takes the value applied on its data inputs

shift : the content of the register is shifted.
Problem 3.4 Design a serial-parallel register which shifts 16 16-bit numbers.

Definition 3.4 The serial-parallel register, SPRyxy, is made by a SPR(,_)x, serial connected with a
Ry. The SPR«p is Ry ©
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Figure 3.22: The serial-parallel register. a. The structure. b. The logic symbol.

Hint: the serial-parallel register; SPR, x, can be seen in two manners. SPR,,x,, consists in m parallel
connected serial registers SR, or SPR,,«, consists in n serially connected registers R,,. We prefer usually
the second approach. In Figure 3.22 is shown the serial-parallel SPR,, .

Problem 3.5 Draw register_file_16_4 at the level of registers, multiplexors and decoders.
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Chapter 4

AUTOMATA:
Second order, 2-loop digital systems

The Tao of heaven is impartial.
If you perpetuate it, it perpetuates you.

Lao Tzu!

Perpetuating the inner behavior is the
magic of the second loop.

The next step in building digital systems is to add a new loop over systems containing 1-OS. This
new loop must be introduced carefully so as the system remains stable and controllable. One of the most
reliable ways is to build synchronous structures, that means to close the loop through a way containing a
register. The non-transparency of registers allows us to separate with great accuracy the current state of
the machine from the next state of the same machine.

This second loop increases the autonomous behavior of the system including it. As we shall see, in
2-0S each system has the autonomy of evolving in the state space, partially independent from the input
dynamics, rather than in 1-OS in which the system has only the autonomy of preserving a certain state.

The basic structure in 2-OS is the automaton, a digital system with outputs evolving according to two
variables: the input variable and a “hidden” internal variable named the internal state variable, simply
the em state. The autonomy is given by the internal effect of the state. The behavior of the circuit output
can not be explained only by the evolution of the input, the circuit has an internal autonomous evolution
that “memorizes” previous events. Thus the response of the circuit to the actual input takes into account
the more or less recent history. The state space is the space of the internal state and its dimension is
responsible for the behavioral complexity. Thus, the degree of autonomy depends on the dimension of
the state space.

An automaton is built closing a loop over a 1-OS represented by a collection of latches. The loop
can be structured using the previous two type of systems. Thus, there are two type of automata:

* asynchronous automata, for which the loop is closed over unclocked latches, through combina-
tional circuit and/or unclocked latches as in Figure 4.1a

'Quote from Tuo Te King of Lao Tzu translated by Brian Browne Walker.

87
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Figure 4.1: The two type of 2-OS. a. The asynchronous automata with a hazardous loop over a transparent
latch. b. The synchronous automata with a edge clock controlled loop closed over a non-transparent register.

* synchronous automata, having the loop closed through an 1-OS and all latches are clocked latches
connected on the loop in master-slave configurations (see Figure 4.1b).

Our approach will be focused on the synchronous automata, after considering only in the first subchapter
an asynchronous automaton used to optimize the internal structure of the widely used flip-flop: DFF.

4.1 Basic definitions in automata theory

Definition 4.1 An automaton, A, is defined by the following 5-uple:

A=(X.Y,0,f.8)
where:
X : the finite set of input variables
Y : the finite set of output variables
Q : the set of state variables
f : the state transition function, described by f : X x Q — Q
g : the output transition function, with one of the following definitions:

* g: X X Q —Y for Mealy type automaton
* g:0 —Y for Moore type automaton
* g(q) = qforY = Q, where q € Q for half-automaton, symbolized with A, /2-

At each clock cycle the state of the automaton switches and the output takes the value according to the
new state (and the current input, in Mealy’s approach). ©

Definition 4.2 A finite automaton, FA, is an automaton with Q a finite set. ©
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FA is a complex circuit because the size of its definition depends by |Q|.
Definition 4.3 A recursively defined n-state automaton, n-SA, is an automaton with |Q| € O(f(n)). ¢

An n-SA has a finite (usually short) definition depending by one or many parameters. Its size will
depend by parameters. Therefore, it is a simple circuit.

Definition 4.4 Anr initial state is a state having no predecessor state. ¢

Definition 4.5 An initial automaton is an automaton having a set of initial states, Q', which is a subset

of 0,0 CQ.¢
Definition 4.6 A strict initial automaton is an automaton having only one initial state, Q' = {qo}. ©

A strict initial automaton is defined by:

A= (X,Y,0,f,8:490)

and has a special input, called reset, used to led the automaton in the initial state go. If the automaton is
initial only, the input reset switches the automaton in one, specially selected, initial state.

Definition 4.7 The delayed (Mealy or Moore) automaton is an automaton with the output values gener-
ated through a (delay) register, thus the current output value corresponds to the previous internal state
of the automaton, instead of the current value of the state, as in non-delayed version. ©

The half automaton is an automaton with identity function as the output function (see Figure 4.2a,b)
defined for two reasons:

* many optimization techniques are related only with the loop circuits of the automaton. The main
feature of an automaton is the autonomy and the associated half-automaton, concept which de-
scribes especially this type of behavior

* there are applications that use directly the state as outputs.

All kind of automata can be described starting from a half-automaton, adding only combinational
(no loops) circuits and/or memory (one loop) circuits. In Figure 4.2 are presented all the four types of
automata:

Mealy automaton : results connecting to the “output” of an Ay, the output CLC that receives also the
input X (Figure 4.2¢) and computes the output function g; a combinational way occurs between
the input and the output of this automaton allowing a fast response, in the same clock cycle, to the
input variation

Moore automaton : results connecting to the “output” of an Ay, the output CLC (Figure 4.2d) that
computes the output function g; this automaton reacts to the input signal in the next clock cycle

delayed Mealy automaton : results serially connecting a register, R, to the output of the Mealy au-
tomaton (Figure 4.2e); this automaton reacts also to the input signal in the next clock cycle, but
the output is hazard free because it is registered
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Figure 4.2: Automata types. a. The structure of the half-automaton (A, ), the no-output automaton: the state is
generated by the previous state and the previous input. b. The logic symbol of half-automaton. ¢. Immediate Mealy
automaton: the output is generated by the current state and the current input. d. Immediate Moore automaton: the
output is generated by the current state. e. Delayed Mealy automaton: the output is generated by the previous state
and the previous input. f. Delayed Moore automaton: the output is generated by the previous state.

delayed Moore automaton : results serially connecting a register, R, to the output of the Moore au-
tomaton (Figure 4.2f); this automaton reacts to the input signal with a two clock cycles delay.

Real applications use all the previous type of automata, because they react with different delay to the
input change. The registered outputs are preferred if possible.

Theorem 4.1 The time relation between the input value and the output value is the following for the four
types of automata:

1. for Mealy automaton the output to the moment t, y(t) € Y depends on the current input value,
x(t) € X, and by the current state, q(t) € Q, i.e., y(t) = g(x(t),q(t))

2. for delayed Mealy automaton and Moore automaton the output corresponds with the input value
from the previous clock cycle:
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o y(t)=g(x(t—1),q(t — 1)) for Mealy delayed automaton
o y(t) =g(q(t)) = g(f(x(t—1),q(t — 1)) for Moore automaton

3. for delayed Moore automaton the input transition acts on the output transition delayed with two
clock cycles:

y(t)=g(q(t —1)) = g(f(x(t—2),q(t —2)).0

Proof The proof is evident starting from the previous two definitions. ¢

The possibility emphasized by this theorem is that we dispose of automata with different time re-
action to the input variations. The Mealy automaton follows immediate the input transitions, delayed
Mealy and Moore automata react with one clock cycle delay to the input transitions and delayed Moore
automaton delays with two cycles the response to the input.

The symbols from the sets X, Y, and Q are binary coded using bits specified by Xp,X,... for X,
Yo,Y],... fOI'Y, QQ,Q],... for Q

Actually, all implementable automata are finite. Traditionally, the term finite automaton is used to
distinguish a subset of automata whose behavior is described using a constant number of states. Even if
the input string is infinite, the behavior of the automaton is limited to a trajectory traversing a constant
(finite) number of states. A finite automaton will be an automaton having a random combinational
function for its transition functions f and g. Therefore, a finite automaton is a complex structure.

A “non-finite” automaton that is an automaton designed to evolve in a state space proportional with
the length of the input string. Now, if the input string is “infinite” the number of states must be also
“infinite”. Such an automaton can be defined only if its transition function is simple. Its combinational
loop is a simple circuit even if it can be a big one. The “non-finite” automaton has a number of states
that does not affect the definition (see the following examples of counters, for sum prefix automaton, ...).
We classify the automata in two categories:

* “non-finite”, recursive defined, simple automata, called functional automata, or simply automata
* non-recursive defined, complex automata, called finite automata.

We continue this chapter with an example of asynchronous circuit, because of its utility and because
we intend to show how complex is the management of its behavior. We will continue presenting only
synchronous automata, starting with small automata having only two states (the smallest state space).
We will continue with simple, recursive defined automata and we will end with finite automata, that are
the most complex automata.

4.2 Finite Automata: the Complex Automata

After presenting the elementary small automata and the large and simple functional automata it is the
time to discuss about the complex automata. The main property of these automata is to use a random
combinational circuit, CLC, for computing the state transition function and the output transition function.
Designing a finite automaton means mainly to design two CLC: the loop CLC (associated to the state
transition function f) and the output CLC (associated to the output transition function g).

4.2.1 Representing finite automata

A finite automaton is represented by defining its transition functions f, the state transition function, and
g, the output transition function. For a half-automaton only the function f defined.
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Flow-charts

A flow-chart contains for each state a circle and for each type of transition an arrow. In each clock cycle
the automaton “runs” on an arrow going from the current state to the next state. In our simple model the
“race” on arrow is done in the moment of the active edge of the clock.

The flow-chart for a half-automaton The first version is a pure symbolic representation, where the
flow chart is marked on each circle with the name of the state, and on each arrow with the transition
condition, if any. The initial states can be additionally marked with the minus sign (-), and the final states
can be additionally marked with the plus sign (+).

b

reset

Figure 4.3: Example of flow-chart for a half-automaton. The machine is a “double b detector”. It stops
when the first bb occurs.

The second version is used when the input are considered in the binary form. Instead of arches are
used rhombuses containing the symbol denoting a binary variable.

Example 4.1 Let be a finite half-automaton that receives on its input strings containing symbols from
the alphabet X = {a,b}. The machine stops in the final state when the first sequence bb is received. The
first version of the associated flow-chart is in Figure 4.3a. Here is how the machine works:

* the initial state is qo, if a is received the machine remains in the same state, else, if b is received,
then the machine switch in the state q;

* in the state q) the machine “knows” that one b was just received; if a is received the half-
automaton switch back in qq, else, if b is received, then the machine switch in g,

* gy is the final state; the next state is unconditionally q.
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The second version uses tests represented by a rhombus containing the tested binary input variable (see
(Figure 4.3b). The input I takes the binary value 0 for the the symbol a and the binary value 1 for the
symbol b. ¢

The second version is used mainly when a circuit implementation is envisaged.

The flow-chart for a Moore automaton When an automaton is represented the output behavior must
be also included.

The first, pure symbolic version contains in each circle besides, the name of the sate, the value of
the output in that sates. The output of the automaton shows something which is meaningful for the user.
Each state generates an output value that can be different from the state’s name. The output set of value
are used to classify the state set. The input events are mapped into the state set, and the state set is
mapped into the output set.

reset
b
0 1
@ @ q]
b
1 a2

Figure 4.4: Example of flow-chart for a Moore automaton. The output of this automaton tells us: “bb was
already detected”.

=]

The second uses for each pair state/output one rectangle. Inside of the rectangle is the value of the
output and near to it is marked the state (by its name, by its binary code,, or both).

Example 4.2 The problem solved in the previous example is revisited using an automaton. The output
set is Y = {0, 1}. If the output takes the value 1, then we learn that a double b was already received. The
state set Q = {qo,q1,q2} is divided in two classes: Q° = {qo,q1} and Q" = {q.}. If the automaton stays
in Q° with out = 1, then it is looking for bb. If the automaton stays in Q' with out = 1, then it stopped
investigating the input because a double b was already received.

The associated flow-chart is in, in the first version represented by Figure 4.4a. The states qo and q;
belong to Q° because in the corresponding circles we have qo/0 and q, /0. The state q; belongs to Q"
because in the corresponding circle we have g, /1. Because the evolution from q, does not depend by
input, the arrow emerging from the corresponding circle is not labelled.

The second version (see Figure 4.4b) uses three rectangles, one for each state. ¢
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A meaningful event on the input of a Moore automaton is shown on the output with a delay of a clock
cycle. All goes through the state set. In the previous example, if the second b from bb is applied on the
input in the period 7; of the clock cycle, then the automaton points out the event in the period 7;;; of the
clock cycle.

The flow-chart for a Mealy automaton The first, pure symbolic version contains on each arrow be-
sides, the name of the condition, the value of the output generated in the state where the arrow starts with
the input specified on the arrow.

The Mealy automaton reacts on its outputs more promptly to a meaningful input event. The output
value depends on the input value from the same clock cycle.

The second, implementation oriented version uses rectangles to specify the output’s behavior.

reset

a/l,b/1=-/1

Figure 4.5: Example of flow-chart for a Mealy automaton. The occurrence of the second b from bb is
detected as fast as possible.

Example 4.3 Let us solve again the same problem of bb detection using a Mealy automaton. The re-
sulting flow-chart is in Figure 4.5a. Now the output is activated (out = 1) when the automaton is in the
state q1 (one b was detected in the previous cycle) and the input takes the value b. The same condition
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triggers the switch in the state q,. In the final state q, the output is unconditionally 1. In the notation
— /1 the sign — stands for “don’t care”.
Figure 4.5b represents the second representation. ©

We can say the Mealy automaton is a “transparent” automaton, because a meaningful change on its
inputs goes directly to its output.

Transition diagrams

Flow-charts are very good to offer an intuitive image about how automata behave. The concept is very
well represented. But, automata are also actual machines. In order to help us to provide the real design
we need different representation. Transition diagrams are less intuitive, but they work better for helping
us to provide the image of the circuit performing the function of a certain automaton.

Transition diagrams uses Vetch-Karnaugh diagrams, VKD, for representing the transition functions.
The representation maps the VKD describing the state set of the automaton into the VKDs defining the
function f and the function g.

Transition diagrams are about real stuff. Therefore, the symbols like a,b,qo, ... must be codded
binary, because a real machine work with bits, 0 and 1, not with symbols.

The output is already codded binary. For the input symbols the code is established by “the user”
of the machine (similarly the output codes have been established by “the user”). Let say, for the input
variable, Xy, was decided the following codification: a — Xo =0 and b — Xy = 1.

Because the actual value of the state is “hidden” from the user, the designer has the freedom to
assign the binary values according to its own (engineering) criteria. Because the present approach is a
theoretical one, we do not have engineering criteria. Therefore, we are completely free to assign the
binary codes. Two option are presented:

option 1: go =00, g; =01,¢, =10
option 2: gp =00, ¢g; =10,¢, =11

For both the external behavior of the automaton must be the same.

Transition diagrams for half-automata The transition diagram maps the reference VKD into the next
state VKD, thus defining the state transition function. Results a representation ready to be used to design
and to optimize the physical structure of a finite half-automaton.

Example 4.4 The flow-chart from Figure 4.3 has two different correspondent representations as transi-
tion diagrams in Figure 4.6, one for the option 1 of coding (Figure 4.6a), and another for the option 2
(Figure 4.6D).

In VKD 81,80 each box contains a 2-bit code. Three of them are used to code the states, and one
will be ignored. VKD ST,S(J{ represents the transition from the corresponding states. Thus, for the first
coding option:

* from the state codded 00 the automaton switch in the state Ox, that is to say:

— if Xo = 0 then the next state is 00 (qo)
— if Xo = 1 then the next state is 01 (q)
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{s1.5§} = f(X0,51,50)

Sy Si

So |1 1]0 1 So |- - [X o

I 00 O 1 0|0 Xo

S1,80 st.sg
{7,857} = f(X0,51,50)

S Si

So |1 1fo 1 So |11

1 ojJo o Xo Xo|Xo 0

1.5 7.5

Figure 4.6: Example of transition diagram for a half-automaton. a. For the option 1 of coding. b. For
the option 2 of coding.
* from the state codded 01 the automaton switch in the state x0, that is to say:

— if Xo = 0 then the next state is 00 (qo)
— if Xo = 1 then the next state is 10 (q2)

* from the state codded 10 the automaton switch in the same state, 10 that is the final state
* the transition from 11 is not defined.

If in the clock cycle T; the state of the automaton is S1,Sy (defined in the reference VKD), then in the next
clock cycle, T,y 1, the automaton switches in the state ST,S&r (defined in the next state VKD).
For the second coding option:

* from the state codded 00 the automaton switch in the state X0, that is to say:

— if Xo = 0 then the next state is 00 (qo)
— if Xo = 1 then the next state is 10 (q)

* from the state codded 10 the automaton switch in the state XoXo, that is to say:

— if Xo = 0 then the next state is 00 (qo)
— if Xo = 1 then the next state is 11 (q2)

* from the state codded 11 the automaton switch in the same state, 11 that is the final state

* the transition from 01 is not defined.

The transition diagram can be used to extract the Boolean functions of the loop of the half-automaton.
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Example 4.5 The Boolean function of the half-automaton working as “double b detector” can be ex-
tracted from the transition diagram represented in Figure 4.6a (for the first coding option). Results:

ST =81+ XoSo
S¢ = X010

Transition diagrams Moore automata The transition diagrams define the two transition functions
of a finite automaton. To the VKDs describing the associated half-automaton is added another VKD
describing the output’s behavior.

Example 4.6 The flow-chart from Figure 4.4 have a correspondent representation in the transition dia-
grams from Figure 4.7a or Figure 4.7b. Besides the transition diagram for the state, the output transition
diagrams are presented for the two coding options.

For the first coding option:

* for the states coded with 00 and 01 the output has the value 0
* for the state coded with 10 the output has the value 1

* we do not care about how works the function g for the state coded with 11 because this code is
not used in defining our automaton (the output value can 0 or 1 with no consequences on the
automaton’s behavior).

out = g(81,50) {ST,SX}=f(Xo«,Sl,So)
M N Si
So - 0 So 1 1f{0 1 So - X% o
1 0 1 0|0 O 1 0|0 Xo
out S1.80 sf.sy
a.
out = g(S1,50) {ST‘S(J)F):f(X()«,Sl‘SO)
S N Si
Sy 1 - So |1 1fo 1 So [1 1
0 0 1 0olo o Xo Xo[Xo 0
out S1,80 st.sg

Figure 4.7: Example of transition diagram for a Moore automaton.

Example 4.7 The resulting output function is:
out = 5.

Now the resulting automaton circuit can be physically implemented, in the version resulting from the first
coding option, as a system containing a 2-bit register and few gates. Results the circuit in Figure 4.8,
where:
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* the 2-bit register is implemented using two resetable D flip-flops

* the combinational loop for state transition function consists in few simple gates

* the output transition function is so simple as no circuit are needed to implement it.

When reset = 1 the two flip-flops switch in 0. When reset = 0 the circuit starts to analyze the stream
received on input symbol by symbol. In each clock cycle a new symbol is received and the automaton
switches according to the new state computed by three gates. ¢

—————————————————————— loop combinational circuit
in= X + I
| |
| +

! L
| +
| |
) .
| |
| +
| |
| |
‘ A
| A N |
s G Sol !
clock I
| |
reset |
| |
| |
| D D |
| |
| R  DFF R DFF I
| |
! Q Q Q Q !
| |
/ So
2-bit register > out
Si

Figure 4.8: The Moore version of ‘“bb detector’” automaton.

Transition diagrams Mealy automata The transition diagrams for a Mealy automaton are a little
different from those of Moore, because the output transition function depends also by the input variable.
Therefore the VKD defining g contains, besides Os and 1s, the input variable.

Example 4.8 Revisiting the same problem result, in Figure 4.9 the transition diagrams associated to the
flow-chart from Figure 4.5.
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out = g(Xo,51,50) {87,855} = £(X0.51,50)
N N Sy
So - Xo So 1 1]0 1 S |- - [X o
1 0 1 0]lo o 1 0]0 Xo
out 51,80 STA,S(J{
a.
out = g(Xo,51,50) {87,875} = f(Xo,51,80)
8(Xp,51,50 19 0591590
Si N Sy
So 1 - So |1 1]o 1 S |11
Xo 0 1 00 o0 Xo Xo|Xo 0
out S1,80 st.s$

b.
Figure 4.9: Example of transition diagram for a Mealy automaton.

The two functions f are the same. The function g is defined for the first coding option (Figure 4.9a)
as follows:

* in the state coded by 00 (qq) the output takes value 0
* in the state coded by 01 (q1) the output takes value x
* in the state coded by 10 (q») the output takes value 1
* in the state coded by 11 (unused) the output takes the “don’t care” value

Extracting the function out results:
out = 81+ XoSo

a more complex from compared with the Moore version. (But fortunately out = Sfr, and the same circuits
can be used to compute both functions. Please ignore. Engineering stuff.)
o

Procedures

In the description and synthesis of finite automata, we will directly use the representations in HDL (in our
case Verilog), avoiding the descriptions that use graphs, charts or Veitch-Karnaugh diagrams. We will
start from the symbolic description of the sets X,Y, O converted into a binary form (see defines.hv),
and we will continue with the description of the associated semiautomaton (see halfAutomaton.v)
followed by the description of the output function in the 4 possible forms given by the Mealy-Moore and
immediate-delayed distinctions.

Defines The problem solved by the finite automaton used as example is the detection of the sequence
bb in the stream of symbols belonging to the set {a,b}.
The file describing the variables is the following:
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/% %k ok ok ok sk ok sk ok ok ok ok ok ok sk ok sk ok sk ok o ok o sk ok sk oK sk ok ok ok ok ok ok ok ok sk ok sk ok ok ok ok ok ok sk ok sk ok ok ok ok ok ok k K sk R

File name: defines .vh
Circuit name:
Description :

kkkkkRk kR kR kR E R F Rk kR kR kR kR kk Rk kk Rk ko kkkkkk Rk Rk kkkwkwkkkkkkkk %/

// input codes
‘define a (1°b0)
‘define b (1°bl)

// internal state

‘define init_state (2°b00) // initial

state

‘define one_b_state (2°b01) // one b received

‘define final_state (2°bl0) // final

// output codes

‘define no (1°b0) // no bb yet received
‘define yes (1°bl) // bb have been received

state

The binary codes associated to the input and output set are defined by the used of the design, while
the binary codes associated to the internal states of the automaton are defined by the designer. It is very
important that the designer has the freedom to associate the binary code according to its criteria. Designer
criteria take into account, as we will see in the ?? section, optimization or even physical realizability

criteria.

Half-Automaton Solving the problem of detecting the sequence bb is done at the level of the semiau-
tomaton and is independent of the way the automaton reports the result on the outputs. For this reason,
the semiautomaton can receive a separate description, which will be used in the final form of the design
by inserting it into one of the 4 forms that the automaton can take depending on the user’s requirements.

[% wkkckkkkkkkkkkkkokkk Rk Rk Rk kkkkkkk Rk Rk ok ok ok kkkk Rk kkkkkwk kR kR kok %

File name: halfAutomaton . sv
Circuit name: HA for double b detector
Description: behavioral description of the half—-automaton

designed to detect 'bb’ in a s
of symbols belonging to the set {a,b}

kkkkkkk ok Rk Rk Rk Rk ok kk Rk Rk Rk kkkkkkk Rk kkkkkkk Rk Rk kkkwkwkkkkkkkk %/

‘include ”defines.vh”

module halfAutomaton ( output logic
input logic
input logic
input logic

// f: the state transition function
always _ff @(posedge clock)
if (reset) state <= ‘init_state;
else
case(state)
‘init_state : if (in == °b)

[1:0]

state <=

tream

state ,
in s

reset ,
clock);

‘one_b_state ;
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else state <= ‘init_state ;
‘one_b_state : if (in == ‘b) state <= ‘final_state ;
else state <= ‘init_state ;
‘final_state : state <= ‘final_state ;
default : state <= ‘init_state ;
endcase
endmodule

For safety in operation, but also for an easy validation of the project, the automaton has an initial
state, i.e., it is a strictly initial automaton in the init_state state.

Note the "friendly” way in which the description is made. The automaton’s behavior can be read very
easily due to the way in which we represented the behavior symbolically. We can make the following
reading:

At reset = 1 the automaton goes into init_state. In init_state if b is received, then
the automaton goes to the state in which a b was received: one_b_state, if not it remains
in init_state. In one_b_state, if the same symbol b is received on the input, then the
automaton goes to the final recognition state, f£inal _state, if not then it returns to init
_state fo restart the search. In final _state it automatically remains blocked until a new
signal reset reinitializes the search.

Immediate Moore To complete the project of the finite automaton, we must include the two previously
defined files in the topmodule that provides the output signal. A first form is the one in which the
automaton responds immediately strictly according to its internal state. The transition function of the
output does not depend on the folded value of the input. It is the form of an immediate Moore type
automaton whose description follows:

[% wkkckkkkkkkkkkkkokkk Rk Rk Rk kkkkkkk Rk Rk ok ok ok kkkk Rk kkkkkwk kR kR kok %

File name: immediateMooreAutomaton . sv
Circuit name: Double b detector
Description: behavioral description of the Moore finite

automaton designed to detect 'bb’ in a stream
of symbols belonging to the set {a,b}
************************************************************/
‘include “defines.vh”
module immediateMooreAutomaton( output logic out
input logic in ,
input logic reset, clock);

s

logic [1:0] state ;

halfAutomaton ha(state , in, reset, clock);

// g: the output combinational transition function
always_comb case(state)

‘init_state : out = ‘no

‘one_b_state : out ‘no

‘final_state : out = ‘yes ;
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default : out = 1°bx
endcase
endmodule

In the Moore form, the automaton immediately responds with a latency of one clock cycle, signaling
the appearance of the second b. This method of implementation is the simplest, having the disadvantage
of an output signal that can be loaded by parasitic transitions due to the hazard phenomenon. Sometimes,
the latency of a cycle can be a problem.

Delayed Moore The output signal will be able to be cleaned in a radical way from the phenomena
of combinational hazard by opting for the delayed Moore version. The output register will work as a
pipeline register and allow a “clean” signal synchronized with the system clock. The price paid for this
advantage is the increase in latency by one more unit. For the delayed version there is the following
code:

[% wkkckkkkkk Rk Rk Rk ok kk Rk Rk Rk kkkkkkk Rk Rk kkkkk Rk Rk kkkk ok wkw kR k Rk k k%

File name: delayedMooreAutomaton . sv
Circuit name: An example of Moore—type automaton
Description: behavioral description of the delayed Moore

finite automaton designed to detect 'bb’ in

streams of symbols belonging to the set {a,b}
************************************************************/
‘include “defines.vh”

module delayedMooreAutomaton ( output logic out ,
input logic in ,
input logic reset, clock);

logic [1:0] state ;
halfAutomaton ha(state , in, reset, clock);

// g: the delayed transition function
always_ff @(posedge clock) case(state)

‘init_state : out <= ‘no ;
‘one_b_state : out <= ‘no ;
‘final_state : out <= ‘yes;
default : out <= 1’bx;

endcase
endmodule

The delayed Moore version is the simplest and the more robust implementation of the detector we
design. the output circuit is simple, because it do not depend by input, and the output signal is easy to
use because i fast and clean. It is recommended if the two-cycle latency can be “absorbed” in the system
design.

Immediate Mealy If we are looking for the fastest response of the automaton, the Mealy immediate
version is the solution. But the price we will pay is not negligible:
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* the output signal depends on the temporal behavior of the circuit that generates the input of the
automaton we are designing
* the combinational hazard cannot be eliminated
* the circuit that calculates the output function, g, is larger and more complex.

Whenever possible, this version should be avoided. We have an extra chance when we use it if we control
the whole system in which the machine works.

File name: immediateMealyAutomaton . sv

Circuit name: An example of Mealy—type automaton

Description: behavioral description of the Mealy finite
automaton designed to detect 'bb’ in a

stream of symbols belonging to the set {a,b}
************************************************************/
‘include ”defines.vh”
module immediateMealyAutomaton (output logic out

input logic in ,
input logic reset, clock);

s

logic [1:0] state ;
halfAutomaton ha(state , in, reset, clock);
// g: the output combinational transition function

always_comb
case(state)

‘init_state : out = ‘no ;

‘one_b_state : if (in == ‘b) out = ‘yes;

else out = ‘no ;

‘final_state : out = ‘yes;

default : out = 1°bx;
endcase

endmodule

The set-up time of the input signal is defined only for the state transition function, f, because for the
output transition function it is not possible because of the combinational nature of the function g.

Delayed Mealy The situation starts to become more controllable in the case of the delayed Mealy
version. There still remains the problem of the set-up time, which must be defined both with respect to
the state register and with respect to the output pipeline register.

/3 sk s o ok o ok ok ok R R R R R sk sk R o R s ok s o sk o s ok ok o R R R R kR kR R kR ok
File name: mealy_delayed_automaton . sv

Circuit name: An example of Mealy—type automaton
Description : behavioral description of the Mealy finite
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automaton designed to detect 'bb’ in a

stream of symbols belonging to the set {a,b}
************************************************************/
‘include ”defines.vh”

module delayedMealyAutomaton ( output logic out ,
input logic in ,
input logic reset, clock);

logic [1:0] state ;

halfAutomaton ha(state , in, reset, clock);
// g: the delayed transition function
always _ff @(posedge clock)
case(state)

‘init_state : out <= ‘no ;

‘one_b_state : if (in == ‘b) out <= ‘yes ;

else out <= ‘no ;

‘final_state : out <= ‘yes ;

default : out <= 1°bx ;
endcase

endmodule

From the point of view of latency, this version behaves the same as the immediate Moore automaton,
but has the advantage of a synchronous output with the system clock.

4.2.2 Designing Finite Automata
Preliminary Examples

The behavior of a finite automaton can be defined in many ways. Graphs, transition tables, flow-charts,
transition V/K diagrams or HDL description are very good for defining the transition functions f and
g. All this forms provide non-recursive definitions. Thus, the resulting automata has the size of the
definition in the same order with the size of the structure. Therefore, the finite automata are complex
structures even when they have small size.

In order to exemplify the design procedure for a finite automaton let be two examples, one dealing
with a 1-bit input string and another related with a system built around the multiply-accumulate circuit
(MAC) previously described.

Example 4.9 The binary strings 1"0™, for n > 1 and m > 1, are recognized by a finite half-automaton
by its internal states. Let’s define and design it. The transition diagram defining the behavior of the
half-automaton is presented in Figure 4.10, where:

* qo - is the initial state in which I must be received, if not the the half-automaton switches in qs, the
error state

* g1 - in this state at least one 1 was received and the first 0 will switch the machine in g,

* gy - this state acknowledges a well formed string: one or more ls and at least one 0 are already
received
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Figure 4.10: Transition diagram. The transition diagram for the half-automaton which recognizes strings of

form 1"0™, for n > 1 and m > 1. Each circle represent a state, each (marked) arrow represent a (conditioned)
transition.

* g3 - the error state: an incorrect string was received.

0 Qi

Q |1 1]0 1 Q |X 1|0 Xj
1 0]lo o Xo Xol0 ©

01,00 T~ —oto

£(Q1,00.%0) = {0}, 0§}

[ 0
Qo Xo 0 Qo 1 X5
Xo 0 Xo 0
of o
b. c.

Figure 4.11: VK transition maps. The VK transition map for the half-automaton used to recognize 1"0™, for
n>1and m > 1. a. The state transition function f. b. The VK diagram for the next most significant state bit,
extracted from the previous full diagram. ¢. The VK diagram for the next least significant state bit.

The first step in implementing the structure of the just defined half-automaton is to assign binary
codes ro each state.

In this stage we have the absolute freedom. Any assignment can be used. The only difference will be
in the resulting structure but not in the resulting behavior.

For a first version let be the codes assigned int square brackets in Figure 4.10. Results the transition
diagram presented in Figure 4.11. The resulting transition functions are:

07 =01-Xo = ((Q1-X)")
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clock Xo reset
9 o
D D
41" prri D-FF0 [ ==
Q Q Q Q
[ Qo

Figure 4.12: A 4-state finite half-automaton. The structure of the finite half-automaton used to recognize
binary string belonging to the 170™ set of strings.

Q5 = 01-Xo+Qo-X; = ((Q1-X0)" - (Qo- X))’

(The I from qg map is double covered. Therefore, it is taken into consideration as a “don’t care”.) The
circuit is represented in Figure 4.34 in a version using inverted gated only. The 2-bit state register is
designed by 2 D flip-flops. The reset input is applied on the set input of D-FF1 and on the reset input
of D-FFO.

The Verilog behavioral description of the automaton is:

/*************************************************************************

File name: rec_aut.svy

Circuit name: Recognizing Automaton for streams of form a’nb’m

Description: behavioral description of the automaton used to recognize
streams of symbols of form a’nb’m

ok ook ok ok ook oKk oKk Kk ok ok o ok ok ok ok ok ok ok ok %k ok %k Kk Kk ok ok ok o ok o ok o ok ok ok ok ok ok Kok Kk Kk ok %/

module rec_aut( output logic [1:0] state R
input logic in ,
input logic reset ,
input logic clock )

always _ff @(posedge clock)
if (reset) state <= 2’b10;

else case(state)
2°b00: state <= 2’b00 ;
2°b01: state <= {1°b0, “in} ;
2°b10: state <= {in, in} ;
2°bll: state <= {in, 1’bl} ;

endcase
endmodule
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Example 4.10 Let us revisit the previous example in a more accurate implementation. Now a stream
of characters to be recognized is delimited by the empty character e. Therefore an actual stream to be
recognized has the form:

a/search

b/search

Figure 4.13:

...eeaa...abb.. . bee...

The stream is considers recognized only when it ends. The graph describing the automaton has one state
more compared with the previous approach, without the delimiting symbol e. It is represented in Figure
4.13. The automaton has the following 5 states:

qo - the initial state in which the automaton goes by reset, and if

in = a the automaton switches in q signaling that it entered in the search state

in = b the automaton switches in g3 signaling that the stream started wrong and the search process
failed

in = e the automaton remains in qo waiting the start of an input stream of as and bs
q1 : the state waiting the flow of as
q> : the state waiting the flow of bs
q3 : the state indicating that the string does not belong to the set 1"0™|n,m > 1

g4 : the state indicating that the string belongs to the set 1"0"|n,m > 1

The symbols used to describe the automaton are binary codded as follows:
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g2 ql qO0 |x1 x0] g2+ ql+ qO0+ |yl yO
0O 0 o000 O 0 0 0 0 O
0O 0 00 1 0 0 1 1 1
0O o0 o1 O 0 1 1 0 1
0 0 0|1 1 - - - - -
0O o0 170 O 0 1 1 0 1
0 0 1]0 1 0 0 1 1 1
0O o0 1|1 O 0 1 0 1 1
0O o0 1|1 1 - - - - -
0O 1 00 O 1 0 0 1 0
0O 1 01]0 1 0 1 1 0 1
0O 1 o1 O 0 1 0 1 1
O 1 o1 1 - - - - -
0o 1 170 O 0 1 1 0 1
O 1 1]0 1 0 1 1 0 1
o 1 1]1 O 0 1 1 0 1
o 1 11 1 - - - - -
1 0 00 O 1 0 0 1 0
1 0 00 1 1 0 0 1 0
1 0 0|1 O 1 0 0 1 O
1 0 0] 1 1 - - -
1 0 1]0 O - - - - -

Table 4.1: The truth table for the transition functions.

X ={a, b, e} = {01, 10, 00}
Y = {wait, search, not, yes} = {00, 11, 01, 10}
Q = {90, q1, 92, g3, g4} = {000, 001, 010, 011, 100}

The sets X and Y are defined by the user (the one who proposed the design), while the state coding is at
the discretion of the designer. Then, the Table 4.1 describing the state transition function and the output
transition function.

We have to solve 5 functions of 5 variables. Let us use V-K diagrams for 4 variables (q2, ql, qO,
x1) and the 5th variable, x0, will be used to define the value of some boxes belonging to the diagrams.
In Figure 4.14, we represented first the reference diagram to help us in defining the diagrams for f and
g. We will explain at length how the diagram for the function q2+ is built:

* in the box 0 is filled with 0, because for {q2, ql, q0, x1} = {0 0 0 0} the output g2+ does
not depend on x0 and takes the value 0

* inthe box 1 in filled with 0, because for {q2, q1, q0, x1} = {0 0 0 1} the output q2+ could
be considered 0 if we decide to select for the don’t care value the value 0

* in the box 2 we fill up as in the box 0

* in the box 3 we fill up as in the box 1
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q2
12|14 6 | 4
ql
13|15 7 |5
x1
9111|131
811012 |0
q0
q2 q2
- x0’ - -1 ]x0
ql ql
- - Sl
x1 x1
1| - -1 1
1] - - |x0’
q2+ q0 ql+ q0
q2 q2
- x0’ - -1 ]x0
ql ql
|- 1 Sl 11
x1 x1
11-11 -1
1] - |x0[x0 -1 |x0
yl q0 y0 q0

Figure 4.14: The V-K diagrams for the state and output transition functions.

q2 qlq0 g2’ x1
q2 q2 /
! TN x0’ I 1 x(f
AT 1 q 1A Y\ 1
X X
1] - - 1
B - ko
q2+ q0 ql+ q0
q2 ql’q0x1 ql q0’ x1 q0 g2’ x1
a2 | | @2 |
o _) : / x(O ql : 1/ xi?\
1 x1
H 1 (_ | X - 1
- /x0|x0 | 1 Ax0
yl q0 y0 q0

ql

q2

q0+

x1

q0

qlq0  qOxI’
@ |
q -\ T AXO
ql— ]\1//
- /@Xl
- I7\XO
q0+ q0
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Figure 4.15: The first stage in the extracting algebraic expressions from V-K diagrams: the functions
included in diagrams are ignored.
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ql q0” x1” x0° ql x0 q0 x0” q2’ x1’ x0
a2 / d @4/
) -] o N 0o -1-YU o
ql ql ql
- | - NEEE -1-1
1 N x1 B 1/ ) x1 - X x1
1 X0 1 |x0
q2+ q0 ql+ q0 q0+ L}O /
ql g0’ x0*  ql’ x1’ x0 q2’ x0
a2’ q2
1 N\ x0/ | - - x0
q q
i S|l
%{ x1 x1
1]-]1 IR
Q - x(/) x0 - x0,
yl q0 y0 q0

Figure 4.16: The second stage in the extracting algebraic expressions from V-K diagrams: the 1s are
considered “don’t care’s.

* in the box 4 is filled with x0°, because for {q2, ql, q0, x1} = {0 1 0 0} the output q2+
takes the value 1, if x0 = 0 and the value 0 ifx0 = 1

* in the boxes 5 and 7 we do as for the box 1

* in the box 6 we do as for the box 0

* in the box 8 in the box 1, because for {q2, ql, q0, x1} = {1 0 0 0} the output q2+ does not
depend on x0 and takes the value 1

* in the box 9 in filled with 1, because for {q2, ql, q0, x1} = {1 0 O 1} the output q2+ could
be considered 1 if we decide to select for the don’t care value the value 1

* in the boxes 10 to 15 we fill up with don’t cares

The 5 function are extracted from the V-K diagrams in two stages. The first stage (which consider
only the Is from the diagram) is represented in Figure 4.15. The second stage (which considers the Is as
“don’t care”s) is represented in Figure 4.16 The resulting expressions are the following:

Q2+ = g2 + ql1 q0’ x1’ x0’

ql+ = g2’ x1 + q1 q0 + q0 x0’ + g1 xO

q0+ = ql1 90 + q0 x1’ + g2’ ql’ 90’ x1 + g2’ x1’ x0

yl =92 + q1°’q0 x1 + q1 q0’ x1 + q1 g0’ x0’ + ql1’ x1’ xO
yO = q0 + g2’ x1 + g2’x0

Until now we minimized each of the 5 functions independently. Each function is minimal, but what
about the whole circuit? The global minimization supposes the maximization of the number of gates
shared in the implementation of the 5 functions. Therefore, we must try to define the surfaces in the
V-K diagram so as to maximize the number of identical surfaces, even if we will be pushed to avoid the
minimal form for some functions.
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q2 qlq0 g2’ x1 qlq0  qOxI’
Y ) | 2
ql :/ : x0’ gl : /:Fl XYQ‘\ gl :@1 x0
x1 1 X 1 1/ x1
1 - 1 - {/\\1)
- |x0 - x0
q2+ q0 ql+ q0 qO0+ q0
2 1’ q0 x1 1q0° x1 0x1’ 2’ x1
q ql q ql q q q
2 | | @/
o - /XO’ gl -/ 1 xq‘
_? <: { ( | x1 - : ( i’\xl
- /x0 [ x0 - | 1Yx0
yl q0 y0 q0

Figure 4.17: The first stage in the extracting algebraic expressions from V-K diagrams.

In Figure 4.17 the diagram for y0 is modified: instead of the surface q0, emphasize in Figure 4.15,
here we have a smaller one, Q0 x1°, because this surface is selected also in the diagram for qO+. The
impact on the final circuit is minimal: the fan-out of the D-FFO is reduced.

The impact of this approach in the second stage is more important: the NAND circuit for q2° ql’
x0 is shared for the implementation of Q0+ and y0, and the NAND circuit forq1 q0° x1° x0’ is shared
for the implementation of q2+ and y1.

The resulting expressions are (with various brackets are emphasized the shared logic products):

g2+ = g2 + [gql q0’ x1’ x0°]

ql+ = g2’ x1 + <q1 q0> + q0 x0’ + q1 %0

g0+ = <ql q0> + (q0 x1’) + g2’ g1’ q0’ x1 + {q2’ x1’ x0}

yl = g2 + q1°q0 x1 + q1 g0’ x1 + [gql g0’ x1’ x0’] + g1’ x1’ %0
yO = (q0 x1’) + g2’ x1 + {g2’ x1’ x0%}

In Figure 4.19 is represented the resulting circuit, where the state register is implemented using 3
delay-flip-flops (D-FF) with their pair of outputs, one for Q and another for Q’. Thus, we do not need
inverters for the bits codding the state. The circuit is implemented using NAND gates by applying the de
Morgan law which transforms the AND-OR structure in a NAND-NAND configuration.

o

Example 4.11 Let us revisit the previous example using another state coding:
Q = {q0, ql, 92, g3, g4} = {000, 001, 111, 011, 010}

Then, the Table ?? describes the state transition function and the output transition function for the new
coding.

The transition functions are represented with 3-variable V-K diagrams in Figure 4.20

From V-K diagrams result the following expressions :
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ql q0” x1” x0’ ql x0  q0x0’ q2’ x1’ x0
q2 q q2 \
I - 0 ANAT 110 -1 -\ ]xo
ql ) )< ql ql
-1 - NEEE -1- 11
x1 x1 x1
1 -1 - 1
1 x0’, 1 [x0
q2+ q0 ql+ q0 q0+ (}O /
ql q0’ x1° x0’ ql’ x1° x0 g2’ x1’ x0
q2 q2 \
) - 07 -1-YA ]xo
ql ) { ql
-1 A -1-T1T
x1 x1
1]-1]1 11
(1 - x(/) x0 1 |x0
yl q0 y0 40 /

Figure 4.18: The second stage in the extracting algebraic expressions from V-K diagrams.

x1 x0 ‘
‘ T T ‘ clock
D D
D-FF2 D-FF1 D-FF0
QQ QQ QQ
q2 ql q0

a ) q0+
) ql+

D

=

— =

(e LIl

;

Figure 4.19: The resulting circuit.
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q2
ql| - - - - - 0 1 1 0 1 0
- - x1 1 (x1+x0) |x1 x0’ 1 0 xI  (x1+x0)
q2+ ql+ q0+ q0
q2
ql] - - - - 0 1)1 0
x0’ (x1 +x0) (x1 +x0) 1 |x0 (x1 +x0)
yly0 q0
Figure 4.20:

g2+ = ql’ q0 x1

ql+ = g2 + g1 + 90 x0’ + q0’ x1

q0+ = g2’ q0 + q1 (x1 + x0)

yl = gl 90’ + g2 %0’ + g0’ x0 + g2’ q1’ q0 (x1 + x0)
yO = g2’ q0 + g1’ (x1 + x0) = qO+

The resulting circuit is represented in Figure 4.21

x1 x0 ’—
‘ T T ‘ clock
D D D
D-FF2 D FF? D—FF?
QQ QQ QQ
q2 ql q0

>
>

1
] q2+

Figure 4.21: The circuit for the codding dominated by the reduce dependency coding style.

The size of the combinational circuits is only 70% from the previous solution. This reduction was
obtained only by changing the state coding.
o
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The finite automaton has two distinct parts:

* the simple, recursive defined part, that consists in the state register; it can be minimized only by
minimizing the definition of the automaton

* the complex part, that consists in the PLA that computes functions f and g and this is the part
submitted to the main minimization process.

Our main goal in designing finite automaton is to reduce the random part of the automaton, even if the
price is to enlarge the recursive defined part. In the current VLSI technologies we prefer big size instead
of big complexity. A big sized circuit has now a technological solution, but for describing very complex
circuits we have not yet efficient solutions (maybe never).

State Coding

The function performed by an automaton does not depend by the way its states are encoded, because the
value of the state is a “hidden variable”. But, the actual structure of a finite automaton and its proper
functioning are very sensitive to the state encoding.

The designer uses the freedom to code in different way the internal state of a finite automaton for
its own purposes. A finite automaton is a concept embodied in physical structures. The transition from
concept to an actual structure is a process with many traps and corner cases. Many of them are avoided
using an appropriate codding style.

Example 4.12 Let be a first example showing the structural dependency by the state encoding. The
automaton described in Figure 4.22a has three state. The first codding version for this automaton is:
qo = 00, g1 = 01, g = 10. We compute the next state Q,, QJ , and the output Y1, Yy using the first two
VK transition diagrams from Figure 4.22b:

= 00+X00]
07 = Q100X
Y1 = Qo+ Xo0i

Yo = 01 0.

The second codding version for the same automaton is: qo = 00, g1 = 01, g» = 11. Only the code
for qo is different. Results, using the last two VK transition diagrams from Figure 4.22b:

1= 0100+ X0 = (Q1+(Qo+Xo)")'

0y =0,
Y) = 0100+ X00) = (01 +(Qo+Xo)")’
Yo = 0y

Obviously the second codding version provides a simpler and smaller combinational circuit associ-
ated to the same external behavior. In Figure 4.23 the resulting circuit is represented. ©
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Q |1 1]0 1

01 Q
01

(4] (9}
0 1 11
Q |- -]11 o0 Q |- -]1 0
10 0 0[X Xp 0 0|X 1
01
q2
of of n Y
(11)
[ [
10 0 0
Q |0 o1 1 Q |0 o1 o0
- |% 1 R RO
of of n Y
a b.

Figure 4.22: A 3-state automaton with two different state encoding. a. The flow-chart describing the
behavior. b. The VK diagrams used to implement the automaton: the reference diagram for states, two transition
diagrams used for the first code assignment, and two for the second state assignment.

Minimal variation encoding Minimal variation state assignment (or encoding) refers to the codes
assigned to successive states.

Definition 4.8 Codding with minimal variation means successive state are codded with minimal Ham-
ming distance. ©

Example 4.13 Let be the fragment of a flow chart represented in Figure 4.24a. The state q; is followed
by the state q; and the assigned codes differ only by the least significant bit. The same for q; and g
which both follow the state q;. ©

Example 4.14 Some times the minimal variation encoding is not possible. An example is presented in
Figure 4.24b, where q;, can not be codded with minimal variation. ©

The minimal variation codding generates a minimal difference between the reference VK diagram
and the state transition diagram. Therefore, the state transition logical function extracted form the VK
diagram can be minimal.

Reduced dependency encoding Reduced dependency encoding refers to states which conditionally
follow the same state. The reduced dependency is related to the condition tested.

Definition 4.9 Reduced dependency encoding means the states which conditionally follow a certain state
to be codded with binary configurations which differs minimal (have the Hamming distance minimal). ©
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D D
D-FF1 D-FF0
Q Q Q Q

:)>C>—\_)>Ch Y,
Yo

Figure 4.23: The resulting circuit It is done for the second state assignment of the automaton defined in Figure
4.22a.

Figure 4.24: Minimal variation encoding. a. An example. b. An example where the minimal variation
encoding is not possible.

Example 4.15 In Figure 4.25a the states q; and qy follow, conditioned by the value of 1-bit variable
Xo, the state qg;. The assigned codes for the first two differ only in the most significant bit, and they are
not related with the code of their predecessor. The most significant bit used to code the successors of q;
depends by Xy, and it is X). We say: the next states of q; are X{11, for Xo=0 the next state is 111, and for
Xo=1 it is 011. Reduced dependency means: only one bit of the codes associated with the successors of
q; depends by Xy, the variable tested in q;. ¢

Example 4.16 In Figure 4.25b the transition from the state q; depends by two 1-bit variable, Xy and
Xi. A reduced dependency codding is possible by only one of them. Without parenthesis is a reduced
dependency codding by the variable X|. With parenthesis is a reduced dependency codding by Xy. ¢

The reader is invited to provide the proof for the following theorem.

Theorem 4.2 [f the transition from a certain state depends by more than one 1-bit variable, the reduced
dependency encoding can not be provided for more than one of them. ¢

The reduced dependency encoding is used to minimize the transition function because it allows to
minimize the number of included variables in the VK state transition diagrams. Also, we will learn soon
that this encoding style is very helpful in dealing with asynchronous input variables.
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Figure 4.25: Examples of reduced dependency encoding. a. The transition from the state is conditioned
by the value of a single 1-bit variable. b. The transition from the state is conditioned by two 1-bit variables.

Incremental codding The incremental encoding provides an efficient encoding when we are able to
use simple circuits to compute the value of the next state. An incrementer is the simple circuit used to
design the simple automaton called counter. The incremental encoding allows sometimes to center the
implementation of a big half-automaton on a presetable counter.

Definition 4.10 Incremental encoding means to assign, whenever it is possible, for a state following q;
a code determined by incrementing the code of q;. ©

Incremental encoding can be useful for reducing the complexity of a big automaton, even if some-
times the price will be to increase the size. But, as we more frequently learn, bigger size is a good price
for reducing complexity.

One-hot state encoding The register is the simple part of an automaton and the combinational cir-
cuits computing the state transition function and the output function represent the complex part of the
automaton. More, the speed of the automaton is limited mainly by the size and depth of the associated
combinational circuits. Therefore, in order to increase the simplicity and the speed of an automaton we
can use a codding stile which increase the dimension of the register reducing in the same time the size
and the depth of the combinational circuits. Many times a good balance can be established using the
one-hot state encoding.

Definition 4.11 The one-hot state encoding associates to each state a bit, and consequently the state
register has a number of flip-flops equal with the number of states. ¢

All previous state encodings used a log-number of bits to encode the state. The size of the state reg-
ister will grow, using one-hot encoding, from O(log n) to O(n) for an n-state finite automaton. Deserves
to pay sometimes this price for various reasons, such as speed, signal accuracy, simplicity, .. ..

Minimizing finite automata

There are formal procedure to minimize an automaton by minimizing the number of internal states. All
these procedures refer to the concept. When the conceptual aspects are solved remain the problems
related with the minimal physical implementation. Follow a short discussion about minimizing the size
and about minimizing the complexity.
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Minimizing the size by an appropriate state codding There are some simple rules to be applied in
order to generate the possibility to reach a minimal implementation. Applying all of these rules is not
always possible or an easy task and the result is not always guarantee. But it is good to try to apply them
as much as possible.

A secure and simple way to optimize the state assignment process is to evaluate all possible codding
versions and to choose the one which provide a minimal implementation. But this is not an effective way
to solve the problem because the number of different versions is in O(n!). For this reason are very useful
some simple rules able to provide a good solution instead of an optimal one.

A lucky, inspired, or trained designer will discover an almost optimal solution applying the following
rule in the order they are enounced.

Rule 1 : apply the reduced dependency codding style whenever it is possible. This rule allows a minimal
occurrence of the input variable in the VK state transition diagrams. Almost all the time this
minimal occurrence has as the main effect reducing the size of the state transition combinational
circuits.

Rule 2 : the states having the same successor with identical test conditions (if it is the case) will have
assigned adjacent codes (with the Hamming distance 1). It is useful because brings in adjacent
locations of a VK diagrams identical codes, thus generating the conditions to maximize the arrays
defined in the minimizing process.

Rule 3 : apply minimal variation for unconditioned transitions. This rule generates the conditions in
which the VK transition diagram differs minimally from the reference diagram, thus increasing
the chance to find bigger surfaces in the minimizing process.

Rule 4 : the states with identical outputs are codded with minimal Hamming distance (1 if possible).
Generates similar effects as Rule 2.

To see at work these rules let’s take an example.

Example 4.17 Let be the finite automaton described by the flow-chart from Figure 4.26. Are proposed
two codding versions, a good one (the first), using the codding rules previously listed, and a bad one (the
second with the codes written in parenthesis), ignoring the rules.

For the first codding version results the expressions:

05 =00+ 0201

Of = 0100+ 050,00+ 0500Xo
0y = 0y +0,01X;
Y, =0,+0100
Y1 = 0:010)+ 030
Yo=02+0+0Q

the resulting circuit having the size Scrcver1 = 37.
For the second codding version results the expressions:

0F = 020100+ Q00 + 05Q0Xo + Q104 X}
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Figure 4.26: Minimizing the structure of a finite automaton. Applying appropriate codding rules the
occurrence of the input variable Xj in the transition diagrams can be minimized, thus resulting smaller Boolean

forms.
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0f = 0100+ 020 + 05X
Qy = 0100+ 030 +02Xo
Y= 0200+ 0201+ 050100+ 010
Y1 = 0,00+ 050,
Yo=0>+01+ Qo

the resulting circuit having the size Scrcyer2 = 50. ©

Minimizing the complexity by one-hot encoding Implementing an automaton with one-hot encoded
states means increasing the simple part of the structure, the state register. It is expected at least a part
of this additional structure to be compensated by a reduced combinational circuit used to compute the
transition functions. But, for sure the entire complexity is reduced because of a simpler combinational
circuit.

Example 4.18 Let be the automaton described by the flow-chart from Figure 4.27, for which two codding
version are proposed.: a one-hot encoding using 6 bits (Qg . ..Q1), and a compact binary encoding using

only 3 bits (02010Q0)-

01=1 Yi=1
000
0 1
=1 Y2=1 03=1 Y3=1
o011 111
Q4=1 Y4=1 0s=1 Y5=1 Qg =1 Yo=1
\ 010 | 110 |

100

Figure 4.27: Minimizing the complexity using one-hot encoding.

The outputs are Y, . ..,Y| each active in a distinct state.

Version 1: with ”one-hot” encoding The state transition functions, Ql.+, i=1,..., Qgr, can be written
directly inspecting the definition. Results:

0" =04+05+0Qs

0" =01X;
0" 3= 01X
074 = 02X}

0"s = 0:X0+ 03X,
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0" 6= 03Xo

Because in each state only one output bit is active, results:
Y, =0Q;, pentru i=1,...,6.

The combinational circuit associated with the state transition function is very simple, and for outputs no
circuits are needed. The size of the entire combinational circuit is Scrcvar1 = 18, with the big advantage
that the outputs come directly from a flip-flop without additional unbalanced delays or other parasitic
effects (like different kinds of hazards).

Version 2: compact binary codding The state transition functions for this codding version (see Figure
4.27 for the actual binary codes) are:

0" = 0,00+ QoXo + 05,0/ Xo
01 = 0500+ 050) + QoX}

0" =050

For the output transition function an additional decoder, DCDs, is needed. The resulting combinational
circuit has the size Scicvar2 = 44, with the additional disadvantage of generating the outputs signal
using a combinational circuit, the decoder. ¢

4.2.3 Control Automata (CROM)

When we are faced with problems that require a complex automaton of large dimensions, there is the
possibility of segregating in its structure simple substructures that allow the total compactness of the sys-
tem to be reduced. This is the case of some automatic control devices used, for example, as subsystems
in microprogrammed systems.

A control automaton is included in a system using three main connections (see Figure 4.28):

* the p-bit input operation[p-1:0] selects the control sequence to be executed by the control
automaton (it receives the information about “what to do”); it is used to part the ROM in 27 parts,
each having the same dimension; in each part a sequence of maximum 2" operation can be “stored”
for execution

* the m-bit command output, command [m-1:0], the control automaton uses to generate “the com-
mand” toward the controlled subsystem

* the n-bit input £lags [q-1:0] the control automaton uses to receive information, represented by
some independent bits, about “what happens” in the controlled subsystems commanded by the
output command [m-1:0].
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operation[p-1:0]
flags[q-1:0] “What to do

N generic CLC(ROM)
”What happens”

state[n-1:0]

| ¢ |

command [m-1:0]

”The command”

Figure 4.28: Control Automaton. The functional definition of control automaton. Control means to issue
commands and to receive back signals (flags) characterizing the effect of the command.

Since, as we know, the maximum theoretical size of a random (complex) combinational circuit de-
pends exponentially on the number of inputs, we must treat the number of inputs of the system in the

generic version of Figure 6.5 very carefully. Some very useful observations can be made that allow the
drastic reduction of the complex combinational circuit:

* the input operation[p-1:0] is considered only when a sequence of micro-instructions is initi-
ated

* the inputs flags [q-1:0] have independent meaning and are considered independently at different
times of the generation of microinstruction sequences

* an important share of the transitions of this automaton generates linear sequences of microinstruc-
tions, so the next state can be coded by incrementing the current one

operation[n-1:0]

3l
L n 2 [«
optimized CLC(ROM) R | nMUX41
Sy So 0
-k E .
command [m-1:0] operation
INC commands [~
MOD CROM
TEST —>»| reset flags fe—
Y
< Y
flags[q-1:01 | | MuxT = 1C
!
—>]
? reset
a, b.

Figure 4.29: The simplest Controller with ROM (CROM). a. The Moore form of control automaton is

optimized using an incremented circuit (INC) to compute the most frequent next address for ROM. b. The logic
symbol for CROM.

In Figure 4.29 is represented an optimized form of the control automaton in which a series of simple
circuits have been introduced that allow the minimization of the large and complex circuit represented
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by the combinational logic circuit, CLC, which can be implemented in the form of a ROM (Read - Only
Memory). The role of these circuits is as follows:

MUXT : is used to select in each state only one flag from the set of g, because the current use of such a
system thought us that the sequence of microinstructions depends, in most o f cases, only by one
flag in any cycle

nMUX, : selects the transition mode of the automaton:

8180 =00 : the system is initialised in state 00...0
S1S0 =01 : the system takes one of its initial state corresponding to the microprogram
S180 = 10 : the next state of the system is selected from the output of the random CLC

S180 = 11 : the next state of the system is obtained by incrementing the value of the current state

INC : is the simple circuit of an increment circuit used to determine the next state of the system for the
linear sequence of the microprogram

TC : is a very simple and small combinational circuit used to select the transition mode of the automaton
according to the current state and of the flag selected by MUXT.

The size of optimized CLC(ROM) is dramatically reduced compared to the size of generic
CLC(ROM) because, as we know, each remove of an input of a CLC reduces its theoretical size to half.

CROM is a very good example for using, whenever possible, the segregation of simplicity from an
apparently very complex reality. With this circuit, we approach the class of automata circuits whose loop
is mainly closed by simple, functional circuits.

4.3 Functional Automata: the Simple Automata

The smallest automata before presented are used in recursively extended configuration to perform similar
functions for any n. From this category of circuits we will present in this section only the binary counters.
The next circuit will be also a simple one, having the definition independent by size. It is a sum-prefix
automaton. The last subject will be a multiply-accumulate circuit built with two simple automata serially
connected.

4.3.1 The Smallest Automaton: the T Flip-Flop

The size and the complexity of an automaton depends at least on the dimension of the sets defining it.
Thus, the smallest (and also the simplest) automaton has two states, Q = {0, 1} (represented with one
bit), one-bit input, T = {0,1}, and Q =Y. The associated structure in represented in Figure 4.30, where
is represented a circuit with one-bit input, T, having a one-bit register, a D flip-flop, for storing the 1-bit
coded state, and a combinational logic circuit, CLC, for computing the function f.

What can be the meaning of an one-bit “message”, received on the input T, by a machine having only
two states? We can “express” with the two values of T only the following things:

no op : 7 =0 - the state of the automaton remains the same

switch : 7 =1 - the state of the automaton switches.
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Figure 4.30: The T flip-flop. a. It is the simplest automaton because: has 1-bit state register (a DF-F), a 2-input
loop circuit (one as automaton input and another to close the loop), and direct output from the state register. b. The
structure of the T flip-flop: the X OR; circuits complements the state is 7 = 1. ¢. The logic symbol.

The resulting automaton is the well known T flip-flop. The actual structure of a T flip-flop is obtained
connecting on the loop a commanded invertor, i.e., a XOR gate (see Figure 4.30b). The command input
is T and the value to be inverted is Q, the state and the output of the circuit.

This small and simple circuit can be seen as a 2-modulo counter because for 7 = 1 the output “says”:
01010101... Another interpretation of this circuit is: the T flip-flop is a frequency divider. Indeed, if the
clock frequency is fck, then the frequency of the signal received to the output Q is fex /2 (after each
clock cycle the circuit comes back in the same state).

4.3.2 Counters

The first simple automaton is a composition starting from one of the function of T flip-flop: the counting.
If one T flip-flop counts modulo-2', maybe two T flip-flops will count modulo-2? and so on. Seems to
be right, but we must find the way for connecting many T flip-flops to perform the counter function.

For the synchronous counter? built with n T flip-flops, T;,—1, ..., Tp, the formal rule is very simple:
if INCy, then the first flip-flop, 7o, switches, and the i-th flip-flop, for i = 1,...,n — 1, switches only if
all the previous flip-flops are in the state 1. Therefore, in order to detect the switch condition for i-th
flip-flop an AND; | must be used.

Definition 4.12 The n-bit synchronous counter, COUNT,, has a clock input, CK, a command input,
INCy, an n-bit data output, Q,—1,...Qo, and an expansion output, INC,. If INCy = 1, the active edge of
clock increments the value on the data output (see Figure 4.31). ©

There is also a recursive, constructive, definition for COUNT,,.

Definition 4.13 An n-bit synchronous counter, COUNT, is made by expanding a COUNT,_| witha T
flip-flop with the output Q,,—1, and an AND,, 1, with the inputs INCy, Qp—1, ..., Qo, which computes INC,,
(see Figure 4.31). COUNT, is a T flip-flop and an AND, with the inputs Qo and INCy which generates
IN C]. o

Example 4.19 *The Verilog description of a synchronous counter follows:

>There exist also asinchronous counters. They are simpler but less performant.
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CK
T INCo
Ty1 INC, COUNT,—;
Q On—2 - Qo
INCy
INC,
' 0n On—2 e Qo

Figure 4.31: The synchronous counter. The recursive definition of a synchronous counter has Scount(n) €
0(n?) and Teoynt (1) € O(log n), because for the i-th range one TF-F and one AND; are added.
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File name: sync_counter. sy
Circuit name: Synchronous Counter
Description : structural description of a synchronous counter as a

T-type register loop connected with an AND prefix network
*************************************************************************/

module sync_counter #(parameter n = 8)(output logic [n-1:0] out ,
output logic inc_n ,
input logic inc_0 ,
reset y
clock )
t_reg t_reg( .out (out) ,
.in (prefix_out[n-1:0]) |,
.reset (reset) ,
.clock (clock) );
and_prefix and_prefix( .out (prefix_out) s
.in ({out, inc_0}) );
assign inc_n = prefix_out[n];
endmodule

[k wkkckkckkk ok Rk Rk Rk Rk ko kkkk Rk Rk Rk ok ok ok Rk ok kR kR kR k ok kkkk Rk Rk Rk ok ok ok kkkk Rk kkkkkkk Kk k k%

File name: t_reg.sv
Circuit name: T-type Register
Description : behavioral description of a register built using T—type

flip —flops instead of D-type flip flops
*************************************************************************/
module t_reg #(parameter n = 8)( output logic [n-1:0] out

)
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input logic [n-1:0] in ,
input logic reset ,
clock );
always_ff @(posedge clock) if (reset) out <= 0;
else out <= out ~ in;
endmodule

The reset input is added because it is used in real applications. Also, a reset input is good in simulation
because makes the simulation possible allowing an initial value for the flip-flops (reg[n-1:0] out in module
t_reg) used in design. ©

It is obvious that Ccopnt(n) € O(1) because the definition for any n has the same, constant size (in
number of symbols used to write the Verilog description for it or in the area occupied by the drawing
of COUNT,). The size of COUNT,, according to the Definition 4.4, can be computed starting from the
following iterative form:

Scount(n) = Scounr(n—1)+ (n+1)+Sr

and results:
SCOUNT(”) € 0(}12)
because of the AND gates network used to command the T flip-flop. The counting time is the clock
period. The minimal clock period is limited by the propagation time inside the structure. It is computed
as follows:
Tcount (n) = tyr +1tpann, +1su € O(log n)

where: t,7 € O(1) is the propagation time through the T flip-flop, 7,anp, € O(log n) is the propagation
time through the AND,, (in the fastest version it is implemented using a tree of AND, gates) gate and
tsy € O(1) is the set-up time at the input of T flip-flop.

In order to reduce the size of the counter we must find another way to solve the function performed
by the network of ANDs. Obviously, the network of ANDs is an AND prefix-network. Thus, the problem
could be reduced to the problem of the general form of prefix-network. The optimal solution exists and
has the size in O(n) and the time in O(log n) (see in this respect the section 8.2).

Finishing this short discussion about counters must be emphasized the autonomy of this circuit which
consists in switching in the next state according to the current state. We “tell” simply to the circuit

“please count”, and the circuit know what to do. The loop allow “him to know” how to behave.
Real applications uses more complex counters able to be initialized in any states or the count in both
ways, up and down. Such a counter is described by the following code:

/% % sk ok ok % sk ok sk ok sk sk ok sk o sk o sk ok sk ok sk ok ok sk ok sk o sk ok sk ok sk ok o sk ok ok ok sk o sk ok sk ok sk sk ok ok o ok ok sk ok sk ok ok sk ook ok sk sk ok k kR kR

File name: full _counter.sv
Circuit name: Full Counter
Description: behavioral description of a counter with all the possible

features (reset, load, up—count, down—count)
module full_counter #(parameter n = 4)(output logic [n-1:0] out ,
input logic [n-1:0] in ,
input logic reset ,
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always_ff @(posedge clock)

if (reset) out
else if (load) out
else if (count) if (down) out
else out
else out
endmodule

<=0

<= in

<= out - 1
<= out + 1
<= out

load
down
count
clock

127

The reset operation has the highest priority, and the counting operations have the lowest priority.

Program Counter (PC)

Program Counter (PC) is a special counter can be used as a logic block in the structure of a processor. It
control the evolution of the program execution. A version of a simple PC is represented in Figure 4.32,

where:

* a4-input multiplexor selects to the input of a register:

instruction on the linear part of the program

ditioned or a conditioned jump

* a zero detector combinational circuit provide the jump condition to

the address of an absolute jump provided by the current instruction

the address for an absolute jump when a call or a return instruction is executed

the incremented value of the PC stored in register in order to provide the address for the next

the value of PC added with the jump address in order to allow program to perform a uncon-

* a small random combinational circuit which generate the selection code for the multiplexor and
the increment command for the increment circuit according the command next generated by one
field of the instruction and according to the condition provided by zero and the interrupt signal

int.
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Figure 4.32: Program Counter

The transition set this circuit is controlled by the selNextPC combinational circuit described as

follows::

[k wkkckkkkkk Rk Rk Rk ok kkkk Rk Rk Rk ok kkwk Rk Rk Rk kK kR ok Rk Rk ok k ok wkw ok kk kK kK

File: selNextPC.sv
Name :
Description :

kkkkkRk ok Rk Rk R E Rk R Rk Rk Rk Rk R kkkkkk Rk kkkkkkk Rk Rk kkkwkwkwkkkkkk %/

module selNextPC (

always_comb
if (int)
else
case (next)
3°b000:
3°b001 :
3°b010:
3°b011:
3°b100:
3°bl01:

3°b110:

output logic [1:0] sel

output logic inc
input logic [2:0] next
input logic Zero
input logic int
{inc, sel} = 3’bxll ;

// increment PC

{inc ,sel} = 3°b100 ;

// unconditional relative
{inc,sel} = 3°bx01 ;

// unconditional absolute
{inc ,sel} = 3°bx10 ;

// return from subroutine
{inc,sel} = 3’bxll ;

// branch if zero
{inc,sel} = zero ? 3’bx0l
// branch if not zero

{inc ,sel} = !zero ? 3°bx01
// halt

{inc,sel} = 3°b000 ;

default:{inc,sel} = 3°b100 ;

endcase
endmodule

il
il
£}

£l

);

Jjump

Jjump

3°b100 ;

3°b100 ;
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In a real system, the connection of this circuit will be done taking into account the temporal relation-
ships that must be optimized. As a rule, such relationships are established using pipeline registers.
4.3.3 Structured State Space Automaton(S>A)

Definition 4.14 The function:
P(i,n,X0,X1,...,Xp—1) = X;i

is the projection (selection) function which returns the i-th element from a set of n elements.
o

Definition 4.15 A 3-port S*A is defined by: S?°A = (F x X x D x LX R;Y ;.7 f,g) where:
o = (SoxS1X...,xSpu_1)withS; ={0,1}" fori=0,...,m—1is the structured state space
« H={0,1}!9%27 js used to select a function from the set {ho,hy,...,h,}

* X ={0,1}" is the finite set of inputs binary represented on n bits

Y = ({0,1}" x {0, 1}") is the finite set of outputs binary represented by two n-bit words

D = L=R={0,1}98:™ gre sets of pointers in the Cartesian product .
* g:(LxR)— (SL X Sg) is the output transition function

* f:(HXxXXDxLXRX.?)— Sp is the state transition function of form hy : (X,SL,Sg) — Sp.

An S3A is implemented using a synchronous RAM to store the state. The inputs D,L,R are the
address which select the elements of the Cartesian product stored in the m locations of the RAM. The
efficiency of this approach could be evaluated as follows. The execution time for a full transition of
S3A is m times bigger than for the equivalent standard automaton, because only one element of the
Cartesian product can be computed in one cycle. Therefore the time performance is 1 /m. The size of the
combinational circuit for f belongs, in the worst case, to 0(22"“"5’”’ ), while for the standard automaton
it belongs, in the worst case, to O""+/°%2P Results a decrease in size belonging to O(2""~2)). The time
performance decreases linearly with m, while the size decreases exponentially with m. There is no room
for debate: when possible, the S3A is the solution.

4.3.4 Multi-port S°A

Because the binary functions dominate the class of arithmetic and logic functions, multi-port S*>As are
used in designing the executing core of any processing element. The most frequently used multi-port
S3A is a 3-port S’A. Two ports are used to fetch the operands and the third for selecting the destination
of the result. The following definition refers only the the half-automaton, because only the way the
loop is closed in important. We can get the output of the system in various ways, depending on the
application.gg

Definition 4.16 A 3-port Structured State Space Half-Automaton, S*HA is defined as following:
S3HA = (X x DA x LA x RA,Q, f)

where:
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le—— write_enable
clock
e— dest_addr
register_file
e— left_addr
[e— right_addr
in ¢ - left_out
Y > right_out
load —* MUX
! Y
func
ALU
carryOut carryln
out

Figure 4.33: 32-bit RALU.

Q=(0Q0XxX Q1 X...,xXQq_1) : is the structured state space described as a Cartesian set of elements
binary represented on m bits

* X : the finite set of inputs binary represented on p bits

* DA : the finite set of codes used to select the element of the set Q to be modified (is the destination
of the change) in the current state transition

* LA : the finite set of codes used to select the element of the set Q to be used as left operand in the
current state transition

* RA : the finite set of codes used to select the element of the set Q to be used as right operand in
the current state transition

* f: (X XxLAXRAXQ)=(XxP(i,5,Q) x P(j,s5,Q)) = (X x Qi x Q) — P(k,s,Q) = O is the
state transition function where i € LA, j € RA, k € DA

Example 4.20 Let be a RALU designed with two modules already presented in the previous sections:
the ALU exemplified in Example 2.4 and the register file presented in Simulation 3.12. In Figure 4.33 is
represented the schematic of a 32-bit RALU.
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/*>l<*************>l<************>l<********************************************
File: RALU. sv
Circuit name: RALU: Register file with Arithmetic and Logic Unit
Description : register file with 16 32—-bit register and an ALU with 8

generic arithmetic and logic functions.
***********************>l<************>l<************************************/
module RALU( output logic [31:0] left_out s

output logic [31:0] right_out ,

output logic carryOut ,

input logic load ,

input logic [3:0] right_addr

input logic [3:0] dest_addr ,

input logic write_enable ,
input logic [31:0] in s
input logic carryln ,
input logic [2:0] func ,
input logic clock )

logic [31:0] out ;

register_file rf( .left_operand (left_out ),
.right_operand (right_out ),
.result (out ),
.left_addr (left_addr ),
.right_addr (right_addr ),
.dest_addr (dest_addr ),
.write_enable (write_enable ),
.clock (clock ));
ALU alu (. carryln (carryln ),
. func (func ),
.left (load ? in : left_out ),
.right (right_out ),
.carryOut (carryOut ),
.out (out ));
endmodule

4.4 Concluding about automata

A new step is made in this chapter in order to increase the autonomous behavior of digital systems. The
second loop looks justified by new useful behaviors.

Synchronous automata need non-transparent state registers The first loop, closed for gain the stor-
ing function, is applied carefully to obtain stable circuits. Tough restrictions can be applied (even number
of inverting levels on the loop) because of the functional simplicity. The functional complexity of au-
tomata rejects any functional restrictions applied for the transfer function associated to loop circuits. The
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unstable behavior is avoided using non-transparent memories (registers) to store the state’. Thus, the
state switches synchronized by clock. The output switches synchronously for delayed version of the
implementation. The output is asynchronous for the immediate versions.

The second loop means the behavior’s autonomy Using the first loop to store the state and the second
to compute any transition function, a half-automaton is able to evolve in the state space. The evolution
depends by state and by input. The state dependence allows an evolution even if the input is constant.
Therefore, the automaton manifests its autonomy being able to behave, evolving in the state space, under
constant input. An automaton can be used as “pure” generator of more or less complex sequence of
binary configuration. the complexity of the sequence depends by the complexity of the state transition
function. A simple function on the second loop determine a simple behavior (a simple increment circuit
on the second loop transforms a register in a counter which generate the simple sequence of numbers in
the strict increasing order).

Simple automata can have n states When we say n states, this means n can be very big, it is not
limited by our ability to define the automaton, it is limited only by the possibility to implement it using the
accessible technologies. A simple automata can have n states because the state register contains log n flip-
flops, and its second loop contains a simple (constant defined) circuit having the size in O(f(logn)). The
simple automata can be big because they can be specified easy, and they can be generated automatically
using the current software tools.

Complex automata have only finite number of states Finite number of states means: a number of
states unrelated with the length (theoretically accepted as infinite) of the input sequence, i.e., the number
of states is constant. The definition must describe the specific behavior of the automaton in each state.
Therefore, the definition is complex having the size (at least) linearly related with the number of states.
Complex automata must be small because they suppose combinational loops closed through complex
circuits having the description in the same magnitude order with their size.

Control automata suggest the third loop Control automata evolve according to their state and they
take into account the signals received from the controlled system. Because the controlled system receives
commands from the same control automaton a third loop prefigures. Usually finite automata are used as
control automata. Only the simple automata are involved directly in processing data.

An important final question: adding new loops the functional power of digital systems is expanded
or only helpful features are added? And, if indeed new helpful features occur, who is helped by these
additional features?

4.5 Problems

Problem 4.1 Design (schematic on paper and System Verilog code) and simulate a sequential circuit
with the state stored in serialReg[4:0] which evolves as follows in each clock cycle:
serialReg[4:0] <= XOR(serialReg[2], serialReg[1]), serialReg[4:1]

3 Asynchronous automata are possible but their design is restricted by to complex additional criteria. Therefore, asyn-
chronous design is avoided until stronger reason will force us to use it.
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Problem 4.2 Design an automaton which receives sequences of the form 01 and detects if the number
of Os is odd or even. Draw the graph, write the System Verilog code and simulate the behavior.

Problem 4.3 Design a finite automaton which receives streams of symbols fro the set {a,b,c} and
detects the sequences of form a"b"c, with n,m > Q.

Problem 4.4 Design in System Verilog and test an automaton that validates the entry of a given text. The
text is "cat”. The data is validated by "enable” active high and the 2 outputs are activated as follows:
“pass” is activated when the password was entered correctly, “fail” is activated when the password was
entered incorrectly. The automaton must not remain blocked so that the text can be re-entered.

It is requested the flowchart / transition graph of the automaton is also required. Interface:

input logic clock,
input logic reset,
input  logic enable,
input logic  [7:0] dataln,
output logic pass,
output logic fail,

Problem 4.5 The implementation and simulation of a frequency divider is required that receives a clock
signal with a period of #2 and generates a signal with a period of #26 (fixed).

Problem 4.6 Design and simulate a system that receives at its input two pulse trains that change syn-
chronously with the clock but have a random shape (the alternation of 0 and 1 is arbitrary). The system
starts from reset and stops with the output of an active bit on 1 when the difference between the clock
intervals in which the inputs were identical and the clock intervals in which they were different exceeds
the value of the input in[7:0].

Problem 4.7 Design a finite automaton that receives as input strings formed by symbols belonging to
the set {a, b, c, e} and recognizes sequences of the type:

...eed"b*c"ee ...
forn,m > 0.
1. Draw the graph for the associated Mealy automaton

2. Simulate the automaton in the delayed Mealy version

Problem 4.8 Design and simulate an automaton that measures the length of a synchronously received
pulse. The automaton has the following states:

* [nitial state in which it waits for the appearance of pulse X
* State in which it “measures” the duration of the pulse in the number of clocks it has been at 1

» State in which it emits, together with a validation signal, the number of maximum 32 bits obtained.
From this state it returns to the initial state.
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module aut( input logic x, reset, clock,
output logic valid ,
output logic [31:0] wvalue);

e;r'u'imodule
Problem 4.9 Design a finite automaton that receives as input strings formed by symbols belonging to
the set {a, b, c, e} and recognizes sequences of the type:

...eed"bc"ee. ..
forn,m> 0.
1. Draw the graph
2. Draw the flowchart for the associated Mealy automaton
3. Simulate the automaton.

Problem 4.10 Write the Verilog structural description for the universal 2-input, 2-state programmable
automaton.

Problem 4.11 Design a reversible counter defined as follows:

module smartest_counter #(parameter n = 16)
( output logic [n-1:0] out ,
input logic [n—-1:0] in , // preset value
input logic reset , // reset counter to zero
input logic load , // load counter with ’in’
input logic down , // counts down if (count)
input logic count , // counts up or down
input logic clock )
/7 ...
endmodule

Problem 4.12 Let be the finite automaton defined in Figure 4.34. Do the following:
1. assign the sate codes in two versions:

(a) according priority to the reduce dependency coding style

(b) according priority to the minimal variation coding style

2. implement the two versions of the finite automaton.
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Figure 4.34:
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Chapter 5

PROCESSORS:
Third order, 3-loop digital systems

The soft overcomes the hard in the world
as a gentle rider controls a galloping horse.

Lao Tzu!

The third loop allows the softness of symbols to act im-
posing the system’s function.

In order to add more autonomy in digital systems the third loop must be closed. Thus, new effects
of the autonomy are used in order to reduce the complexity of the system. One of them will allow us to
reduce the apparent complexity of an automaton, another, to reduce the complexity of the sequence of
commands, but, the main form of manifesting of this third loop will be the control process.

The third loop can be closed in three manners, using the three types of circuits presented in the
previous chapters.

* The first 3-OS type system is a system having the third loop closed through a combinational circuit,
i.e., over an automaton or a network of automata the loop is closed through a 0-OS (see Figure
5.1a).

* The second type (see Figure 5.1b) has on the loop a memory circuit (1-OS).

* The third type connects in a loop two automata (see Figure 5.1c). This last type is typical for 3-OS,
having the processor as the main component.

All these types of loops will be exemplified emphasizing a new and very important process appearing
at the level of the third order system: the segregation of the simple from the complex in order to
reduce the global (apparent) complexity.

'Quote from Tuo Te King of Lao Tzu translated by Brian Browne Walker.
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Figure 5.1: The three types of 3-OS machines. a. The third loop is closed through a combinational circuit
resulting less complex, sometimes smaller, finite automaton. b. The third loop is closed through memories allowing
a simplest control. ¢. The third loop is closed through another automaton resulting the Processor: the most
complex and powerful circuit.

5.1 Automata using counters as registers

Are there ways to “extract” more “simplicity” by segregation from the PLA associated to an automaton?
For some particular problems there is at least one more solution: to use a synchronous setable counter,
SCOUNT,. The synchronous setable counter is a circuit that combines two functions, it is a register
(loaded on the command L) and in the same time it is a counter (counting up under the command U).
The load has priority before the count.

Instead of using few one-bit counters, i.e. JK flip-flops, one few-bit counter is used to store the state
and to simplify, if possible, the control of the state transition. The coding style used is the incremen-
tal encoding (see E.4.3), which provides the possibility that some state transitions to be performed by
counting (increment).

Warning: using setable counters is not always an efficient solution!

Follows two example. One is extremely encouraging, and another is more realistic.

Example 5.1 The half-automaton associated to the codes assignment written in parenthesis in Figure 7?
is implemented using an SCOUNT,, with n = 2. Because the states are codded using increment encoding,
the state transitions in the flow-chart can be interpreted as follows:

* in the state qq if empty = 0, then the state code is incremented, else it remains the same
* in the state q, if empty = 0, then the state code is incremented, else it remains the same

* in the state q; if done = 1, then the state code is incremented, else it remains the same
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* in the state q3 if full =0, then the state code is incremented, else it remains the same
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Figure 5.2: Finite half-automaton implemented with a setable counter. The last implementation of the
half-automaton associated with FA from Figure ?? (with the function defined in Figure ?? where the states coded
in parenthesis). A synchronous two-bit counter is used as state register. The simple four-input MUX commands
the counter.

Results the very simple (not necessarily very small) implementation represented in Figure 5.2, where
a 4-input multiplexer selects according to the state the way the counter switches: by increment (up = 1)
or by loading (load = 1).

Comparing with the half-automaton part in the circuit represented in Figure ??, the version with
counter is simpler, eventually smaller. But, the most important effect is the reducing complexity. ¢

5.2 Loops closed through memories

Because the storage elements do not perform logical or arithmetical functions - they only store - a loop
closed through the 1-OS seems to be unuseful or at least strange. But a selective memorizing action is
used sometimes to optimize the computational process! The key is to know what can be useful in the
next steps.

The previous two examples of the third order systems belongs to the subclass having a combinational
loop. The function performed remains the same, only the efficiency is affected. In this section, because
automata having the loop closed through a memory is presented, we expect the occurrence of some
supplementary effects.

In order to exemplify how a trough memory loop works an Arithmetic & Logic Automaton — ALA
— will be used (see Figure 5.3a). This circuit performs logic and arithmetic functions on data stored in
its own state register called accumulator — ACC —, used as 1eft operand and on the data received on its
input in, used as right operand. A first version uses a control automaton to send commands to ALA,
receiving back one flag: crout.

A second version of the system contains an additional D flip-flop used to store the value of the CR,,;
signal, in each clock cycle when it is enabled (E = 1), in order to be applied on the CR;, input of ALU.
The control automaton is now substituted with a command automaton, used only to issue commands,
without receiving back any flag.

Follow two example of using this ALA, one without an additional loop and another with the third
loop closed trough a simple D flip-flop.
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Figure 5.3: The third loop closed over an arithmetic and logic automaton. a. The basic structure: a
simple automaton (its loop is closed through a simple combinational circuit: ALU) working under the supervision
of a control automaton. b. The improved version, with an additional 1-bit state register to store the carry signal.
The control is simpler if the third loop “tells” back to the arithmetic automaton the value of the carry signal in the
previous cycle.

Version 1: the controlled Arithmetic & Logic Automaton

In the first case ALA is controlled (see Figure 5.3a) using the following definition for the undefined
fields of < microinstruction> specified in 8.4.3:

<command> ::= <func> <carry>;
<func> ::= and | or | xor | add | sub | inc | shl | right;
<test> ::= crout | -;

Let be the sequence of commands that controls the increment of a double-length number:

inc cjmp crout bubu // ACC = in + 1
right jmp cucu // ACC = in
bubu inc // ACC = in + 1

cucu

The first increment command is followed by different operarion according to the value of crout. If
crout = 1 then the next command is an increment, else the next command is a simple load of the upper
bits of the double-length operand into the accumulator. The control automaton decides according to the
result of the first increment and behaves accordingly.



5.2. LOOPS CLOSED THROUGH MEMORIES 141

Version 2: the commanded Arithmetic & Logic Automaton

The second version of Arithmetic & Logic Automaton is a 3-OS because of the additional loop closed
through the D flip-flop. The role of this new loop is to reduce, to simplify and to speed up the routine
that performs the same operation. Now the microinstruction is actualized differently:

<command> ::= <func>;
<func> ::= right | and | or | xor | add |

sub | inc | shl | addcr | subcr | inccr | shlcr;
<test> ::= - ;

The field <test> is not used, and the control automaton can be substituted by a command automaton.
The field <func> is codded so as one of its bit is 1 for all arithmetic functions. This bit is used to enable
the switch of D-FF. New functions are added: addcr, subcr, inccr, shlcr. The instructions xxxcr
operates with the value of carry F-F. The set of operations are defined now on in, ACC, carry with
values in carry, ACC, as follows:

right: {carry, ACC} <= {carry, in}

and:  {carry, ACC} <= {carry, ACC & in}
or: {carry, ACC} <= {carry, ACC | in}
xor:  {carry, ACC} <= {carry, ACC ~ in}
add: {carry, ACC} <= ACC + in

sub:  {carry, ACC} <= ACC - in

inc:  {carry, ACC} <= in + 1

shl: {carry, ACC} <= {in, 0%}

addcr: {carry, ACC} <= ACC + in + carry
subcr: {carry, ACC} <= ACC - in - carry
incecr: {carry, ACC} <= in + carry

shlcr: {carry, ACC} <= {in, carry}

The resulting difference in how the system works is that in each clock cycle CR;, is given by the
content of the D flip-flop. Thus, the sequence of commands that performs the same action becomes:

inc // ACC = in + 1
inccr // ACC in + Q

In the two previous use of the arithmetic and logic automaton the execution time remains the same,
but the expression used to command the structure in the second version is shorter and simpler. The
explanation for this effect is the improved autonomy of the second version of the ALA. The first version
was a 2-OS but the second version is a 3-OS. A significant part of the random content of the ROM from
CROM can be removed by this simple new loop. Again, more autonomy means less control. A small
circuit added as a new loop can save much from the random part of the structure. Therefore, this kind of
loop acts as a segregation method.

Specific for this type of loop is that adding simple circuits we save random, i.e., complex, structured
symbolic structures. The circuits grow by simple physical structure and the complex symbolic structures
are partially avoided.

In the first version the sequence of commands are executed by the automaton all the time in the same
manner. In the second version, a simpler sequence of commands are executed different, according to
the processed data that impose different values in the carry flop-flop. This “different execution” can be
thought as an “interpretation”.
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In fact, the execution is substituted by the interpretation, so as the apparent complexity of the sym-
bolic structure is reduced based on the additional autonomy due to the third structural loop. The au-
tonomy introduced by the new loop through the D flip-flop allowed the interpretation of the commands
received from the sequencer, according to the value of CR.

The third loop allows the simplest form of interpretation, we will call it static interpretation. The
fourth loop allows a dynamic interpretation, as we will see in the next chapter.

5.3 Processors

Third-order systems are mainly represented by processing circuits. By processing we understand the
modification of the symbolic structure of data in a way described by the symbolic structure of programs.
Both data and programs are stored in RAM memories. The processing involves the following operations:

FETCH : reading from memory the current instruction
OPERATION : operation according to the current instruction which may consist of

* changing the internal state of the processor

— using only the processor’s internal salt

— data fetched from memory

* modification of the data contained in the memory
NEXT : calculating the address of the next instruction
In the last 80 years, two extreme forms of implementing a processor have been imposed:
¢ the CISC processor (Complex Instruction Set Computer)
¢ the RISC processor (Reduction Instruction Set Computer)
derived from two abstract models configured in the 1940s:
* the von Neumann abstract model
* the Harvard abstract model

The distinction between these models materialized in hardware structures that were differentiated into
two clearly distinct categories:

* processors that operated on the data by interpreting the instructions, which involves decomposing
each instruction, usually complex, from the program into a sequence of microinstructions

* processors that operate on data by executing instructions, which involves the operation of a simple
instruction in a single clock cycle

In the set of instructions of a RISC processor, only those instructions will be found that are simple,
frequent and allow the realization of any instruction from the set of a CISC processor through a sequence
of instructions.
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5.3.1 Interpretive Processor: CISC Processor (RALU & CROM)

Generic structure of a CISC processor is represented in Flgure 5.4, where:
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Figure 5.4: Hardware structure of a simple CISC.

Instruction Register : stores the current instruction during the interpretation which is a multi-cycle
process

RALU : plays a role similar to the one in the EP structure (see ??); additionally has the role of mem-
orizing the address of the subroutine run as a result of accepting the interrupt signal (inta), to
which it adds a register for saving the return address from the subroutine

CROM : controls all the stages in the interpretation process by generating the enable signals for In-
struction Register, Register File, and external memory; the inta signal is managed according to
its internal state (in some cases a inta can be managed by a small and simple additional automaton
serially connected in CROM.)

Multiplexor : allows, under the control of CROM, to use the command fields directly form Instruction
Register or generated by CROM

The too high complexity that the CROM units reached in the economy of a processor and the statistics
regarding the frequency with which the complex instructions were operated, led to the abandonment of
this path of evolution. But history sometimes has surprising cycles. So the CISC approach also deserves
a little attention.
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5.3.2 Executive Processor: RISC Processor (RALU & PC)

Generic structure of a RISC processor is represented in Flgure 5.5, where:
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Figure 5.5: Hardware structure used for defining the architecture of a simple RISC.

RALU : plays a role similar to the one in the EP structure (see ??), but we can give up locating the PC
here, for which we promote a specific structure

PC : it operates on the PC in parallel with the RALU that operates on the data content of the Register
File, a fact that allows the execution of each instruction in a single cycle (of course, if we have
separate and fast enough memories for program and data)

DCD : itis a complex circuit but of very small size if we design an efficient coding of the instructions

The structure of the RISC processor is very simple, because the size of the DCD is insignificant. Instead
of the very complex and large combinational circuit (or ROM) in CROM, we now have a simple circuit.
From the size point of view, we can afford to increase the size of some resources because they are
simple. For example, we can have a larger Register File or/and an ALU with much more and more
complex functions.

Next, we will delve deeper into issues related to RISC processors.

5.4 Case Study: toyRISC Processor

We will present in detail the RISC version of the processor through a case study of a simple but elaborate
enough structure to illustrate the processor concept. We call toyRISC the processor that we will define,
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design and simulate.

5.4.1 The Concept of Processor’s Architecture

We will define the concept of architecture with a small historical introduction. At the beginning of
the 1960s, the company IBM (International Business Machine) had already launched several computer
versions on the market, enough to highlight an unpleasant effect: for each new computer, the entire
software development had to be reconsidered due to the hardware structure that justifiably suffered major
changes. As a consequence, on the occasion of the launch of a new series in [?] [?], the concept of the
architecture of a computing system is proposed.

By the architecture of a processor we understand the structural resources by which the internal state
of the processor is defined and the set of instructions by which this internal state evolves. Nothing about
the way the structural resources are designed, or about their performance. The internal structure and its
performance are at the discretion of the hardware designer. On the other hand, the way in which the set
of instructions is used by the software designers is not the object of the architectural definition.

The architecture is, consequently, an interface between the hard and soft designers so that for long
periods of time (in which several versions of the hard can be implemented) the already written software
can be run on any new hard version . The assumed high cost of software development imposed this
“inheritance” mechanism.

The architectural approach proves very useful for a limited number of hardware generations, but
becomes a burden when technological conditions and market requirements change significantly.

The representation from Figure 5.5 represents the first stage in defining the architecture of a simple
RISC processor, let’s call it foyRISC. The next stage will be the micro-architectural definition used to
specify the one-cycle micro-operations performed by each blocks. Finally, the Instruction Set Architec-
ture (ISA) defined the instructions used to assembly the programs loaded in the program memory of the
system.

5.4.2 toyRISC Micro-architecture

The micro-architecture of the processor toyRISC exemplified in Figure 5.5 is defined by the following
storage resources:

pc[15:0] : the register used as program counter
ei : the state of an automaton used to enable the action of the interrupt signal int
rf[0:31][31:0] : the register file

while the file DEFINES. vh with the micro-operations executed by PC (the control operations), RALU
(the arithmetic and logic operations) and DCD (memory transfer commands). The defined micro-
operations represent only a part of what can be defined on the physical support provided by the structure
represented in Figure 5.5. The reader can add additional operations using the following defined mecha-
nisms.

/* sk sk sk ok sk sk sk sk sk sk ok sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk ok sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk ok sk sk sk skosk sk ok sk sk sk ok sk sk ok skoskosk ok skosk
File name: DEFINES. vh
MICROARCHITECTURE
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// CONTROL

‘define nop 6°b00_0000
‘define rjmp 6°b00_.0001
‘define zbr 6°b00.0010
‘define nzbr 6°b00_0011
‘define ret 6°b00.0101
‘define halt 6°b00.0110
‘define eint 6°b00_.1000
‘define dint 6°b00_.1001
// ARITHMETIC & LOGIC, for
‘define add 6°b11.0000
‘define sub 6°b11.0001
‘define addv 6°b11.0010
‘define mult 6’b11_.0011
‘define multv 6’b11.0100
‘define addc 6’°b11.0101
‘define subc 6°b11.0110
‘define addvc 6’bl11_0111
‘define Ish 6°b11.1000
‘define ash 6’b11_.1001
‘define move 6’b11.1010
‘define swap 6’bl1_1011
‘define bwnot 6°b11_.1100
‘define bwand 6°bl11_.1101
‘define bwor 6’bl1_.1110
‘define bwxor 6’bl1_1111
// MEMORY, for these
‘define read 6°b10.0000
‘define load 6°b10_0111
‘define store 6’b10_.1000
‘define val 6’b01_0111

// no operation: pc<=pc+lI;

// relative jump: pc<=pc+v;
// pc<=(rf[l]=0) ? pc+v:pc+l
// pc<=!/(rf[l]=0) ? pc+v:pc+l
// return: pc<=rf[l][15:0];
// halt unitil interrupt

// set enable interrupt

// set disable interrupt
these instructions: pc<=pc+1;
[/ rfld]<=rf[l]+rf[r];
/orfldj<=rf[l]-rf[r];

// rfld]<=rf[l]+v;

// rfld]<=rf[l]+xrf[r];

// rfld]<=rf[l]=v;

// rfld]<=(rf[l]+rf[r]}[32];
/orfld]<=(rf[l]-rf[r])[32];
[/ rfld]<=(rf[l]+v)[32];

// rfld]<=rf[l] > 1;

/0 orfld]<={rf[l][31], rf[l][31:1]};
// rfld]<=rf[l];

/0 rfld]<={rf[L1][15:0],rf[1][31:16]};
// rfld]<="rf[l];

// rfld]<=rf[l]&rf[r];

/1 orfldi<=rfl L] rflr];
/orfldl<=rf[L]"rflr];

instructions: pc=pc+I1;

// read from dataMemory[rf[l]];
// rfld]<=dataOut;

// dataMemory[rf[l]]<=rf[r];

/7 rfld]<={{16+{v[15]}},v};

The signal reset acts in PC (pc <= -1) and in DCD by initializing the enable interrupt
automaton ei (ei <= 0, which means disable). Nothing in RALU is submitted to the initialization.
The PC block, controls the evolution of the program counter register pc. The content of this register

evolves:

* by increment with 1 on the linear part of the program

* by increment with the immediate value provided by the instruction code

* by set to a value provided by the content of a register from the register file

* by set to a value provided by the instruction code (can be used to expand the set of operations
already defined in Figure ??).

The RALU block, is mainly under the direct and full control of the instruction code instr provided
directly from the output of the program memory. Onlu the write back signal we is provided by DCD.

There are two instruction formats:
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instr[31:0] = {opCode[5:0],d[4:0],1[4:0],r[4:0],noUse[10:0]} |
{opCode[5:0],d[4:0],1[4:0],v[15:0]}

where:
opCode : is the operation code which specifies three types of operations:

* control operations acting on:

— the value of the program counter, PC, which can be incremented of set to values accord-
ing to the jumps or branches executed in program unconditionally or conditionally (in
our simple processor, the only condition tested is if the value of the left operand is zero

— the state of the interrupt automaton used to enable the action of the interrupt signal
intIn

* arithmetic-logic operations modify the content the register file according to the operations
performed by ALU

* data transfer operations modify the content of the register file loading the immediate data or
the memory data; the content of the external data memory is modified according to address
and data stored in register file

d : specifies the destination of result provided by the ALU

1 : specifies the left operand of the current operation

r : specifies the right operand of the current operation

v : is the immediate value used as right operand in the current operation

The first format of instruction operate only with the content of registers, while the second operate with
the content of registers and an immediate value provided in the code of instruction: v.

5.4.3 toyRISC Instruction Set Architecture

The micro-architecture generates ISA by associating each micro operation of the operands and the des-
tination located in the file register. In Figure ?? is listed an inital form of ISA (it can be expanded by
adding micro-operations in the file DEFINE. hv).

/************************************************************************
toyRISC ’S ARCHITECTURE
************************************************************************/
NOP // no operation
RIMP(1b) // relative jumpto label ’lb’
ZBR(1,1b) // branch if rf[l]=zero at label ’lb’
NZBR(1,1b) // branch if rf[l]!/=zero at label ’lb’

RET(1) // return from subroutine: pc<=rf[l]

HALT // halt until interrupt is received, pc = pc
// for the following instructions: pc<=pc+I;

EINT // set enable interrupt

DINT // set disable interrupt
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ADD(d,1,r) // rfl[d]j<=rf[l]+rf[r];

SUB(d,1,r) // rfl[d]j<=rf[l]-rf[r];
ADDV(d,l,v) // rfld]j<=rf[l]+v;

MULT(d,1,r) // rf[d]j<=rf[l]=rf[r];
MULTV(d,1,v)// rf[d]<=rf[l]=v;

ADDC(d,1,r) // rfld]<=(rf[l]+rf[r]}[32];
SUBC(d,l1,r) // rfld]<=(rf[l]-rf[r])[32];
ADDVC(d,1,v)// rf[d]<=(rf[l]+v)[32];

LSH(d, 1) /7 rfld]<=rf[l] > I;

ASH(d, 1) /0 orfld]<={rf[l][31],rf[l][31:1]};
MOVE(d, 1) // rfld]<=rf[l];

SWAP(d, 1) /0 rfld]<={rf[L1][15:0],rf[1][31:16]};
NOT(d, 1) /7 rfld]<="rf[l];

AND(d,1,r) // rfld]<=rf[l]&rf[r];

OR(d,1,r) // rfld]<=rf[l]|rf[r];

XOR(d,1,r) // rfld]<=rf[l] rf[r];

READ(1) // read from dataMemory[rf[l]];
LOAD(d) // rfld]<=dataOut;

STORE(1,r) // dataMemory[rf[l]]<=rf[r];
VAL(d, V) // rfld]<={{16+{v[I5]}},v};

5.4.4 toyRISC Implementation

The toyRISC processor will be implemented using a behavioral description in what follows, to provide
a first picture of how circuits and information “work together” to provide complex functionality using a
hardware structure dominated by simple structures and a complex software program. Indeed, the majority
of the physical structure is made up of RALU and PC which are structures made up of simple circuits,
and the DCD is made up of some complexly configured circuits, in the sense that their definition is in the
same range as their size. On the other hand, the program that uses the toyRISC processor is a complex
binary configuration, in the sense that it does not allow a lossy compression that, alone, could provide a
compact representation. The program is what it is: a complex binary configuration.

The advantage of the combination between simple circuits and complex programs is at the functional
level. We can build large circuits, because they are simple and we can afford complex programs because
their design is done in a flexible environment where the error is tolerable because it is easily corrected.
It is not so easy to correct a circuit error. In this way, the functionality of digital systems can reach very
high levels of complexity.

We intend to test the competence of the toyRISC processor ignoring, at this stage, the performance
that does not represent the target we are pursuing. For performance, hardware and software techniques
are applied that exceed the circuit level to which we limit ourselves in this book. The next level of
performance is extensively addressed in [?] [?].

Behavioral description

Because the project that we describe below emphasizes only the functional aspects leaving aside the
aspects related to the performance, the description used for the main blocks are behavioral.
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toyRISC.sv file looks at it is structurally described because the three files included are associated to
the three main blocks represented in Figure 5.5: DCD, PC, RALU.

/*>l<*>l<****>l<*>l<******>l<*****>l<******>l<*****>l<******>l<****************************
File name: toyRISC. sv
toyRISC

***************>l<********************************************************/
‘include ”DEFINES.vh”
module toyRISC( input logic [31:0] instr R

output logic [15:0] nextPC ,

input logic intln ,

output logic inta ,

input logic [31:0] dataln

output logic [31:0] dataOut |,

output logic [15:0] addr ,

output logic read ,
output logic write ,
input logic reset ,
input logic clock )
logic [15:0] pc ;
logic ei ;

logic [31:0] rf[0:31];
logic [5:0] opCode ;
logic [4:0] d, 1, r ; // dest, Ift, right
logic [31:0] v i // immediate value
logic we ;
logic [1:0] muxSel ;

instr [31:26] ;

assign opCode

assign d = instr[25:21] ;
assign 1 = instr[20:16] ;
assign r = instr[15:11] ;
assign v = {{16{instr[15]}}, instr[15:0]};

‘include ”DCDtoyRISC.sv”

‘include ”PCtoyRISC.sv”

‘include "RALUtoyRISC.sv”
endmodule

A design for a real product is designed more carefully in terms of speed. For example, there are
some places where pipe registers are needed to increase the clock frequency. We are content in our
approach to illustrate the processing function as an important turning point in the structural evolution of
digital systems towards structure-information symbiosis. Only the functional competence of the mixture
circuit-program is considered in our approach. The performance is minimally considered or completely
ignored.

DCDtoyRISC.sv file is the first file that we include in the top module (see Figure ??) describes the
behavior of the decoder. It contains the 2-state interrupt automaton and the circuit which decodes the
signals sent to the data memory.
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/************************************************************************
File name: DCDtoyRISC. sv

toyRISC ’s DCD
************************************************************************/

always_ff @(posedge clock)

if (reset) ei <=0 ;
else begin if (opCode == ‘eint) ei <=1 ;
if (opCode == ‘dint) ei <= 0 ;
if (intln & ei) ei <= 0 ;
end
assign inta = intln & ei;

always_comb
casex (opCode)

‘read : read = 1°bl ;

‘store : write = 1°bl ;

default : {read, write} = 2°b0 ;
endcase

The interrupt automaton is designed to manage the acceptance of the action of the interrupt signal.
Initially, the automaton is set on the state disable interrupt (ei = 0), because the program decides
when the interrupt can be accepted, not before the register rf [31] is loaded with the address where the
program associated to the interrupt is loaded. When the interrupt is accepted (inta = 1), the automaton
switched in the state disable interrupt protecting the program from the action of another interrupt
before the current one does it work. At the end of the program launched by the interrupt the interrupt
automaton can be switched in the enable interrupt.

Important note: if the halt instruction runs and the interrupt automaton is in the disable state,
then the entire system is blocked and the only solution to enable its behavior is to reset it.

PCoyRISC.sv file is the second file included in the toyRISC. sv file. It describes a simple automaton,
the automaton whose state register in the program counter, pc. The automaton is an initial one. It can be
initialized by the reset signal in the state -1 to allow the evolution immediately after the end of reset
starting with the instruction stored ar the address O in the program memory. The PC automaton can also
be initialized with the value stored in rf [1]; mechanism that allows the return of the program execution
from the execution of the program associated with the interruption.

/************************************************************************
File name: PCtoyRISC. sv
toyRISC ’s PC

kokk Rk Rk kR kR kR kR ok ok ok kR ko xk Rk Rk kkkkkkk Rk Rk kkkkkwk Rk ok ok kkkxkw ok ko kkkkkwkwkkk k% %/

always _ff @(posedge clock) if (reset) pc <= -1 ;
else if (inta) pc <= rf[31];
else pc <= nextPC;

always_comb
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case (opCode

‘rjmp : nextPC = pc + v 3
‘zbf : nextPC = (rf[l] == 0) ? pc + v : pc + 1 ;
‘nzbf : nextPC = (rf[1] != 0) ? pc + v : pc + 1 ;
‘ret : nextPC = rf[1] ;
‘halt : nextPC = pc ;
default : nextPC = pc + 1 ;

Otherwise, the automaton evolves depending on the state it is in, pc, the command received via
opCode and depending on the value of the left operand which is tested if it is or not zero.

RALUtoyRISC.sv file is the third file included in the toyRISC.sv file. It describes also a simple
automaton. Its structured state, stored in a memory organized as a register file, is submitted to the
processing defined as the sequence of the arithmetic and logic operations performed by a simple circuit:
ALU.

The signal inta it also acts here, as in the case of the PC, having priority over the operation code
received from the program memory: register rf [30] takes the return value (pc+1) from the program
(subroutine) run as a result of the interruption.

The always form describes a half-automaton with the input:

{instr, inta, dataln, pc}
and the internal state as the following Cartesian product:

RF = {rf[0], rf[1], ..., rf[31]1}

/*>l<**********************************************************************
File name: RALUtoyRISC. sv
toyRISC ’s RALU
************************************************************************/
logic [32:0] addition ;
logic [32:0] subtract ;
logic [32:0] addval ;

Irf[1]+rf[r] ;
rf[1]-cf[r] ;
rf[1]+v ;

assign addition
assign subtract
assign addval

always_ff @(posedge clock)

if (inta) rf[30] <= pc + 1 ;
else
case (opCode)
‘add :rf[d] <= rf [1]+rf[r] ;
‘sub :rf[d] <= rf[1]-rf[r] ;
‘addv corf[d] <= rf[1]+v ;
‘mult rf[d] <= rf [1]*xrf[r] ;

‘multv : rf[d] <= rf[1]xv ;
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‘addc : rf[d] <= addition [32] ;
‘subc : rf[d] <= subtract[32] ;
‘addve : rf[d] <= addval[32] ;
‘Ish o rf[d] <= rf[1] > 1 ;
‘ash :orf[d] <= {cf[1][31],cf[1][31:1]} ;
‘move : rf[d] <= rf[1] ;
‘swap :orf[d] <= {cf[1][15:0],cf[1][31:16]} ;

‘bwnot : rf[d] <= “rf[1] ;
‘bwand : rf[d] <= rf[1]&rf[r] ;

‘bwor :rf[d] <= rf[1]]|cf[r] ;
‘bwxor : rf[d] <= rf[1]" rf[r] ;
‘load : rf[d] <= dataln 2
‘val o rf[d] <= v ;
default : rf[0] <= rf[0] ;
endcase
assign addr = rf[1][9:0];

assign dataOut rf[r] 5

The outputs associated to the half-automaton are described by the last two assign form which take
the address and data for data memory from directly form the register file’s output.

Structural description and testing

To obtain an image about how the processor toyRISC is organized we need a structural description.
The micro-architecture previously defined in file DEFINES. vh will be implemented starting with a top
module described structurally.

toyRISC.sv file is the file containing the top module for the toyRISC processor.

/********>k***************************************************************
File name: toyRISC.sv
**********************>l<*************************************************/
module toyRISC( input logic [31:0] instr ,

output logic [9:0] nextPC ,

input logic intln ,

output logic inta ,

input logic [31:0] dataln ,

output logic [31:0] dataOut ,

output logic [9:0] addr ,

output logic dataRead ,
output logic dataWrite ,
input logic reset ,
input logic clk )

logic [5:0] opCode

logic [4:0] d, 1, r ; // dest, left, right addresses for rf
logic [31:0] v ; // immediate value

logic [31:0] leftOp ;
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logic [9:0] pc g

logic

we ;

logic [1:0] sel ;

assign opCode

assign d
assign 1
assign r
assign v

instr [31:26]
instr[25:21]
instr [20:16]
instr[15:11]
= {{16{instr[15]}},

DCDtoyRISC DCD(opCode ,

PCtoyRISC

intln s
inta >
dataRead s
dataWrite s
we ,
sel s
reset ,
clk )
PC( nextPC s
pc¢ )
leftOp s
v[9:0] s
opCode ,
inta s
reset ,
clk )

RALUtoyRISC RALU( dataOut ,

assign addr :
endmodule // Synthesis results: #LUT=455, #FF=11, #DSP=6

leftOp R
pc 5
opCode ,
dataln s
v s
1 :
r ,
d :
sel s
we ,
inta ,
clk )
= leftOp[15:0]

)
)
)

£}

instr[15:0]};

153
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RALU
clk
di4:0]
datain31:0] [ datain(31:0]
inta
dk [ oc Ii4:0) dataOut[310] [ dmousio
: lefi 1
instr{31:0] D opCode[5:0] eftOp[31:0]
clk pcl90] > addr(9:0]
inta r[4:0]
—, leftOp[31:0] nextPC[9:0] sel[1:0]
opCodel[5:0] pc[9:0] v[31:0]
reset we
V0] RALUtoyRISC
PCtoyRISC [ nextrco0)
DCD
clk dataRead r“““{::> dataRead
intl Wri
intln > intln dataWrite > dataWrite
opCode[5:0] inta
reset [ >——— reset sel[1:0] > inta
we
DCDtoyRISC

Figure 5.6: Top level of the toyRISC processor.

DCDtoyRISC.sv file is the file describing the decoder module of the toyRISC processor.

/***>l<******>X<************>l<*************************************************
File name: DCDtoyRISC. sv

toyRISC ’s DCD
****>X<******>X<************>X<*******************>X<****************************/

‘include ”DEFINES.vh”

module DCDtoyRISC( input logic [5:0] opCode ,
input logic intln ,
output logic inta ,
dataRead s
dataWrite s
we ,
output logic [1:0] sel ,
input logic reset ,
clk );
// Interrupt automaton
logic ei ; // enable interrupt = state resgister
always _ff @(posedge clk) if (reset) ei <= 0;
else begin if (opCode == ‘eint) ei <= 1;
if (opCode == ‘dint) ei <= 0;
if (intln & ei) ei <= 0;
end

assign inta = intln & ei;
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// Decoding

assign dataRead = (opCode == ‘read) ?7 1’bl 1’°b0 ;
assign dataWrite = (opCode == ‘store) ? 1’bl : 1°b0 ;
assign we = inta | (opCode[5:4] == 2°bll) |
(opCode[5:4] == 2°b01) |
(opCode == 6°b10_0111) ;
always_comb if (inta) sel = 2°b00 ;
else if (opCode == ‘load) sel = 2°bl10 ;
else if (opCode == ‘val) sel = 2°b01 ;
else sel = 2°bll ;

endmodule

PCtoyRISC.sv file describes the program counter section of the toyRISC processor.

File name: PCtoyRISC. sv
************************************************************************/
module PCtoyRISC ( output logic [9:0] nextPC

output logic [9:0] pc ,

input logic [31:0] 1leftOp ,

input logic [9:0] \ ,

input logic [5:0] opCode ,

input logic inta ,
reset ,
clk );
always _ff @(posedge clk) if (reset) pc <= -1 ;
else if (inta) pc <= leftOp[9:0] ;
else pc <= nextPC ;
always_comb case (opCode)
‘rjmp : nextPC = pc + v 3
‘zbr : nextPC = (leftOp == 0) ? pc + v : pc + 1;
‘nzbr : nextPC = (leftOp != 0) ? pc + v : pc + 1;
‘ret : nextPC = leftOp ;
‘halt : nextPC = pc ;
default : nextPC = pc + 1 ;
endcase

endmodule

RALUtoyRISC.sv file describes the RALU unit of the toyRISC processor.
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/*>l<******>l<***************************************************************
File name: RALUtoyRISC. sv
************************************************************************/
module RALUtoyRISC( output logic [31:0] dataOut |,

output logic [31:0] leftOp ,

input logic [9:0] pc ,

input logic [5:0] opCode

input logic [31:0] dataln

v s
input logic [4:0] 1 ,
r >
d -
input logic [1:0] sel ,
input logic we ,
inta s
clk )
logic [31:0] leftIn ;
logic [31:0] rightln ;
logic [31:0] muxOut ;
logic [31:0] aluOut ;
registerFile regFile (. leftOp (leftIn ),
.1ightOp (rightIn),
.in (muxOut ),
.leftAddr (1 ),
.rightAddr (r ),
.destAddr (d ),
.we (we ),
.inta (inta ),
.opCode (opCode ),
.clk (clk ));
assign dataOut = rightln ;
assign leftOp = leftln ;
ALU alu (. out (aluOut),

.leftIn (leftln ),
.rightln (rightln),
.value (v ),
.opCode (opCode ));

bigMux bigMux( .aluOut (aluOut),
.dataln (dataln),

.value (v )
’pC (pc )7
.sel (sel ),

.muxOut (muxOut ));
endmodule
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registerFile.svfile describes the register file from RALU unit.

/************************************************************************
File name: registerFile.sv
************************************************************************/
module registerFile (output logic [31:0] leftOp s
rightOp ,
input logic [31:0] in ,
input logic [4:0] leftAddr ,

rightAddr ,
destAddr s
input logic we ,
input logic inta ,
input logic [5:0] opCode ,
input logic clk )

logic [31:0] «rf[0:31];
always _ff @(posedge clk) if (we) rf[inta ? 5°b11110 : destAddr] <= in
assign leftOp

assign rightOp
endmodule

rf[inta ? 5°bl11111 : leftAddr];
rf[rightAddr] ;

ALU.sv file describes the ALU unit from RALU.

/************************************************************************
File name: ALU. sv
************************************************************************/
‘include ”DEFINES.vh”
module ALU( output logic [31:0] out
input logic [31:0] leftln ,
rightIn ,
value s
input logic [5:0] opCode );

logic [32:0] addition ;
logic [32:0] subtract ;
logic [32:0] addval ;

assign addition = leftln + rightln ;
assign subtract leftIn — rightln ;
assign addval leftIn + value ;

always_comb
case (opCode)
‘add : out = addition[31:0]
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‘sub : out = subtract[31:0] ;
‘addv : out addval[31:0] ;

‘mult : out = leftln % rightln ;
‘multv  : out = leftln * value ;
‘addc : out = addition[32] ;
‘subc : out = subtract[32] ;
‘addvc : out = addval[32] ;
‘Ish : out = leftln >> 1 ;
‘ash : out = {leftIn[31], leftIn[31:1]} ;
‘move : out = leftln ;
‘swap : out = {leftIn[15:0], leftIn[31:16]} ;
‘bwnot : out = “leftln ;
‘bwand : out = leftln & rightln ;
‘bwor : out = leftIn | rightln :
‘bwxor : out = leftln " rightln :
‘rotate : out = {leftIn[0], leftIn[31:1]} 2
default : out = leftln ;
endcase

endmodule

bigMux.sv file describes the multiplexor from the input of the register file.

/************************************************************************
File name: bigMux. sv
************************************************************************/
module bigMux( input logic [31:0] aluOut
dataln ,
value ,
input logic [9:0] pc ,
input logic [1:0] sel ,
output logic [31:0] muxOut );

always_comb case(sel)

2°b00: muxOut = pc ;
2°b01: muxOut = value ;
2°b10: muxOut = dataln ;
2°bll: muxOut = aluOut ;

endcase
endmodule

RISCarch.sv file contains the mnemonics used in the definition of the assembly language for the
toyRISC processor.

[k kkkckkckkkk Rk Rk Rk Rk ok k ok Rk Rk Rk Rk ok Rk kk Rk Rk Rk kK kR ok Rk Rk kkkkkw ok Rk k kR k ok kkwk Rk k%
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File name: RISCarch. sv
************************************************************************/
NOP // no operation
RIMP(1b) // relative jumpto label ’lb’
BRZ(1,1b) // branch if rf[l]=zero at label ’lb’
BRNZ(1,1b) // branch if rf[l]!/=zero at label ’lb’

RET(1) // return from subroutine: pc<=rf[l]

HALT // halt until interrupt is received, pc = pc
// for the following instructions: pc<=pc+l;

EINT // set enable interrupt

DINT // set disable interrupt

ADD(d,1,r) // rfl[d]j<=rf[l]+rf[r];

SUB(d,l,r) // rfld]j<=rf[l]-rf[r];
ADDV(d,l1,v) // rfld]j<=rf[l]+v;

MULT(d,1,r) // rfld]<=rf[l]xrf[r];
MULTV(d,1,v)// rf[d]<=rf[l]=v;

ADDC(d,1,r) // rfld]<=(rf[l]+rf[r]}[32];
SUBC(d,1,r) // rfld]<=(rf[l]-rf[r])[32];
ADDVC(d,1,v)// rf[d]<=(rf[l]+v)[32];

LSH(d, 1) // rfld]<=rf[l] > 1;

ASH(d, 1) /0 orfld]<={rf[l][31], rf[l][31:1]};
MOVE(d, 1) // rfld]<=rf[l];

SWAP(d, 1) /0 rfld]<={rf[l][15:0],rf[1][31:16]};
NOT(d, 1) /7 orfld]<="rf[l];

AND(d,1,r) // rfld]j<=rf[l]&rf[r];

OR(d,1,r) // rfld]<=rf[l]|rf[r];

XOR(d,1,r) // rfld]<=rf[l] rf[r];

READ(1) // read from dataMemory[rf[l]];
LOAD(d) // rfld]<=dataOut;

STORE(1,r) // dataMemory[rf[l]]<=rf[r];
VAL(d, V) // rfld]<={{16+{v[15]}},v};

testRISC.sv file The test module, which is is the top module of the project, includes the two mem-
ories needed for the simulation: the data memory and program memory. The content of the program
memory is generated using the module RISCcodeGenerator which is also included in the next module.

/************************************************************************
File name: testRISC . sv
************************************************************************/

module testRISC;

logic inta :
logic intln :
logic reset ;
logic clk ;

logic [31:0] instr ;
logic [9:0] nextPC ;
logic [31:0] dataln ;
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logic [31:0] dataOut ;
logic [9:0] addr ;
logic dataRead ;
logic dataWrite ;
logic [31:0] dataMemory[0:1023] ;
logic [31:0] progMemory[0:1023] ;
logic [31:0] dataMemOut ;

integer i ;
‘include "RISCcodeGenerator.sv”

initial begin clk 0 ;
forever #1 clk “clk

end

initial begin
intln =1 ;
reset =1 ;
// DISPLAY THE CONTENT OF PROGRAM MEMORY
for (i=0; 1<16; i=i+1)
$display ("progMemory[%0d] _\t_=_%b", i,
progMemory[i]) ;
#4 reset =0 ;
#40 $finish ;
end

always _ff @(posedge clk) begin
if (dataRead) dataln <= dataMemory[addr] ;
if (dataWrite) dataMemory[addr] <= dataOut ;
instr <= progMemory[nextPC ] ;
end

toyRISC dut(instr ,
nextPC s
intln s
inta s
dataln s
dataOut s
addr s
dataRead s
dataWrite s
reset ,
clk )

// MONITOR FOR PROGRAM I[AOD & CONTROLLER
initial begin
$monitor (7 t=%0d _pc=%d ._RF=[%0d , .%0d , .%0d , .%0d ] .ei=%b._inta=%b” ,
$time ,
dut .PC.pc,
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dut .RALU. regFile . rf[0],
dut .RALU. regFile . rf[1],
dut .RALU. regFile . rf [2],
dut .RALU. regFile . rf[3],
dut .DCD. ei ,

dut.inta);

end
endmodule

RISCcodeGenerator.sv file describes the code generator used to translate the program written in
assembly into the executable code for toyRISC processor.

/* koo sk sk ok sk sk sk sk sk sk ok sk sk sk ok sk sk sk sk sk sk ok sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk ok sk sk sk skosk sk ok sk sk sk ok sk sk ok skosk sk ok skosk
File name: RISCcodeGenerator. sv
ks oskosk sk sk sk sk sk skosk sk sk sk sk sk sk sk ok sk sk sk sk sk sk ok sk sk sk sk sk sk sk sk skoske sk sk sk sk sk skoske sk sk sk sk sk skoske ok sk sk sk skoskosk sk sk sk sk sk skosk ok skoskosk sk skosk */
reg [5:0] opCode ;
reg [4:0] d ;
reg [4:0] 1 ;
reg [4:0] r ;
reg [15:0] v ;
reg [9:0] addrCounter ;
reg [9:0] labelTab[0:1023];

‘include ”DEFINES.vh”

task endLine;

begin
progMemory [ addrCounter [[31:0] =
{ opCode |,
d ;
1 ;
v } ;
addrCounter = addrCounter + 1 ;
end
endtask

// sets labelTab in the first pass
// associating ’counter’ with ’labellndex’
task LB ;

input [5:0] labellndex;

labelTab[labellndex] = addrCounter;
endtask
// uses the content of labelTab in the second pass
task ULB;

input [5:0] labellndex;
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vV =
endtask

CHAPTER 5. PROCESSORS:

// CONTROL INSTRUCTIONS
task NOP; // no operation

begin

end
endtask

opCode = ‘addv
d = 5°b0
1 = 5°b0
v = 16°b0
endLine

task RIMP; // relative jump

input

begin

end
endtask

task BRZ; // branch

input
input

begin

end
endtask

task BRNZ; // branch

input
input

begin

end
endtask

task RET; // return from subroutine

input

[15:0] 1label
opCode = ‘rjmp
d = 5°b0
1 = 5°b0
ULB(label)
endLine

if zero
[4:0] left
[9:0] label
opCode = ‘zbr
d = 5°b0
1 = left
ULB(label)
endLine

if not

[4:0] left
[9:0] label
opCode = ‘nzbr
d = 5°b0
1 = left
ULB(label)
endLine

[4:0] left

labelTab[labellndex] — addrCounter;

)

)

THIRD ORDER, 3-LOOP DIGITAL SYSTEMS
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begin

end
endtask

opCode = ‘ret ;
d = 5’b0
1 = left ;
v = 16’b0 ;
endLine ;

task HALT; // halt running

begin

end
endtask

task EI; //
begin

end
endtask

task DI; //
begin

end
endtask

// ARITHMETIC & LOGIC INSTRUCTIONS

opCode = ‘halt ;
d = 5’b0
1 = 5’b0 ;
v = 16°b0 ;
endLine 2

enable interrupt

opCode = ‘eint ;
d = 5’'b0 ;
1 = 5’'b0 ;
v = 16°b0 ;
endLine ;

disable interrupt

opCode = ‘dint ;
d = 5’b0
1 = 5’b0
v = 16’b0 ;
endLine ;

task ADD; // addition

input
input
input

begin

end
endtask

[4:0] dest ;
[4:0] left ;
[4:0] right ;
opCode = ‘add

d = dest

1 = left

v = {right ,
endLine

11°b0};

o
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task SUB; // subtract
input [4:0] dest ;
input [4:0] left ;
input [4:0] right ;

begin opCode = ‘sub ;

d = dest ;

1 = left ;

v = {right, 11°b0};

endLine ;
end
endtask

task ADDV; // addition with value
input [4:0] dest ;
input [4:0] left ;
input [15:0] value ;

begin opCode = ‘addv ;

d = dest ;

1 = left ;

v = value ;

endLine ;
end
endtask

task MULT; // multiplication
input [4:0] dest ;
input [4:0] left ;
input [4:0] right ;

begin opCode = ‘mult ;

d = dest ;

1 = left ;

\ = {right, 11°b0};

endLine ;
end
endtask

task MULTV; // multiplication with value
input [4:0] dest ;
input [4:0] left ;
input [15:0] wvalue ;

begin opCode = ‘multv;
d = dest ;
1 = left ;
v = value ;
endLine ;

end
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endtask

task ADDC; // carry from addition
input [4:0] dest ;
input [4:0] left ;
input [4:0] right ;

begin opCode = ‘addc ;

d = dest ;

1 = left ;

v = {right, 11°b0};

endLine ;
end
endtask

task SUBC; // carry from subtract
input [4:0] dest ;
input [4:0] left ;
input [4:0] right ;

begin opCode = ‘subc ;

d = dest ;

1 = left ;

\% = {right, 11°b0};

endLine ;
end
endtask

task ADDVC; // carry from addition with value
input [4:0] dest ;
input [4:0] left ;
input [15:0] wvalue ;

begin opCode = ‘addvc;

d = dest ;

1 = left ;

\% = value ;

endLine ;
end
endtask

task LSH; // logic shift with one position
input [4:0] dest ;
input [4:0] left ;

begin opCode = ‘lsh ;
d = dest ;
1 = left ;
v = 16°b0 ;

endLine ;
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end
endtask

task ASH; // arithmetic

input
input

begin

end
endtask

task MOVE; // data move

input
input

begin

end
endtask

task SWAP; // swap i

input
input

begin

end
endtask

task NOT; // bitwise

input
input

begin

end
endtask

[4:0]
[4:0]

opCode
d

1

v
endLine

[4:0]
[4:0]

opCode
d

1

v
endLine

[4:0]
[4:0]

opCode
d

1

\%
endLine

[4:0]
[4:0]

opCode
d

1

\
endLine

CHAPTER 5. PROCESSORS:

shift
dest ;
left ;

‘ash
= dest ;
= left ;
= 16°b0 ;

inside
dest ;
left ;

‘move
dest
left ;
= 16°b0 ;

dest ;
left ;

= ‘swap ;
= dest ;
= left ;
= 16°b0 ;

NOT
dest ;
left ;

= ‘bwnot;
= dest ;
= left ;
= 16°b0 ;

THIRD ORDER, 3-LOOP DIGITAL SYSTEMS

with one porition

register file

n register
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task AND; // bitwise AND

input
input
input

begin

end
endtask

[4:0]
[4:0]
[4:0]

opCode
d

1

\
endLine

task OR; // bitwise

input
input
input

begin

end
endtask

task XOR;
input
input
input

begin

end
endtask

[4:0]
[4:0]
[4:0]

opCode
d

1

v
endLine

// bitwise
[4:0]
[4:0]
[4:0]

opCode
d

1

v
endLine

dest ;
left ;
right ;

‘bwand
dest
left
{right ,

dest ;
left ;

= {right,

= {right,

// DATA TRANSFER INSTRUCTIONS
task READ; // data read

input

begin

end

[4:0]

opCode
d

1

v
endLine

left ;

‘read ;
5°b0
left ;
16°b0 ;

11°b0};

)

)

11°b0};

£}

11°b0};

)
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endtask

task LOAD; // data load
input [4:0] dest ;

begin opCode = ‘load ;

d = dest ;

1 = 5’b0 ;

\ = 16°b0 ;

endLine ;
end
endtask

task STORE; // data store
input [4:0] left ;
input [4:0] right ;

begin opCode = ‘store ;

d = 5’b0 ;

1 = left 2

v = {right, 11°b0};

endLine ;
end
endtask

task VAL; // value load
input [4:0] dest ;
input [15:0] value ;

begin opCode = ‘val ;
d = dest ;
1 = 5’b0
% = value ;
endLine ;
end
endtask
// RUNNING

initial begin addrCounter = 0;
‘include ”program.sv” // first pass
addrCounter = 0;
‘include ”program.sv” // second pass
end

Example 5.2 Registers from 0 to 4 are loaded with values 1 to 5 then in rf [0] all the values are added.

/* sk sk sk sk sk sk sk sk sk ook ok sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk ok sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk ok sk sk sk sk sk sk sk sk
File name: program.sv
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kk Rk Rk ok Rk Rk Rk Rk Rk ok Rk wk Rk Rk ok ok ok Rk ok kR ok kkkkkkk ok kR ok ok ok ok kkwkwkkkkkkkkwkwkkk k% %/

VAL(0, 1)
VAL(1,2)
VAL(2,3)
VAL(3 ,4)
VAL(4,5)
ADD(0,0,1)
ADD(0,0,2)
ADD(0,0,3)
ADD(0,0 ,4)
HALT

The monitor provides the following result of the running:

t=0
t=1
t=b
t=7
t=9
t=11
t=13
t=15
t=17
t=19
t=21
t=23
<&

Example 5.3 The memory operations are exemplified by the following program:

pc= X
pc=1023
pc=
pc=
pc=
pc=
pc=
pc=
pc=
pc=
pc=
pc=

© 0 N O O W N = O

aluOut=
aluQut=
alu0ut=
alulOut=
alu0ut=
alulOut=
aluQut=
alu0ut=
aluQut=
aluOut= 10
aluQut= 15
aluOut= 15

O WK P P, P XM

RF=[x,
RF=[x,
RF=[1,
RF=[1,
RF=[1,
RF=[1,
RF=[1,
RF=[1,
RF=[3,
RF=[6,
RF=[10,
RF=[15,

x, xJ
x, xJ
x, xJ
x, xJ
x, xJ]
x, xJ
4, x]
4, 5]
4, 5]
4, 5]
4, 5]
4, 5]

ei=x
ei=0
ei=0
ei=0
ei=0
ei=0
ei=0
ei=0
ei=0
ei=0
ei=0
ei=0

inta=x
inta=0
inta=0
inta=0
inta=0
inta=0
inta=0
inta=0
inta=0
inta=0
inta=0
inta=0

/************************************************************************
File name:
s s sk sk sk st sk sk sk ok sk sk sk sk st sk sk sk sk sk sk sk sk ok sk sk sk st s sk sk sk st sk sk sk sk sk sk s s st sk sk sk st sk sk sk sk ok sk sk sk st s sk sk sk o sk sk sk ok ok sk sk sk ok sk ok %/

program. sy

VAL(0,1)
VAL(1,55)
STORE(0, 1)
READ(0)
LOAD(2)
HALT

il
[l
[l
il

il

The monitor provides the following result of the running:

t=0
t=1
t=5

pc=  x aluQut= x RF=[x, x,
aluOut= x RF=[x, x,
aluOut= 1 RF=[1, x,

pc=1023
pc= O

X,
X,
X,

X, X] ei=x inta=x
X, x] ei=0 inta=0
x, x] ei=0 inta=0
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t=7 pc= 1 aluOut= 1 RF=[1, x, x, x, x] ei=0 inta=0

t=9 pc= 2 aluOut= 1 RF=[1, 55, x, x, x] ei=0 inta=0

t=11 pc= 3 aluOut= 1 RF=[1, 55, x, x, x] ei=0 inta=0

t=13 pc= 4 aluOut= 1 RF=[1, 55, x, x, x] ei=0 inta=0

t=15 pc= 5 aluOut= 1 RF=[1, 55, 55, x, x] ei=0 inta=0
o

Example 5.4 The interrupt works as in the following program:

/s s sk ok sk sk st sk sk sk sk sk sk sk ot sk sk st sk sk ok sk ok sk sk st s sk sk sk ok sk sk sk sk ok sk ke ok sk sk sk sk sk sk sk st sk sk sk sk sk ok sk ok sk sk sk sk sk ok sk ok sk sk ok sk ok ok ok ok ok
File name: program.sv
sk ok ok ok o R SR SRR R R R SR R R SRk Rk ok ol SR SRR SRR R R R SR Rl R kR sk Rk ok sk skl ok ok ok ok /

VAL(31,10) ;
VAL(2,23) ;
VAL(0,13) ;
EI ;
ADDV(0,0,2) ;
NOP ;
ADDV(0,0,4) ;
HALT ;
//NOP ;
NOP ;
NOP ;

// subroutine triggered by interrupt
DI ;
VAL(3 ,44) ;
RET(30) ;

t=0 pc= x aluOut= x RF=[x, x, x, X, x] ei=x inta=x
t=1 pc=1023 aluOut= x RF=[x, x, x, X, x] ei=0 inta=0
t=5 pc= 0 aluOut= x RF=[x, x, x, X, x] ei=0 inta=0
t=7 pc= 1 aluOut= =x RF=[x, x, X, X, x] ei=0 inta=0
t=9 pc= 2 aluOut= x RF=[x, x, 23, x, x] ei=0 inta=0
t=11 pc= 3 aluOut= 13 RF=[13, x, 23, x, x] ei=0 inta=0
t=13 pc= 4 aluOut= 12 RF=[13, x, 23, x, x] ei=1 inta=1
t=15 pc= 10 aluOut= 13 RF=[13, x, 23, x, x] ei=0 inta=0
t=17 pc= 11 aluOut= 13 RF=[13, x, 23, x, x] ei=0 inta=0
t=19 pc= 12 aluOut= 4 RF=[13, x, 23, 44, x] ei=0 inta=0
t=21 pc= 4 aluOut= 15 RF=[13, x, 23, 44, x] ei=0 inta=0
t=23 pc= 5 aluOut= 15 RF=[15, x, 23, 44, x] ei=0 inta=0
t=25 pc= 6 aluOut= 19 RF=[15, x, 23, 44, x] ei=0 inta=0
t=27 pc= 7 aluOut= 19 RF=[19, x, 23, 44, x] ei=0 inta=0
o

Example 5.5 The conditional branch is exemplified by the following program:
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/************************************************************************
File name: program.sv
************************************************************************/

LB

R A
NN, P P P, P2 O N0~ O
W~ O N0 W

i) e

(@] (@]
I I

ct
LR

t=25 pc=

O

VAL(0,3) :
(1); ADDV(0,0,-1);
NOP ;
BRNZ(0,1) ;
HALT ;

x aluOut= x RF=[x,

1023 aluOut= x RF=[x,

0 aluOut= 3 RF=[3,

1 aluOut= 2 RF=[3,

2 aluOut= 2 RF=[2,

3 aluOut= 2 RF=[2,

1 aluOut= 1 RF=[2,

2 aluOut= 1 RF=[1,

3 aluOut= 1 RF=[1,

1 aluOut= 0 RF=[1,

2 aluOut= 0 RF=[0,

3 aluOut= 0 RF=[0,

4 aluOut= 0 RF=[0,

X, X, X,
X, X, X,
X, X, X,
X, X, X,
X, X, X,
X, X, X,
X, X, X,
X, X, X,
X, X, X,
X, X, X,
X, X, X,
X, X, X,
X, X, X,

x]
x]
x]
x]
x]
x]
x]
x]
x]
x]
x]
x]
x]

inta=x
inta=0
inta=0
inta=0
inta=0
inta=0
inta=0
inta=0
inta=0
inta=0
inta=0
inta=0
inta=0

Example 5.6 Adding of two 64-bit numbers is illustrated by the following two programs:

/************************************************************************
File name: program.sv
sk o oo o o o R R KR R R R SRR sk R sk R o o o o R R KR KR kR R R sk R sk ok sk ok ok ok ok R R R kR ok R ok ok /

/7
t=0 pc=
t=1 pc=

t=b6 pc=

VAL(0, -3);
VAL(1,5);
VAL(2 ,6);
VAL(3,7);

ADDC(4 ,0,2);
ADD(0,0,2);
ADD(1,1,3);
ADD(1,1 ,4);
HALT;

x aluOut=
1023 aluQut=

X
X

RF=[x,
RF=[x,

{rfl1],rf[0]} <= {rfl[1],rf[0]} + {rf[3].rf[2]}

X, X, X, Xx] ei=x inta=x
X, X, X, x] ei=0 inta=0

0 aluOut=4294967293 RF=[4294967293, x, x, X, x] ei=0 inta=0
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t=7 pc= 1 aluOut=4294967293 RF=[4294967293, x, x, X, x] ei=0 inta=0
t=9 pc= 2 aluDut=4294967293 RF=[4294967293, 5, x, X, x] ei=0 inta=0
t=11 pc= 3 aluOut=4294967293 RF=[4294967293, 5, 6, x, x] ei=0 inta=0
t=13 pc= 4 aluQut= 1 RF=[4294967293, 5, 6, 7, x] ei=0 inta=0
t=15 pc= 5 aluOut= 3 RF=[4294967293, 5, 6, 7, 1] ei=0 inta=0
t=17 pc= 6 alulut= 12 RF=[3, 5, 6, 7, 1] ei=0 inta=0
t=19 pc= 7 aluOut= 13 RF=[3, 12, 6, 7, 1] ei=0 inta=0
t=21 pc= 8 aluQut= 3 RF=[3, 13, 6, 7, 1] ei=0 inta=0

/* sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk
File name: program.sv
sk sk sk sk sk sk sk sk sk sk sk ok sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk sk ok sk sk sk sk sk */

VAL(0,3):

VAL(1,5):

VAL(2,6):

VAL(3,7):

/0 Arfl1],rf[0]}y <= {rf[1],rf[0]} + {rf[3],rf[2]}

ADDC(4,0,2);

ADD(0,0,2);

ADD(1,1,3);

ADD(1,1 ,4);

HALT;
t=0 pc= x aluOut= x RF=[x, x, x, X, x] ei=x inta=x
t=1 pc=1023 alulut= x RF=[x, x, x, x, x] ei=0 inta=0
t=5 pc= 0 aluOut= 3 RF=[3, x, x, X, x] ei=0 inta=0
t=7 pc= 1 aluOut= 3 RF=[3, x, x, x, x] ei=0 inta=0
t=9 pc= 2 aluQut= 3 RF=[3, 5, x, X, x] ei=0 inta=0
t=11 pc= 3 alulut= 3 RF=[3, b5, 6, x, x] ei=0 inta=0
t=13 pc= 4 aluOut= 0 RF=[3, 5, 6, 7, x] ei=0 inta=0
t=15 pc= 5 alulut= 9 RF=[3, b5, 6, 7, 0] ei=0 inta=0
t=17 pc= 6 aluOut= 12 RF=[9, 5, 6, 7, 0] ei=0 inta=0
t=19 pc= 7 aluQut= 12 RF=[9, 12, 6, 7, 0] ei=0 inta=0
t=21 pc= 8 alulut= 9 RF=[9, 12, 6, 7, 0] ei=0 inta=0

5.5 Concluding about the third loop

The third loop is closed through simple automata avoiding the fast increasing of the complexity in
digital circuit domain. It allows the autonomy of the control mechanism.

“Intelligent registers” ask less structural control maintaining the complexity of a finite automaton
at the smallest possible level. Intelligent, loop driven circuits can be controlled using smaller complex
circuits.
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The loop through a storage element ask less symbolic control at the micro-architectural level. Less
symbols are used to determine the same behavior because the local loop through a memory element
generates additional information about the recent history.

Looping through a memory circuit allows a more complex ‘“understanding” because the controlled
circuits “knows” more about its behavior in the previous clock cycle. The circuit is somehow “conscious”
about what it did before, thus being more “responsible” for the operation it performs now.

Looping through an automaton allows any effective computation. Using the theory of computation
(see chapter Recursive Functions & Loops in this book) can be proved that any effective computation
can be done using a three loop digital system. More than three loops are needed only for improving the
efficiency of the computational structures.

The third loop allows the symbolic functional control using the arbitrary meaning associated to
the binary codes embodied in instructions or micro-instructions. Both, the coding and the decoding
process being controlled at the design level, the binary symbols act actualizing the potential structure of
a programmable machine.

Real processors use circuit level parallelism discussed in the first chapter of this book. They are:
data parallelism, time parallelism and speculative parallelism. How all these kind of parallelism are used
is a computer architecture topic, beyond the goal of these lecture notes.

5.6 Problems

Problem 5.1 Let be system having two functionalities:

1. when the temperatire sensor detects a temperature under the value 1101 the hitting system is
activated

2. at each 30 seconds the value of the temperature is stored in a memory having 16kB.

Design the block schematic and implement it in System Verilog with the following interface:

input 1logic clock,

input logic reset,

input  logic [7:0] digitalTempSensor,
input  logic [13:0] memoryReadAddress,
output logic activateHittingSystem,
output logic [7:0] memoryQOutput,

Clock frequency: 1 MHz.

Problem 5.2 It is desired to install a smart light bulb on the staircase of the block so that it turns on
when the main switch is open or when it receives a signal from the motion sensor in the staircase. If it
receives a signal from the sensor, the light bulb must remain on for 30s. The sensor emits a signal lasting
one clock cycle.

Design a system with a controller that can help solve this situation. It is requested the complete
system diagram (logic gates / blocks), System Verilog code with the following interface:



174 CHAPTER 5. PROCESSORS: THIRD ORDER, 3-LOOP DIGITAL SYSTEMS

input logic  clock,

input logic  reset,

input logic mainSwitch,
input logic motionSensor,
output logic  bulb,

Clock frequency: 1 KHz.

Problem 5.3 Design and simulate a system that receives a string of symbols belonging to the set
{a,b,c}. The system, after applying the reset signal, continuously displays on three outputs the number
of a’s, b’s and c’s received, until one of the outputs reaches the value 255, when the counting stops and
is restarted at the next reset. The inputs are coded as follows: a = 00, b = 01, ¢ = 10.

1. Draw the block diagram of the system
2. Describe it in System Verilog

3. Simulate the system.

Problem 5.4 Design a system that upon reset goes to the initial state with the output Y=0000, a state in
which it stays as long as it accumulates, starting from 0, the input value x[7:0] in each cycle. When the
accumulated value exceeds 1024, then it generates the sequence on the output:

Y=0100
Y=0110
Y=1000
Y=1001

and returns to the initial state.

Problem 5.5 Design a system that after reset generates:
1. 001 for 3 clock cycles
2. 010 for 2 clock cycles
3. 100 for 7 clock cycles

4. 000 until the reset signal is activated again.

Problem 5.6 Design and simulate a system that receives as input strings of symbols from the set {a,
b, e} and recognizes strings of the form

...eed"b’d"bee. ..
Jorn < 32.

Problem 5.7 Consider the system defined by:
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module syst(input logic [7:0] inO, inl, in2, in3,
output logic outO0, outl, out2, out3,
input logic reset , clock);

endmodule

which generates in the order out0, outl, out2, out3 pulses of durations in0, inl, in2, in3, where the
8-bit positive integer values represented the number of clock cycles that the corresponding outputs are
active on 1. Required:

1. Drawing the internal block diagram of the system
2. Verilog description of the system

3. Simulation of the operation.

Problem 5.8 Design a system that after reset generates:
1. 001 for 5 clock cycles
2. 011 for 2 clock cycles

3. 100 for 7 clock cycles i1.tem 000 until the reset signal is activated again

Problem 5.9 Design and simulate a system that receives a string of symbols belonging to the set
{a,b,c}. The system, after applying the reset signal, counts the occurrences of the symbol a in the
first 112 symbols received, after which it passes into an inactive (idle) state from which it exits only by
reset.

The inputs are coded as follows: a = 00, b = 01, ¢ = 10.

The output signals the counting state by 0 and the idle state by 1.

Problem 5.10 Download the toyRISCgeneric.zip archive from https://users.dcae.pub.ro/
~gstefan/2ndlLevel/digital_circuits.html. Unzip and open the project it contains. Add the
left rotate instruction to the instruction set:

‘define lrot 6°b01_1001 // rfl[d] <= {rf[1][30:0], rf[1]1[31] }

and make the necessary changes to the project. Write a simple program to test the correct operation of
the new instruction.

Problem 5.11 Download the toyRISCgeneric.zip archive from https://users.dcae.pub.ro/
~gstefan/2ndlevel/digital_circuits.html. Unzip and open the project it contains. Add the
right rotate instruction to the instruction set:

‘define rrot 6°b01_1010 // rfld] <= {rf[1]1[0], rf[1]1[31:1] }

and make the necessary changes to the project. Write a simple program to test the correct operation of
the new instruction.



176 CHAPTER 5. PROCESSORS: THIRD ORDER, 3-LOOP DIGITAL SYSTEMS

Problem 5.12 Download the toyRISCgeneric.zip archive from https://users.dcae.pub.ro/
~gstefan/2ndlevel/digital_circuits.html. Unzip and open the project it contains. Add the
bitwise NAND instruction to the instruction set:

‘define bwnand 6°b01_1011 // rf[d] <= !'(rf[1] && rflr])

and make the necessary changes to the project. Write a simple program to test the correct operation of
the new instruction.

Problem 5.13 Download the toyRISCgeneric.zip archive from https://users.dcae.pub.ro/
~gstefan/2ndlevel/digital_circuits.html. Unzip and open the project it contains. Add the
modulus of difference instruction to the instruction set:

‘define msub 6°b01_1100 // rfld] <= ((rf[1]-rflr])<0) ? rflr]l-rfll1l]:rf[1]-rflr]

and make the necessary changes to the project. Write a simple program to test the correct operation of
the new instruction.
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COMPUTING MACHINES:
>4-loop digital systems

Software is getting slower more rapidly than hardware
becomes faster.

Wirth’s law!

To compensate the effects of the bad behavior of software
guys, besides the job done by the Moore law a lot of ar-
chitectural work must be added.

The last examples of the previous chapter emphasized a process that appears as a ”turning point” in
3-0OS: the function of the system becomes lesser and lesser dependent on the physical structure and the
function is more and more assumed by a symbolic structure (the program or the microprogram). The
physical structure (the circuit) remains simple, rather than the symbolic structure, “stored” in program
memory of in a ROM, that establishes the functional complexity. The fourth loop creates the condition
for a total functional dependence on the symbolic structure. By the rule, at this level an universal circuit -
the processor - executes (in RISC machines) or interprets (in CISC machines) symbolic structures stored
in an additional device: the program memory.

System belonging to 4-OS can be obtained also by increasing the order of the components inside the
structure of the processor circuit. Such a system becomes an 4-OS even if the functionality remains that
of a processor. The main effect obtained on this way is the increase of the autonomy of the components of
the processor with an important effect on the programmability. Thus, we start with presenting a processor
as a 4-08, and then we shortly present the systems obtained by closing various loop over a processor.

6.1 Processors as 4-OS

Let us revisit the toyRISC processor investigated in the previous chapter, and remembering the loop
closed over an automaton through a memory element (see Section 5.2) we add a carry flip-flop (one-bit

INiklaus Wirth is an already legendary Swiss born computer scientist with many contributions in developing various pro-
gramming languages. The best known is Pascal. Wirth’s law is a sentence which Wirth made popular, but he attributed it to
Martin Reiser.
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register) as is represented in Figure 6.

1. In this way we added the simplest state register in our structure

by updating the execution unit RALU to a execution unit as a 3-OS: RALU loop coupled with a one-bit

state register.

> write

> read

dataln

int incPC r——-—-—-—-—-—-—-—1 Fr-t--------- A —» addr
I —» dataOut

~N : value P I
DCD 321 0)
reset ) l |

inta -

instruction

nextPC
L, |
PC

result
®—> destAddr . .
Register File
@—» rightAddr

[
[
[
[
[
[
[
[
[
leftAddr !
[
[
[
[
[
[
[
[
[

[
[
[
[
[
4th [
loop | 1
I leftOp rightOp
[

cr

Figure 6.1: The toyRISC processor with carry state register.

DEFINES.vh file defines the micro-architecture of the improved toyRISC processor. The instructions
addc, subc, and addvc are redefined.

/% % sk % ok % sk ok sk ok sk ok ok ok ook 3 sk o sk ok sk ok ok ok o ok ok sk o sk ok sk ok sk sk o ok ook ok sk ok sk ok sk sk ok ok kok ok Rk Rk sk ok sk ok osk ks ok Rk sk ok k%

File name: DEFINES. vh

MICROARCHITECTURE

kkckkk Rk ok ok ok Rk Rk Rk Rk ko k kR kR kR ok Rk kkk Rk ok kR kR kkk Rk wk Rk ko kkkkkwkkkkkkkkkkwkwkx %/

// CONTROL

‘define nop 6°b00_0000
‘define rjmp 6°b00.0001
‘define zbr 6°b00.0010
‘define nzbr 6°b00_0011
‘define ret 6°b00.0101

‘define halt 6°b00.0110
‘define eint 6°b00-1000
‘define dint 6°b00-1001
// ARITHMETIC & LOGIC, for

// no operation: pc<=pc+lI;

// relative jump: pc<=pc+v;

// pc<=(rf[l]=0) ? pc+v:pc+l

// pe<=!/(rf[l]=0) ? pc+v:pc+l

// return: pc<=rf[l][15:0];

// halt unitil interrupt

// set enable interrupt; pc<=pc+l1;
// set disable interrupt; pc<=pc+lI;
these instructions: pc<=pc+1;
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‘define
‘define
‘define
‘define
‘define
‘define
‘define
‘define
‘define
‘define
‘define
‘define
‘define
‘define
‘define
‘define
// DATA
‘define
‘define
‘define
‘define
‘define

add 6’b11.0000 //
sub 6°b11.0001 //
addv 6’b11.0010 //
mult 6’bl11_.0011 //
multv 6’b11.0100 //
addc 6’bl1.0101 //
subc 6’b11.0110 //
addvce 6’bl1.0111 //
Ish 6’b11_.1000 //
ash 6’bl11.1001 //
move 6’b11.1010 //
swap 6’bll1_1011 //
bwnot 6’bl11_1100 //
bwand 6’bll_1101 //
bwor 6’bl11_.1110 //
bwxor 6’bll_1111 //
TRANSFER, for these

read 6°b10.0000 //
store 6’b10_1000 //
load 6’b10_.0111 //
val 6’b01_0111 //
rotate 6°b01_0000 //
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rfldly<=rf[l]+rf[r];

{er, rfldly<=rfll]-rflr];

{cr, rfld]}<=rf[l]+v;

{1°b0, rfldl}<=rf[l]xrf[r];

{1'b0, rfld]}<=rf[l]=*v;

{cr, rfld]}y<=(rf[l]+rf[r]}[32]+cr;

{er, rfldly<=(rf[l]-rf[r])[32]-cr;

{cr, rfld]}y<=(rf[l]+Vv)[32]+cr;

{rfl[L][0], rf[d]}<=rf[l] >> I;

{rflL][0], rfldly<={rf[l][31],rf[L][31:1]};
{1°b0, rfld]}<=rf[l];

(100, rfld]}<={rf[1][15:0], rf[1][31:16]};
{1°b0, rfld]}y<="rf[1];

{1°b0, rfldl}<=rf[l]&rf[r];

{1°b0, rfldly<=rf[l1]|rflr];

{1°b0, rfldly<=rfll]"rfl[r];

{cr,

instructions: pc=pc+l1;

read from dataMemory[rf[l]];
dataMemory [ rf[l]]<=rf[r];

{1'b0, rf[d]}<=dataOut;
{1'b0, rfld]}<={{16+{v[I5]}},v};
{rfrrifo], rfldiy<={rf[1][0], rf[1][31:1]}

Consequently, some of the files defined in the structural descriptions provided in the previous chapter
are redesigned. In the next paaragraph are listed only the modules that have undergone changes.

toyRISC.sv file

is the top module of the improved toyRISC processor where the additional loop
through the carry flip-flop cr is introduced.

[k xk Rk ok kk Rk Rk Rk Rk ok k ok Rk Rk Rk Rk ok k ok Rk kk Rk Rk Rk ok kkkk Rk Rk Rk ok kkkkkk Rk kk ok k ok kkw ok k%

File name: toyRISC.sv
toyRISC
oo oo o o o o o o R KR R R R SR R o R s R ok ok s s ok ok o R R R R kR kR kR s R s R sk Rk ok o ok ok R kR ok %/
‘include ”DEFINES.vh”
module toyRISC( input logic [31:0] instr ,
output logic [9:0] nextPC ,
input logic intln ,
output logic inta ,
input logic [31:0] dataln ,
output logic [31:0] dataOut ,
output logic [9:0] addr ,
output logic dataRead
output logic dataWrite |,
input logic reset ,
input logic clk )
logic [5:0] opCode ;
logic [4:0] d, 1, r ; // dest, left, right addresses for rf
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logic [31:0] v ; // immediate value
logic [31:0] leftOp ;
logic [9:0] pc ;
logic we 2
logic [1:0] sel ;
logic cr ; // carry ff
logic crOut ;
assign opCode = instr[31:26] ;
assign d = instr[25:21] ;
assign 1 = instr[20:16] ;
assign r = instr[15:11] ;
assign v = {{16{instr[15]}}, instr[15:0]};

DCDtoyRISC DCD(opCode

PCtoyRISC

intln
inta
dataRead
dataWrite
we
sel
reset
clk

PC( nextPC ,
pc¢ )
leftOp s
v[9:0] s
opCode ,
inta .
reset S
clk )

RALUtoyRISC RALU( dataOut

leftOp
crOut
cr

pc
opCode
dataln
\%

1

r

d

sel

we
inta
clk

always_ff @(posedge clk) cr

assign addr

endmodule

= leftOp[15:0]

)
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cr_reg
€ RALU
+
o ¢ clk Q
RTL_REG <
d[4:0]
dataln[31:0]
dataln[31:0]
atain31:0) D inta crOut
dk [D>—— 14:0] dataOut[31:0] D> detwousiol
opCode[5:0] leftOp[31:0]
pc[9:0] addr[9:0]
r[4:0]
sel[1:0]
v[31:0]
PC we
RALUtoyRISC
clk
inta
IeftOp[31i0] nextF‘C[Q:O] D nextPC[9:0]
instr[31:0] D opCode[5:0] pc[9:0]
reset
reset D—~ v[9:0]
PCtoyRISC
DCD
+
clk o dataRead > dataRead
intln dataWrite
intl dataWri
ntin D opCode[5:0] inta D atalWrite
reset sel[1:0] [ inta
we
DCDtoyRISC
Figure 6.2: Top level of the toyRISC processor with carry FF.
RALUtoyRISC.sv file contains the modified RALU.

/******************************************>X<******************************
File name: RALUtoyRISC. sv
toyRISC ’s RALU
*************************************>I<***********************************/
‘include ”DEFINES.vh”

module RALUtoyRISC( output

logic

output
output
input
input
input
input

input

input
input

[31:0] leftln

logic
logic
logic
logic
logic
logic
logic

logic

logic
logic

)

[31:0]
[31:0]

[9:0]
[5:0]
[31:0]

[4:0]

[1:0]

dataOut |,
leftOp s
crOut s
cr ,
pc¢ )
opCode
dataln
v s
1 :
r s
d :
sel s
we ,
inta s
clk )
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logic [31:0] rightln ;
logic [31:0] muxOut ;
logic [31:0] aluOut ;
registerFile regFile (. leftOp (leftIn ),
.rightOp (rightIn),
.in (muxOut ),
.leftAddr (1 ),
.rightAddr (r ),
.destAddr (d ),
.wWe (we ),
.inta (inta ),
.opCode (opCode ),
.clk (clk ));
assign dataOut = rightln ;
assign leftOp = leftln ;
ALU alu (. out (aluOut),
.crOut (crOut ),
.Cr (cr ),
.leftIn (leftln ),
.rightIn(rightln),
.value (v ),
.opCode (opCode ));
bigMux bigMux( .aluOut (aluOut),
.dataln (dataln),
.value (v ),
- pc (pe ) e
.sel (sel ),

.muxOut (muxOut ));

endmodule

ALU file contains the modified ALU

[k ko kckkkk Rk Rk Rk Rk ko k kR kR kR kR ok ok ok ok Rk w kR kR ok Rk kR kwkkk Rk Rk ok ok ok ok kwk Rk Rk ok ok ok ko wk kK

File name: ALU. sv

toyRISC ’s ALU

kkckkckkkkkk Rk Rk Rk kokkkk Rk Rk Rk Rk ok kkkkkk Rk Rk kkkkkkkkkkkkkkkkwkkkkkkkkkkwkxkx %/

module ALU( output logic
output logic
input logic
input logic
input logic

[31:0]

[31:0]

[5:0]

out s
crOut s
cr ,
leftln R
rightln ,
value s
opCode );
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always_comb
case (opCode)

‘add : {crOut,out} = leftln + rightln 2
‘sub : {crOut,out} = leftIn — rightln 2
‘addv : {crOut,out} = leftIn + value 0
‘mult : {crOut,out} = {1°b0, leftIn * rightIn} ;
‘multv : {crOut,out} = {1’b0, leftIn = value} ;
‘addc : {crOut,out} = leftIn + rightln + cr ;
‘subc : {crOut,out} = leftIn — rightIln - cr 2
‘addve : {crOut,out} = leftIn + value + cr 2
‘1sh : {crOut,out} = {leftIn[0], 1°b0, leftIn[31:1]} 0
‘ash : {crOut,out} = {leftIn[0], leftIn[31], leftIn[31:1]} ;
‘move : {crOut,out} = {1°b0, leftIn} ;
‘swap : {crOut,out} = {1°b0, leftIn[15:0], leftIn[31:16]} 2
‘bwnot : {crOut,out} = {1°b0, “leftIn} ;
‘bwand : {crOut,out} = {1°b0, leftIn & rightlIn} ;
‘bwor : {crOut,out} = {1°b0, leftIn | rightIn} ;
‘bwxor : {crOut,out} = {1’b0, leftIn "~ rightln} ;

‘rotate : {crOut,out} {1’b0, leftIn[0], leftIn[31:1]} ;
default : {crOut,out} = {1’b0, leftln} ;
endcase
endmodule

The main effect of the carry FF is the way operations on big numbers are performed. The next
example refers the Example 5.6.

Example 6.1 Adding of two 64-bit numbers is illustrated by the following two programs:

/****>l<****>l<**************>l<************>l<****>l<*****************************
File name: program.sv
***************>l<********************************************************/
VAL(0,-3);
VAL(1,5);
VAL(2,6);
VAL (3 ,7);
/7 {rfl1],rf[0]} <= {rf[1],rfI0]} + {rf[3].rf[2]}
ADD(0,0,2);
ADDC(1,1,3);
HALT;

pc= x alulut= x cr=x RF=[x, X, X, X, x] ei=x inta=x
pc=1023 alulut= x cr=0 RF=[x, X, X, X, x] ei=0 inta=0
aluOut=4294967293 cr=0 RF=[4294967293, x, X, X, x] ei=0 inta=0
pc= 1 aluOut=4294967293 cr=0 RF=[4294967293, x, x, X, x] ei=0 inta=0
pc= 2 aluOut=4294967293 cr=0 RF=[4294967293, 5, x, x, x] ei=0 inta=0

d'd'ili'd'd'
© N 0= O
el
(9}
]
o
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t=11 pc= 3  aluOut=4294967293 cr=0 RF=[4294967293, 5, 6, x, x] ei=0 inta=0
t=13 pc= 4 aluOut= 3 cr=0 RF=[4294967293, 5, 6, 7, x] ei=0 inta=0
t=15 pc= 5 aluOut= 13 cr=1 RF=[3, 5, 6, 7, x] ei=0 inta=0
t=17 pc= 6 aluOut= 3 cr=0 RF=[3, 13, 6, 7, x] ei=0 inta=0

/**>l<*>I<*****>I<******>I<*****>I<>I<*****>I<******>I<******>I<***************************
File name: program.sv
***************>l<********************************************************/
VAL(0,3);
VAL(1,5);
VAL(2,6);
VAL(3,7);
/7 {rfl1],rf[0]} <= {rf[1],rfI0]} + {rf[3].rf[2]}
ADD(0,0,2);
ADDC(1,1,3);
HALT;

t=0 pc= x alulut= x cr=x RF=[x, x, x, x, x] ei=x inta=x
t=1 pc=1023 alulut= x cr=0 RF=[x, x, x, x, x] ei=0 inta=0
t=5 pc= 0 aluOut= 3 cr=0 RF=[3, x, x, x, x] ei=0 inta=0
t=7 pc= 1 aluOut= 3 cr=0 RF=[3, x, X, X, x] ei=0 inta=0
t=9 pc= 2 aluOut= 3 cr=0 RF=[3, 5, x, x, x] ei=0 inta=0
t=11 pc= 3 aluOut= 3 cr=0 RF=[3, 5, 6, x, x] ei=0 inta=0
t=13 pc= 4 aluOut= 9 cr=0 RF=[3, 5, 6, 7, x] ei=0 inta=0
t=15 pc= 5 aluOut=12 cr=0 RF=[9, 5, 6, 7, x] ei=0 inta=0
t=17 pc= 6 aluOut= 9 cr=0 RF=[9, 12, 6, 7, x] ei=0 inta=0

The increased autonomy of the execution unit, because of the additional luull through the carry FF,
had as its main consequence a 2-instruction program instead of the 4-instruction program for adding
double size numbers.

6.2 Types of fourth order systems

There are four main types of fourth order systems based on loops closed over a processor (see Figure
6.3) depending on the order of the system through which the loop is closed:

1. P & ROM is a 4-OS with loop closed through a 0-OS - in Figure 6.3a the combinational circuit is
a ROM containing only the programs executed or interpreted by the processor

2. P & RAM is a 4-OS with loop closed through a 1-OS - is the computer, the most representative
structure in this order, having on the loop a RAM (see Figure 6.3b) that stores both data and
programs
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3. P & LIFO is a 4-OS with loop closed through a 2-OS - in Figure 6.3c the automaton is represented
by a push-down stack containing, by the rule, data (or sequences in which the distinction between
data and programs does not make sense, as in the Lisp programming language, for example)

4. P & CO-P is a 4-OS with loop closed through a 3-OS - in Figure 6.3d COPROCESSOR is also
a processor but a specialized one executing efficiently critical functions in the system (in most of
cases the coprocessor is a floating point arithmetic processor).

The representative system in the class of P & ROM is the microcontroller the most successful circuit
in 4-OS. The microcontroller is a “best seller” circuit realized as a one-chip computer. The core of a
microcontroller is a processor executing/interpreting the programs stored in a ROM.

The representative structure in the class of P & RAM is the computer. More precisely, the struc-
ture Processor - Channel - Memory represents the physical support for the well known von Neumann
architecture. Almost all present-day computers are based on this architecture.

The third type of system seems to be strange, but a recent developed architecture is a stack oriented
architecture defined for the successful Java language. Naturally, a real Java machine is endowed also
with the program memory.

The third and the fourth types are machines in which the segregation process emphasized physical
structures, a stack or a coprocessor. In both cases the segregated structures are also simple. The con-
sequence is that the whole system is also a simple system. But, the first two systems are very complex
systems in which the simple is net segregated by the random. The support of the random part is the ROM
physical structure in the first case and the symbolic content of the RAM memory in the second.

The actual computing machines have currently more than order 4, because the processors involved
in the applications have additional features. Many of these features are introduced by new loops that
increase the autonomy of certain subsystems. But theoretically, the computer function asks at least four
loops.

6.3 The computer — support for the strongest segregation

The ROM content is defined symbolically and after that it is converted in the actual physical structure
of ROM. Instead, the RAM content remains in symbolic form and has, in consequence, more flexibil-
ity. This is the main reason for considering the PROCESSOR & RAM = COMPUTER as the most
representative in 4-OS.

The computer is not a circuit. It is a new entity with a special functional definition, currently called
computer architecture. Mainly, the computer architecture is given by the machine language. A program
written in this language is interpreted or executed by the processor. The program is stored in the RAM
memory. In the same subsystem are stored data on which the program “acts”. Each architecture can have
many associated computer structures (organizations).

Starting from the level of four order systems the behavior of the system is controlled mainly by the
symbolic structure of programs. The architectural approach settles the distinction between the physical
structures and the symbolic structures. Therefore, any computing machine supposes the following triadic
definition (suggested by ["Milutinovic” *89]):

* the machine language (usually called architecture)

* the storage containing programs written in the machine language
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ADDRESS

{READ, WRITE, —}

WAIT

PROCESSOR

3-08

LIFO

2-0S

DATA

{PUSH, POP, —}
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WAIT
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Functions

Figure 6.3: The four types of 4-OS machines. a. Fix program computers usual in embedded computation. b.
General purpose computer. ¢. Specialized computer working working on a restricted data structure. d. Accelerated

computation supported by a specialized co-processor.
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* the machine that inferprets the programs, containing:

— the machine language ...
— the storage ...
— the machine ... containing:

and so on until the machine executes the programs.

Does it make any sense to add new loops? Yes, but not too much! It can be justified to add loops
inside the processor structure to improve its capacity to interpret fast the machine language by using
simple circuits. Another way is to see PROCESSOR & COPROCESSOR or PROCESSOR & LIFO as
performant processors and to add over them the loop through RAM. But, mainly these machines remain
structures having the computer function. The computer needs at least four loops to be competent, but
currently it is implemented on system having more loops in order to become performant.

6.3.1 Four-Loop Circuits (4-OS) & Controlling by Information

In the previous subsection, the information interacts directly with the physical structure. All the infor-
mation is executed or interpreted by the circuits. The next step disconnects partially the information
from circuits. In a system, having four loops the information can be interpreted by another information
acting to the lower level in the system. The typical 4-OS is the computer structure (see Chapter ??). This
structure is more than we need for computing. Indeed, as we said in subsection ??, the partial recursive
functions can be computed in 3-OSs. Why are we interested in using 4-OS for performing computations?
The answer is: for segregating more the simple circuits from random (complex) informational structure.
In a system having four loops the simple and the complex are maximal segregated, the first in circuits
and the second in information.

At the 3-OS level, the information also interacts, and thereby acts, with the structure of the circuits
through the flags. The control performed depends on what happens directly in the controlled circuits. At
the 4-OS level, the control is taken over by the information in an imperative way, a way that no longer
depends at all on the signals coming directly from the circuits.

Starting from the level of the fourth order systems the functional aspects of a digital system is im-
posed mainly by the information. The role of the circuits decreases. Circuits become simple even if they
gain in size. The complexity of the computation switches from circuits to information.

addr

ataOut

read
CISC Data & Program

Processor write Memory

memOut

<

3-08 1-0S

Figure 6.4: von Neumann abstract model for computer.
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6.3.2 Five-Loop Circuits (5-OS): Computer with RISC Processor

nextPC addr
< >
ataOut
>
read
Program RISC Data
instruction
Memory > Processor write Memory
loop
dataln
1-08 3-08 D 1-08

Figure 6.5:
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Appendix A

Binary Arithmetic

A.1 Binary representations

A.1.1 Positive integers

Positive integer denoted by Z*, and they are the solution to the simple linear recurrence equation a, =
a,—1+1 witha; = 1.
A n-bit number:

B, 1B, »...Bi1By=B,_1 X Pl + B, 5 X "2 +...+B X 2! + By X 20

where B; € {0,1} fori=0,1,...n—1.

A.1.2 Decimal to binary conversion

The algorithm of converting the decimal number D in a n-bit binary form is:

step1 Dy = |D/2] // the whole part of D divided by 2
By=D—|D/2| x2 // the remainder of dividing D by 2

step2 D; = |Dy/2]
Bl :Do— LD()/Q,J X 2

stepn D, = |D,_»/2]

By 1 =Dy2— LDn—2/2J X2
A.1.3 Signed integers
Sign-magnitude representation

{sign, magnitude}
0_0000 => +0
0_0001 => +1
0_0010 => +2

191
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0_1111
1_0000
1_0001
1_0010

11111

-15

Ones’ complement representation

Ones’ complement is bitwise negation.

{sign, magnitude}

0_0000
0_0001
0_0010
0_1111
1_0000

1_0001
1_0010

1_1111

+0
+1
+2

+15
-15
-14
-13

-0

Two’s complement representation

Two’s complement is ones’ complement plus 1

{sign, magnitude}

0_0000
0_0001
0_0010
0_1111
1_0000

1_0001
1_0010

11111

+0
+1
+2

+15
-16
-15
-14

-1

A.1.4 Fix point fractionary numbers

By_1...BiBy.FiFy...= B,_; x2" ' +
where B;, F; € {0,1} fori =0,1,....

APPENDIX A. BINARY ARITHMETIC

B x2' 4+ By x 2P+ A x27 '+ B x 2724
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A.1.5 Floating point numbers

{sign, exponent, fraction}

sgn 1. fraction x 2¢°penent =121

IEEE half-precision 16-bit float: deep learning artificial intelligence

{sign, exponent[4:0], fraction[9:0]}

Google’s brain float bfloatl6 is a 16-bit float:

{sign, exponent[7:0], fraction[6:0]}

NVidia’s TensorFloat 19-bit float:

{sign, exponent[7:0], fraction[9:0]}

AMD’s fp24  24-bit float:

{sign, exponent[6:0], fraction[14:0]}

Pixar’s PXR24 24-bit float:

{sign, exponent[7:0], fraction[14:0]}
IEEE 754 single-precision 16-bit float:
{sign, exponent[7:0], fraction[22:0]}

Example A.1 In IEEE 754 single-precision, the number:
0_10000010_11000000000000000000000

corresponds to:
+(14(0.5+0.25)) x 21307127 — 14

A.2 Adding/Substracting

The most efficient representation for add/sub is twos complement.
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A.2.1 Adding positive integers

Carry represents the overflow for positive integer addition. We consider integers represented on 4 bits.
A first example with no carry:

+1 0001
+6 0110
+5 0111

An example with carry:

+10 1010
+8 1000

(1)+16 (1)0010

A.2.2 Adding signed integers
Simply add the numbers and ignore any carry out of the highest bit.

-1 11111
+6 0_0110

+5 (1)0_0101

+1 0_0001
-4 1_1100

-3 (0)1_1101

A.2.3 Subtracting
A-B means A+(2s compl of B)

3-2 => 0_0011+NOT(0_0010)+1 => 0_0011+1_1101+1 => (1)0_0001 = 0_0001

A.2.4 Overflow

In signs of the operands, sgnl and sgn2, are different, overflow is not possible. It they are the same
overflow is possible if the sign of the result, sgnR, is different from the common signs of operands.

overflow = (sgnl ~ sgn0)’ & (sgnl ~ sgnR)

A.3 Multiply/Divede

A3.1
A3.2
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Boolean functions

Searching the truth, dealing with numbers and behaving automatically are all based on logic. Starting
from the very elementary level we will see that logic can be “interpreted” arithmetically. We intend to
offer a physical support for both the numerical functions and logical mechanisms. The logic circuit is
the fundamental brick used to build the physical computational structures.

B.1 Short History

There are some significant historical steps on the way from logic to numerical circuits. In the following some of
them are pointed.

Aristotle of Stagira (382-322) a Greek philosopher considered as founder for many scientific domains. Among
them logics. All his writings in logic are grouped under the name Organon, that means instrument of scientific
investigation. He worked with two logic values: true and false.

George Boole (1815-1864) is an English mathematician who formalized the Aristotelian logic like an algebra.
The algebraic logic he proposed in 1854, now called Boolean logic, deals with the truth and the false of complex
expressions of binary variables.

Claude Elwood Shannon (1916-2001) obtained a master degree in electrical engineering and PhD in math-
ematics at MIT. His Master’s thesis, A Symbolic Analysis of Relay and Switching Circuits [Shannon ’38], used
Boolean logic to establish a theoretical background of digital circuits.

B.2 Elementary circuits: gates
Definition B.1 A binary variable takes values in the set {0,1}. We call it bit.

The set of numbers {0, 1} is interpreted in logic using the correspondences: 0 — false,1 — true in
what is called positive logic, or 1 — false,0 — true in what is called negative logic. In the following we
use positive logic.

Definition B.2 We call n-bit binary variable an element of the set {0, 1}".

Definition B.3 A logic function is a function having the form f : {0,1}"* — {0, 1} withn > 0 and m > 0.

195
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In the following we will deal with m = 1. The parallel composition will provide the possibility to
build systems with m > 1.
B.2.1 Zero-input logic circuits

Definition B.4 The 0-bit logic function are f(()) = 0 (the false-function) which generates the one bit
coded 0, and f{) = 1 (the true-function) which generate the one bit coded 1.

They are useful for generating initial values in computation (see the zero function as basic function
in partial recursivity).

B.2.2 One input logic circuits

Definition B.5 The 1-bit logic functions, represented by true-tables in Figure B.1, are:
= 0 — the false function

= x/ — the invert (not) function

= x — the driver or identity function

o
ol
o
=

Figure B.1: One-bit logic functions. a. The truth table for 1-variable logic functions. b. The circuit for “0”
(false) by connecting to the ground potential. ¢. The logic symbol for the inverter circuit. d. The logic symbol for
driver function. e. The circuit for “1” (true) by connecting to the high potential.

Numerical interpretation of the NOT circuit: one-bit incrementer. Indeed, the output represents the
modulo 2 increment of the inputs.
B.2.3 Two inputs logic circuits

Definition B.6 The 2-bit logic functions are represented by true-tables in Figure B.2.
Interpretations for some of 2-input logic circuits:
. fg2 : AND function is:

— a multiplier for 1-bit numbers

— a gate, because x opens the gate for y:
if (x = 1) output = y; else output = O;

. f62 : XOR (exclusiv OR) is:
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Figure B.2: Two-bit logic functions. a. The table of all two-bit logic functions. b. AND gate — the original
gate. ¢. NAND gate — the most used gate. d. OR gate. e. NOR gate. f. XOR gate — modulo2 adder. g. NXOR gate

— coincidence circuit.

the 2-modulo adder
NEQ (not-equal) circuit, a comparator pointing out when the two 1-bit numbers on the input

are inequal

an enabled inverter:
if x = 1 output is y’; else output is y;

a modulo 2 incrementer.

. § : the logic implication is also used to compare 1-bit numbers because the output is 1 for y < x

. fl2 : NOR function detects when 2-bit numbers have the value zero.

All logic circuits are gates, even if a true gate is only the AND gate.

B.2.4 Many input logic circuits

For enumerating the 3-input function a table with 8 line is needed. On the left side there are 3 columns
and on the right side 256 columns (one for each 8-bit binary configuration defining a logic function).

Theorem B.1 The number of n-input one output logic (Boolean) functions is N =2%". o

Enumerating is not a solution starting with n = 3. Maybe the 3-input function can be defined using

the 2-input functions.

B.3 How to Deal with Logic Functions

The systematic and formal development of the theory of logical functions means: (1) a set of elementary

functions, (2) a minimal set of axioms (of formulas considered true), and (3) some rule of deduction.
Because our approach is a pragmatic one: (1) we use an extended (non-minimal) set of elementary

functions containing: NOT, AND, OR, XOR (a minimal one contains only NAND, or only NOR), and

(2) we will list a set of useful principles, i.e., a set of equivalences.
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Identity principle Even if the natural tendency of existence is becoming, we stone the value a to be
identical with itself: a = a. Here is one of the fundamental limits of digital systems and of computation
based on them.

Double negation principle The negation is a “reversible” function, i.e., if we know the output we can
deduce the input (it is a very rare, somehow unique, feature in the world of logical function): (a')') = a.
Actually, we can not found the reversibility in existence. There are logics that don’t accept this principle
(see the intuitionist logic of Heyting & Brower).

Associativity Having 2-input gates, how can be built gates with much more inputs? For some
functions the associativity helps us.

a+(b+c)=(a+b)+c=a+b+c

a(bc) = (ab)c = abc

a®(b®c)=(adb)Pc=adbdec.

Commutativity Commutativity allows us to connect to the inputs of some gates the variable in any
order.

a+b=b+a
ab = ba
adb=bda

Distributivity Distributivity offers the possibility to define all logical functions as sum of products or
as product of sums.

a(b+c)=ab+ac

a+bc=(a+b)(a+c)

alb®dc)=abdac.

Not all distributions are possible. For example:

a®bc# (adb)(bDc).

The table in Figure B.3 can be used to prove the previous inequality.

[2 b c[bc]a®bc]adb[abe [ (adb)(ade) |
0 0 of o 0 o[ o 0
0 0 1|0 0 o | 1 0
01 00 0 1| o 0
0 1 11 1 1] 1 1
1 0 0 o0 1 1|1 1
1 0 1| o0 1 1| o 0
1 1 0|0 1 o | 1 0
1 1 1)1 0 o | o 0

Figure B.3: Proving by tables. Proof of inequality a ® bc # (a® b)(b®c).
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Absorbtion Absorbtion simplify the logic expression.
a+d =1

ata=a

ad =0

aa=a

at+ab=a

ala+b)=a

Tertium non datur: a+a' = 1.

Half-absorbtion The half-absorbtion allows only a smaller, but non-neglecting, simplification.
at+db=a+b
a(d' +b) = ab.

Substitution The substitution principles say us what happen when a variable is substituted with a
value.

a+0=a
a+1=1
a0=0
al =a
ad0=a
adl=d.

Exclusion The most powerful simplification occurs when the exclusion principle is applicable.
ab+db=10
(a+Db)(d +b) =b.

Proof. For the first form:
ab+db=»b

applying successively distribution, absorbtion and substitution results:
ab+db=b(a+d)=>bl=b.
For the second form we have the following sequence:
(a+b)(d +b)=(a+b)d +(a+b)b=ad +db+ab+bb=

0+ (db+ab+b)=db+ab+b=db+b=D.

De Morgan laws Some times we are interested to use inverting gates instead of non-inverting gates,
or conversely. De Morgan laws will help us.

a+b=(db) ab=(d+b)

d+b =(ab) db =(a+b)
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B.4 Minimizing Boolean functions

Minimizing logic functions is the first operation to be done after defining a logical function. Minimizing
a logical function means to express it in the simplest form (with minimal symbols). To a simple form a
small associated circuit is expected. The minimization process starts from canonical forms.

B.4.1 Canonical forms

The initial definition of a logic function is usually expressed in a canonical form. The canonical form is
given by a truth table or by the rough expression extracted from it.

Definition B.7 A minterm associated to an n-input logic function is a logic product (AND logic func-
tion) depending by all n binary variable. ©

Definition B.8 A maxterm associated to an n-input logic function is a logic sum (OR logic function)
depending by all n binary variable. ¢

Definition B.9 The disjunctive normal form, DNE of an n-input logic function is a logic sum of
minterms. ¢

Definition B.10 The conjunctive normal form, CNE, of an n-input logic function is a logic product of
maxterms. <

Example B.1 Ler be the combinational multiplier for 2 2-bit numbers described in Figure B.4. One
number is the 2-bit number {a,b} and the other is {c,d}. The result is the 4-bit number {p3, p2, p1, p0}.
The logic equations result direct as 4 DNF's, one for each output bit:
p3 = abcd
p2 =ab’cd’ + ab’cd + abcd’
pl =a’bcd’ + a’bed + ab’c’d + ab’cd + abc’d + abed’
p0 =d'bc’d+a'bed + abc'd + abed.
Indeed, the p3 bit takes the value 1 onlyifa=1and b=1and c =1 and d = 1. The bit p2 is I only
one of the following three 4-input ADNs takes the value 1: ab'cd’, ab'cd, abed'. And so on for the other
bits.

Applying the De Morgan rule the equations become: p3 = ((abcd)')’
p2 = ((ab'cd’) (ab'cd)' (abed')')
pl = ((d'bed) (d'bed (ab'd'd) (ab'cd)' (abd'd) (abed')')!
p0 = ((d'bc'd)'(d'bed) (abc'd) (abed)')'.

These forms are more efficient in implementation because involve the same type of circuits (NANDs),
and because the inverting circuits are usually faster.

The resulting circuit is represented in Figure B.5. It consists in two layers of ADNs. The first layer
computes only minterms and the second “adds” the minterms thus computing the 4 outputs.

The logic depth of the circuit is 2. But in real implementation it can be bigger because of the fact
that big input gates are composed from smaller ones. Maybe a real implementation has the depth 3. The
propagation time is also influenced by the number of inputs and by the fan-out of the circuits.

The size of the resulting circuit is very big also: Syi» = 54. ¢
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[ab cd [ pd3 p2 pl  po
00 00 0 0 0 0
00 01 0 0 0 0
00 10 0 0 0 0
00 11 0 0 0 0
01 00 0 0 0 0
01 o1 0 0 0 1
01 10 0 0 1 0
01 11 0 0 1 1
10 00 0 0 0 0
10 o1 0 0 1 0
10 10 0 1 0 0
10 11 0 1 1 0
11 00 0 0 0 0
11 o1 0 0 1 1
11 10 0 1 1 0
11 11 1 0 0 1

Figure B.4: Combinatinal circuit represented a a truth table. The truth table of the combinational circuit
performing 2-bit multiplication.

N N NN N NN N

p2

pl

YN T Y

Figure B.5: Direct implementation of a combinational circuit. The direct implementation starting from
DNF of the 2-bit multiplier.

B.4.2 Algebraic minimization
Minimal depth minimization

Example B.2 Let’s revisit the previous example for minimizing independently each function. The least
significant output has the following form:

p0 =d'bc’d+ d'bed + abc'd + abced.
We will apply the following steps:
p0 = (a'bd)c’ + (d'bd)c + (abd)c' + (abd)c
to emphasize the possibility of applying twice the exclusion principle, resulting

p0 =d'bd + abd.
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Applying again the same principle results:
p0=bd(d +a) = bdl = bd.

The exclusion principle allowed us to reduce the size of the circuit from 22 to 2.
We continue with the next output:

pl =d'bed +d'bed +ab'c'd + ab'cd + abc'd + abed' =

=d'be(d' +d)+ab'd(c’+ ¢) +abc'd + abed =

=d'bc+ab'd + abc'd + abed' =

=bc(d +ad')+ad(b' +bc’) =

=be(d +d)+adV' +c') =

=d'bc+bed +ab'd+ac'd.

Now we used also the half-absorbtion principle reducing the size from 28 to 16.
Follows the minimization of p2:

p2 =ab'cd +ab'cd + abed =

=ab'c+abcd =

=ab'c+acd

The p3 output can not be minimized. De Morgan law is used to transform the expressions to be imple-
mented with NAND:s.

p3 = ((abed))
p2 = ((ab'c) (acd')")
pl = ((d'bc) (bed') (ab'd) (ac'd)")
pl = ((abcd)")'.
Results the circuit from Figure B.6. ¢

D 2 2 2

p3

p2

pl

AR

pO

Figure B.6: Minimal depth minimiztion The first, minimal depth minimization of the 2-bit multiplier.
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Multi-level minimization

Example B.3 The same circuit for multiplying 2-bit numbers is used to exemplify the multilevel mini-
mization. Results:

p3 =abcd

p2=ab'c+acd =ac(b'+d') = ac(bd)

pl=d'bc+bed +ab'd+ ac'd = be(d' +d') +ad(b' + ') = be(ad)' + ad(be)' = (be) @ (ad)
20 = bd.

Using for XOR the following form:

x@y=((x®y)) = (xy+xy) = () (xy) = (xy) (x+)

results the circuit from Figure B.7 with size 22. ¢

a oo s

p3 pl p2 p0

Figure B.7: Multi-level minimization. The second, multi-level minimization of the 2-bit multiplier.

Many output circuit minimization

Example B.4 Inspecting carefully the schematics from Figure B.7 results: (1) the output p3 can be
obtained inverting the NAND'’s output from the circuit of p2, (2) the output p0 is computed by a part of
the circuit used for p2. Thus, we are encouraged to rewrite same of the functions in order to maximize
the common circuits used in implementation. Results:

x@y = (xy) (x+y) = () + (x+y))".
p2 =ac(bd) = ((ac)' +bd)’

allowing the simplified circuit from Figure B.8. The size is 16 and the depth is 3. But, more important:
(1) the circuits contains only 2-input gates and (2) the maximum fan-out is 2. Both last characteristics
led to small area and high speed. ©

B.4.3 Veitch-Karnaugh diagrams

In order to apply efficiently the exclusion principle we need to group carefully the minterms. Two
dimension diagrams allow to emphasize the best grouping. Formally, the two minterms are adjacent if
the Hamming distance in minimal.
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a oo

Figure B.8: Multiple-output minimization. The third, multiple-output minimization of the 2-bit multiplier.

Definition B.11 The Hamming distance between two minterms is given by the total numbers of binary
variable which occur distinct in the two minterms. ¢

Example B.5 The Hamming distance between mg = ab'c’'d and my = a'bc’d’ is 3, because only the
variable b occurs in the same form in both minterms.

The Hamming distance between mg = ab'c’'d and m; = a'b'c'd is 1, because only the variable which
occurs distinct in the two minterms is a. ¢

Two n-variable terms having the Hamming distance 1 are minimized, using the exclusion principle,
to one (n — 1)-variable term. The size of the associated circuit is reduced from 2(n+1) ton — 1.

A n-input Veitch diagram is a two dimensioned surface containing 2" squares, one for each n-value
minterm. The adjacent minterms (minterms having the Hamming distance equal with 1) are placed in
adjacent squares. In Figure B.9 are presented the Veitch diagrams for 2, 3 and 4-variable logic functions.
For example, the 4-input diagram contains in the left half all minterms true for a = 1, in the upper half
all minterms true for b = 1, in the two middle columns all the minterms true for ¢ = 1, and in the two
middle lines all the minterms true for d = 1. Results the lateral columns are adjacent and the lateral line
are also adjacent. Actually the surface can be seen as a toroid.

a a
myy | myg | mg | my
b

b m3 | my b mg | m7 | m3y | mp

my3 | mys | my | ms
d

my | mo my | ms | m mg

N mg myy m3 my
c

mg | myg | my | mg

Figure B.9: Veitch diagrams. The Veitch diagrams for 2, 3, and 4 variables.

Example B.6 Ler be the function pl and p2, two outputs of the 2-bit multiplier. Rewriting them using
minterms results::
pl =mg+mg+mo+miy +mi3+miy

p2 =mjo+mi +ma.
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In Figure B.10 pl and p2 are represented.
o

pl c p2 c

Figure B.10: Using Veitch diagrams. The Veitch diagrams for the functions p1 and p2.

The Karnaugh diagrams have the same property. The only difference is the way in which the
minterms are assigned to squares. For example, in a 4-input Karnaugh diagram each column is asso-
ciated to a pair of input variable and each line is associated with a pair containing the other variables.
The columns are numbered in Gray sequence (successive binary configurations are adjacent). The first
column contains all minterms true for ab = 00, the second column contains all minterms true for ab = 01,
the third column contains all minterms true for ab = 11, the last column contains all minterms true for
ab =10. A similar association is made for lines. The Gray numbering provides a similar adjacency as in
Veitch diagrams.

ab

cd 00 01 11 10

ab
Y 00 01 11 10 00 mgy my m3 my
0 mo mj m3 ny 01 my ms my mg
1 mg | ms | m7 | Mg 11| miz | miz | mis | mig
10 | mg | mo | miy | mio

Figure B.11: Karnaugh diagrams. The Karnaugh diagrams for 3 and 4 variables.

In Figure B.12 the same functions, pl and p2, are represented. The distribution of the surface is

different but the degree of adjacency is identical.
In the following we will use Veitch diagrams, but we will name the them V-K diagrams to be fair

with both Veitch and Karnaugh.

Minimizing with V-K diagrams

The rule to extract the minimized form of a function from a V-K diagram supposes:
* to define:

— the smallest number
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ab ab
cd 00 01 11 10 cd 00 01 11 10
00 00
01 1 1 01
11 1 1 11 1
10 1 1 10 1 1
pl p2

Figure B.12: Using Karnaugh diagrams. The Karnaugh diagrams for the functions p1 and p2.

of rectangular surfaces containing only 1’s

including all the 1’s

each surface having a maximal area

and containing a power of two number of 1’s

* to extract the logic terms (logic product of Boolean variables) associated with each previously
emphasized surface

* to provide de minimized function adding logically (logical OR function) the terms associated with
the surfaces.

acd’

@l Gi

ab'c
Ol i

!
pl c p2 4 c

®
=

Figure B.13: Minimizing with V-K diagrams. Minimizing the functions p1 and p2.

Example B.7 Let’s take the V-K diagrams from Figure B.10. In the V-K diagram for pl there are four
2-square surfaces. The upper horizontal surface is included in the upper half of V-K diagram where
b =1, it is also included in the two middle columns where c = 1 and it is included in the surface formed
by the two horizontal edges of the diagram where d = 0. Therefore, the associated term is bed' which is
true for: (b =1)AND(c = 1)AND(d = 0).

Because the horizontal edges are considered adjacent, in the V-K diagram for p2 mis4 and myg are
adjacent forming a surface having acd’ as associated term.

The previously known form of pl and p2 result if the terms resulting from the two diagrams are
logically added. ¢
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Minimizing incomplete defined functions

There are logic functions incompletely defined, which means for some binary input configurations the
output value does not matter. For example, the designer knows that some inputs do not occur anytime.
This lack in definition can be used to make an advanced minimization. In the V-K diagrams the corre-
sponding minterms are marked as “don’t care”s with “-”. When the surfaces are maximized the “don’t
care”’s can be used to increase the area of 1’s. Thus, some “don’t care’’s will take the value 1 (those which
are included in the surfaces of 1’s) and some of “don’t care”s will take the value O (those which are not
included in the surfaces of 1’s).

b %{_74\ b /\'\
)/ ]

d d
1 - 1
~- |_»
W ; %
c C
a. b.

Figure B.14: Minimizing incomplete defined functions. a. The minimization of y (Example 1.8) ignoring
the “don’t care” terms. b. The minimization of y (Example 1.8) considering the “don’t care” terms.

Example B.8 Let be the 4-input circuit receiving the binary codded decimals (from 0000 to 1001) indi-
cating on its output if the received number is contained in the interval [2,7]. It is supposed the binary
configurations from 1010 to 1111 are not applied on the input of the circuit. If by hazard the circuit
receives a meaningless input we do not care about the value generated by the circuit on its output.

In Figure B.14a the V-K diagram is presented for the version ignoring the “don’t care”s. Results the
function: y=d'b+d'c=d (b+c).

If “don’t care”s are considered results the V-K diagram from Figure B.14b. Now each of the two
surfaces are doubled resulting a more simplified form: y=>b+c. ¢

V-K diagrams with included functions

For various reasons in a V-K diagram we need to include instead of a logic value, O or 1, a logic function
of variables which are different from the variables associated with the V-K diagram. For example, a
minterm depending on a,b,c,d can be defined as taking a value which is depending on another logic
2-variable function by s,¢.

A simplified rule to extract the minimized form of a function from a V-K diagram containing included
functions is the following:

1. consider first only the 1s from the diagram and the rest of the diagram filed only with Os and extract
the resulting function

2. consider the 1s as “don’t care”’s for surfaces containing the same function and extract the resulting
function “multiplying” the terms with the function
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3. “add” the two functions.

R
T N

Figure B.15: An example of V-K diagram with included functions. a. The initial form. b. The form

considered in the first step. ¢. The form considered in the second step.

Example B.9 Let be the function defined in Figure B.15a. The first step means to define the surfaces of
1s ignoring the squares containing functions. In Figure B.15b are defined 3 surfaces which provide the

first form depending only by the variables a,b,c,d:
bc'd+dbd +b'c

The second step is based on the diagram represented in Figure B.15c, where a surface (¢'d) is defined
for the function €' and a smaller one (acd) for the function e. Results:

cde’ +acde
In the third step the two forms are “added” resulting:

fla,b,c,d,e) = bc'd+ad'bc’ +b'c+c'de’ +acde.

Sometimes, an additional algebraic minimization is needed. But, it deserves because including func-
tions in V-K diagrams is a way to expand the number of variable of the functions represented with a

manageable V-K diagram.



Appendix C

Basic circuits

Basic CMOS circuits implementing the main logic gates are described in this appendix. They are based
on simple switching circuits realized using MOS transistors. The inverting circuit consists in a pair of
two complementary transistors (see the third section). The main gates described are the NAND gate and
the NOR gate. They are built by appropriately connecting two pairs of complementary MOS transistors
(see the fourth section). Tristate buffers generate an additional, third “state” (the Hi-Z state) to the output
of a logic circuit, when the output pair of complementary MOS transistors are driven by appropriate
signals (see the sixth section). Parallel connecting a pair of complementary MOS transistors provides the
transmission gate (see the seventh section).

C.1 Actual digital signals

The ideal logic signals are 0 Volts for false, or 0, and Vpp for true, or 1. Real signals are more complex.
The first step in defining real parameters is represented in Figure C.1, where is defined the boundary
between the values interpreted as O and the values interpreted as 1.

VoD

v
A
1
f Valid 1

1
T R
ngp
¢

Vbp/2 Viimin = Vimax

Valid 0

Figure C.1: Defining 0-logic and 1-logic. The circuit is supposed to interpret any value under Vpp /2 as 0, and
any value bigger than Vpp /2 are interpreted as 1.

This first definition is impossible to be applied because supposes:
Vimin = Vimax-
There is no engineering method to apply the previous relation. A practical solution supposes:

VHmin > VLmax

209
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generating a “forbidden region” for any actual logic signal. Results a more refined definition of the logic
signals represented in Figure C.2, where Vi, < V4 and Vg > Vygpin.

Voo
A
Valid 1
Viimin
Forbidden
VHmin = *//////7//////77// region
Vimax - [-'="-"+ - == Vimax
Valid 0
time 0

Figure C.2: Defining the ‘“forbidden region’ for logic values. A robust design asks a net distinction
between the electrical values interpreted as 0 and the electrical values interpreted as 1.

In real applications we‘are faced with nasty realities. A signal generated to the output of a gate is
sometimes received to the input of the receiving gate distorted by parasitic signals. In Figure C.3 the
noise generator simulate the parasitic effects of the circuits switching in a small neighborhood.

Al
oS I
\_/ Receiver

noise generator gate

Sender

gate

I
1

Vbp
Valid 1
v
- Vor
1 noise
Vou - margin
Vin
Forbidden
Vi - region
Vi - ViL
0 noise
margin
Vo - VoL
Valid 0
0

Figure C.3: The noise margin. The output signal must be generated with more restrictions to allow the receivers
to “understand” correct input signals loaded with noise.

Because of the noise captured from the “environment” a noise margin must be added to expand the

forbidden region with two noise margin regions, one for O level, NMj, and another for 1 level, NM;.
They are defined as follows:

NMy =V, —Vor

NMy =Von —Viu



C.2. CMOS SWITCHES 211

making the necessary distinctions between the Vpp, the 1 at the output of the sender gate, and Vg, the 1
at the input of the receiver gate.

C.2 CMOS switches

A logic gates consists in a network of interconnected switches implemented using the two type of MOS
transistors: p-MOS and n-MOS. How behaves the two type of transistors in specific configurations is
presented in Figure C.4.

A switch connected to Vpp is implemented using a p-MOS transistor. It is represented in Figure C.4a
off (generating z, which means Hi-Z: no signal, neither 0, nor 1) and in Figure C.4b it is represented on
(generating 1 logic, or truth).

A switch connected to ground is implemented using a n-MOS transistor. It is represented in Figure
C.4c off (generating z, which means Hi-Z: no signal, neither 0, nor 1) and in Figure C.4e it is represented
on (generating 0 logic, or false).

Vop Vop

VoD

VoD

Voo
z Vbp 0
z g Vbp J@
a. C.

d.

Figure C.4: Basic switches. a. Open switch connected to Vpp. b. Closed switch connected to Vpp. ¢. Open
switch connected to ground. d. Closed switch connected to ground.

A MOS transistor works very well as an on-off switch connecting its drain to a certain potential. A p-
MOS transistor can be used to connect its drain to a high potential when its gates is connected to ground,
and an n-MOS transistor can connect its drain to ground if its gates is connected to a high potential. This
complementary behavior is used to build the elementary logic circuits.

In Figure C.5 is presented the switch-resistor-capacitor model (SRC). If Vs < Vr then the transistor
is off, if Vg > Vr then the transistor is on. In both cases the input of the transistor behaves like a
capacitor, the gate-source capacitor Cgs.

When the transistor is on its drain-source resistance is:

Ron =R L
ON — nW
where: L is the channel length, W is the channel width, and R, is the resistance per square. The length
L is a constant characterizing a certain technology. For example, if L = 0.13um this means it is about a
0.13um process.
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The input capacitor has the value:

Eox LW
The value:
Coy — Eox
[0)'¢ p
where: €px ~ 3.9¢y is the permittivity of the silicon dioxide, is the gate-to-channel capacitance per unit
area of the MOSFET gate.
In this conditions the gate input current is:
dvgs
o —C
IG GS™
D D

S T STT=

Vs <Vr Ves =2 Vr

Figure C.5: The MOSFET switch. The switch-resistor-capacitor model consists in the two states: OF (Vgs <
Vr), and ON (Vs > Vr). In both states the input is defined by the capacitor Cgs.

Example C.1 For an AND gate with low strength, with W = 1.8um, in 0.13uum technology, supposing
Cox = 4fF /um?, results the input capacitance:
Cos=4x0.13x1.8fF =0.936fF

Assuming R,, = SKQ, results for the same gate:

A
RON:5><%KQ:36IQ

C.3 The Inverter

C.3.1 The static behavior

The smallest and simplest logic circuit — the invertor — can be built using a pair of complementary
transistors, connecting together the two gates as input and the two drains as output, while the n-MOS
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Vbp

Vpp/2 ! VD
Vn Vpp = |Vrpl

Figure C.6: Building an invertor. a. The invertor circuit. b. The logic symbol for the invertor circuit.

source is connected to ground (interpreted as logic 0) and the p-MOS source to Vpp (interpreted as logic
1). Results the circuit represented in Figure C.6.

The behavior of the invertor consist in combining the behaviors of the two switches previously de-
fined. For in = 0 pMOS is on and nMOS is of f the output generating Vpp which means 1. For in = 1
pMOS is of f and nMOS is on the output generating 0.

The static behavior of the inverter (or NOT) circuit can be easy explained starting from the switches
described in Figure C.4. Connecting together a switch generating z with a switch generating 1 or 0, the
connection point will generate O or 1.

C.3.2 Dynamic behavior

The propagation time of an inverter can be analyzed using the two serially connected invertors repre-
sented in Figure C.7. The delay of the first invertor is generated by its capacitive load, C;,, composed

by:
* its parasitic drain/bulk capacitance, Cpg, is the intrinsic output capacitance of the first invertor

* wiring capacitance, C,;r., Which depends on the length of the wire (of width W,, and of length L,,)
connected between the two invertors:

Cwire = Cthickox WWLW

* next stage input capacitance, Cg, approximated by summing the gate capacitance for pMOC and
nMOS transistors:
CG = CGp + CGn = ox(Wpr + WnLn)

The total load capacitance
CL = Cpp + Cyire +Cq
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A{>O Bll: VAi?

Vou -

v(r) Vi

— Vou

Ronn Vou /2
JE on/2 -
@ 1T CL

Casn +Casp [

Figure C.7: The propagation time.

is sometimes dominated by C,,;. For short connections C¢ dominates, while for big fan-out both, C,,ir.
and Cg must be considered.

The signal V4 is used to measure the propagation time of the first NOT in Figure C.7a. It is generated
by an ideal pulse generator with output impedance 0. Thus, the rising time and the falling time of this
signal are considered O (the input capacitance of the NOT circuit is charged or discharged in no time).

The two delay times (see Figure C.7c) associated to an invertor (to a gate in the general case) are
defined as follows:

* tprr: the time interval between the moment the input switches in 0 and the output reaches Vop /2
coming from 0

* tpyL: the time interval between the moment the input switches in 1 and the output reaches Voy /2
coming from Vpg

Let us consider the transition of V4 from 0 to Vpy at ¢, (rise edge). Before transition, at ¢, Cy, is fully
charged and Vg = V. In Figure C.7b is represented the equivalent circuit at 7,”, when pMOS is off and
nMOS is on. In this moment starts the process of discharging the capacitance Cy, at the constant current

1 W,
IDn(sal) = - UG, . (VOH - VTn)2

2 oxfn
In Figure C.8, at 7, the transistor is cut, In, = 0. Atz the nMOS transistor switch in saturation and
becomes an ideal constant current generator which starts to discharge Cy, linearly at the constant current
Ipn(sar)- The process continue until Voyr = Vou, according to the definition of #,p..
In order to compute 7,5, we take into consideration the constant value of the discharging current
which provide a linear variation of voy7.

dvous _ d qr

o —a'c

_IDn(sat)
CL

) =

\7
dvou . gH —Vou

dt IpHL
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Figure C.8: The output characteristic of the nMOS transistor.

We solve the equations for 7,4 :

1 Vor
“nCox%l (VOH - VTn) Voru —Vrn

tour = CL

Because:
R 1
ONn — W,
.unCoxf: (VOH - VTn)
results:
IpHL = CLROanivrn = knRonnCL = knTur
" Vou

where:

e T, 1S the constant time associated to the H-L transition

* k, is a constant associated to the technology we use; it goes down when Vpg increases or Vp
decreases

The speed of a gate depends by its dimension and by the capacitive load it drives. For a big W the
value of Roy is small charging or discharging C;, faster.

For t,, i the approach is similar. Results: 17 = k,Tp;.
By definition the propagation time associated to a circuit is:

tp = (tpLr +1tprr) /2

its value being dominated by the value of C;, and the size (width) of the two transistors, W, and W,,.



216 APPENDIX C. BASIC CIRCUITS

C.3.3 Buffering

It is usual to be confronted, in designing a big systems, with the buffering problem: a logic signal
generated by a small, “weak” driver must be used to drive a big, “strong” circuit (see Figure C.9a)
maintaining in the same time a high clock frequency. The driver is an invertor with a small W, = W, =
Warive (to make the model simple), unable to provide an enough small Rpy to move fast the charge from
the load capacitance of a circuit with a big W, = W, = W,,,,4. Therefore the delay introduced between A
and B is very big. For our simplified model,

VVload

tp - tPO Wdriver
where: 7, is the propagation time when the driver circuit and the load circuit are of the same size.

The solution is to interpose, between the small driver and the big load, additional drivers with pro-
gressively increased area as in Figure C.9b. The logic is preserved, because two NOTs are serially
connected. While the no-buffer solution provides, between A and B, the propagation time:

t P VVZ()ad
no—buffer) — tp0
P ffer) Wd river

the buffered solution provide the propagation time:

Wl + % + vvload )
Wdriver Wl W2
How are related the area of the circuits in order to obtain a minimal delay, i.e., how are related Wy,
Wi and W,? The relation is given by the minimizing of the delay introduced by the two intermediary

circuits. Then, the first derivative of

tp(buffered) = tpo(

% + ‘/Vload
Wi W,

Wa = /WiWioaa
% _ VVloud _ ‘/Vl()ad
W W, Wi
We conclude: in order to add a minimal delay, the size ratio of successive drivers in a chain must be the
same.

must be 0. Results:

Wioad Wioad

Wariver Wariver

Figure C.9: Buffered connection. a. An invertor with small W is not able to handle at high frequency a circuit
with big W. b. The buffered connection with two intermediary buffers.

In order to design the size of the circuits in Figure C.9b, let us consider VY,V’M = n. Then,

driver

Wl :E:‘}Vl(md:3n
Wariver W1 W,
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The acceleration is
o= tp(no—buffer) . Y n?
tp(buffered) 3

For example, for n = 1000 the acceleration is @@ = 33.3.

The hand calculation, just presented, is approximative, but has the advantages to provide an intuitive
understanding about the propagation phenomenon, with emphasis on the buffering mechanism.

The price for the acceleration obtained by buffering is the area and energy consumed by the two
additional circuits.

C.3.4 Power dissipation

There are three major physical processes involved in the energy requested by a digital circuit to work:
* switching energy: due to charging and discharging of load capacitances, Cr,
* short-circuit energy: due to non-zero rise/fall times of the signals

* leakage current energy: which becomes more and more important with the decreasing of device
sizes

From the power supply, which provide Vpp with enough current, the circuit absorbs as much as needed
current.
Switching power

The average switching power dissipated is the energy dissipated in a clock cycle divided by the clock
cycle time, T. Suppose the clock is applied to the input of an invertor. When clock = 0 the load capacitor
is loaded from the power supply with the charge:

0L =C.Vpp

VoD

Ronp
! Vout

Vout Ronn

b1

Figure C.10: The main power consuming process. For V;, = 0 Cy is loaded by the current provided by
Ronp. The charge from Cy is transferred to the ground through Rop,, for Vi, = Vog.

We assume in 7' /2 the capacitor is charged (else the frequency is too big for the investigated circuit).
During the next half-period, when clock = 1, the same charge is transferred from the capacitor to ground.
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Therefore the charge Q; is transferred from Vpp to ground in the time 7. The amount of energy used for
this transfer is VppQ;, and the switching power results:

VooCirLVpp

T — CLVI%chl()ck

Pswitch =
While a big Vo = Vpp helped us in reducing 7, now we have difficulties due to the square depen-
dency of switching power by the same Vpp.
Short-circuit power

When the output of the invertor switches between the two logic levels, for a very short time interval
around the moment when Voyr = Vpp/2, both transistors have Ipp # 0 (see Figure C.11). Thus is
consumed the short-circuit power.

Vin

I
I
I
I
I
Ipp '
!
!
I
I
I
U U
IDD(/newx) e o o N -2 - -

Figure C.11: Direct flow of current from Vpp to ground. This current due to the non-zero edge to the
circuit input can be neglected.

time

The amount of power wasted by these temporary short-cuts is:

Psc = IDD(mean) Vbp

where Ipp(uean) 18 the mean value of the current spikes. If the edge of the signal is short and the mean
frequency of switchings is low, then the resulting value is low.

Leakage power

The last source of energy waste is generated by the leakage current. It will start to be very important in
sub 65nm technologies (for 65nm the leakage power is 40% of the total power consumption). The leakage
current and the associated power is increasing exponentially with each new technology generation and is
expected to become the dominant part of total power. Device threshold voltage scaling, shrinking device
dimensions, and larger circuit sizes are causing this dramatic increase in leakage. Thus, increasing the
amount of leakage is critical for power constraint integrated circuits.

Pleakage = IleakageVDD

where [joqkqge s the sum of subthreshold and gate oxide leakage current. In Figure C.12 the two compo-
nents of the leakage current are presented for a NOT circuit with V;,, = 0.
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-_ VoD

Vour =Vpp
RZ% l Diode leakage
Gate leakage v Sub-threshold leakage

Figure C.12: The two main components of the leakage current. .

C.4 Gates

The 2-input AND circuit, a - b, works like a “gate” opened by the signal a for the signal b. Indeed, the
gate is “open” for b only if a = 1. This is the reason for which the AND circuit was baptised gate. Then,
the use imposed this alias as the generic name for any logic circuit. Thus, AND, OR, XOR, NAND, ...
are all called gates.

C.4.1 NAND & NOR gates
The static behavior of gates

For 2-input NAND and 2-input NOR gates the same principle will be applied, interconnecting 2 pairs of
complementary transistors to obtain the needed behaviors.

There are two kind of interconnecting rules for the same type of transistors, p-MOS or n-MOS. They
can be interconnected serially or parallel.

A serial connection will establish an on configuration only if both transistors of the same type are on,
and the connection is off if at least one transistor is off.

A parallel connection will establish an on configuration if at least one is on, and the connection is off
only if both are off.

Applying the previous rules result the circuits presented in Figures C.13 and C.14.

For the NAND gate the output is 0 if both n-MOS transistors are on, and the output is one when at
least on p-MOS transistor is on. Indeed, if A = B = 1 both #n transistors are on and both p transistors are
off. The output corresponds with the definition, it is 0. If A = 0 or B = 0 the output is 1, because at least
one p transistor is on and at least one n transistor is off.

A similar explanation works for the NOR gate. The main idea is to design a gate so as to avoid the
simultaneous connection of Vpp and ground potential to the output of the gate.

For designing an AND or an OR gate we will use an additional NOT connected to the output of
an AND or an OR gate. The area will be a little bigger (maybe!), but the strength of the circuit will be
increased because the NOT circuit works as a buffer improving the time performance of the non-inverting
gate.
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VoD

o
©

A
(AB)’
(AB) B

Figure C.13: The NAND gate. a. The internal structure of a NAND gate: the output is 1 when at least one
input is 0. b. The logic symbol for NAND.

The propagation time for the 2-input main gates is computed in a similar way as the propagation for
NOT circuit is computed. The only differences are due to the fact that sometimes Roy must be substituted
with 2 X Ropn.

Propagation time

Propagation time for NAND gate becomes, in the worst case when only one input switches:
tur = kn(2Ronn)CL

tra = kp(Rownp)Cr

because the capacitor Cy, is charged through one pMOS transistor and is discharged through two, serially
connected, nMOS transistors.

Propagation time for NOR gate becomes, in the worst case when only one input switches:
gy = kn (RONn)CL

thH = k,,(ZRONp)CL

because the capacitor Cy, is charged through two, serially connected, pMOS transistors and is discharged
through one nMOS transistor.

It is obvious that we must prefer, when is is possible, the use of NAND gates instead of NOR gates,
because, for the same area, Roy, > Ronn-
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VoD

H

o
©

A
(A+B)’
(A+B)’ B

Figure C.14: The NOR gate. a. The internal structure of a NOR gate: the output is 1 only when both inputs
are 0. b. The logic symbol for NOR.

Power consumption & switching activity

The power consumption is determined by the O to 1 transitions of the output of a logic gates. The problem
is meaningless for a NOT circuit because the transitions of the output has the same probability as of the
transition of the input. But, for a n-input gate the probability of an output transition depends on the
function performed by the gate.

For a certain gate, with unbiased 0 and 1 applied on the inputs, the output probability of switching
from O to 1, Py_1, is given by the logic function. We define switching activity, o, this probability of
switching from O to 1.

Switching activity for 2-input AND with the inputs A and B is:
0 = Py-1 = Pour=oPour=1 = (1 — PaPg)PAPg
where: Py is the probability of having 1 on the input A, P is the probability of having 1 on the input B,

and Ppyr—o is the probability of having 0 on output, while Poyr—1 = Pap is the probability of having 1
on output (see Figure C.15a).

c=3/16

c=17/64
Pag = 1/4 6 =15/256
Py=1/2 Papc=1/8
A A A Papcp = 1/16
B B B
Pg=1/2 C C
Pe=1/2 D
Pp=1/2
a. b. c.

Figure C.15: Switching activity o and the output probability of 1. a. For 2-input AND. b. For 3-input
AND. c. For 4-input AND.
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If the input are not conditioned, Py = Pg = 0.5, then the switching activity for a 2-input NAND is
onanp2 = 3/16 (see Figure C.15a).

Switching activity for 3-input AND with the inputs A, B, and C is oyanp3 = 7/64 (see Figure C.158).
The probability of 1 to the output of a 3-input AND is only 1/8 leading to a smaller ©.

Switching activity for n-input AND is:

2"—-1 1

ONANDn = S T

The switching activity decreases exponentially with the number of inputs in AND, OR, NAND, NOR
gates. This is a very good news.
Now, we must reconsider the computation of the power substituting C;, with 6Cy:

2
Pswitch = GCLVDchlock

In big systems, a conservative assumption is that the mean value of the inputs of the logic gates is 3,
and, therefore a global value for switching activity could be Ggjopa =~ 1/8. Actual measurements provide
frequently Ogopar ~ 1/10.

Power consumption & glitching

In the previous paragraph we learned that the output of a circuit switch due to the change on the inputs.
This is an ideal situation. Depending on the circuit configuration and on the various delays introduced by
gates, unexpected “activity” manifests sometimes in our network of gates. See the simple example form
Figure C.16. From the logical point of view, when the inputs switch form ABC = 010 to ABC = 111 the

02

Figure C.16: Glitching effect. When the input value switch from ABC = 010 to ABC = 111 the output of the
circuit must remain on 1. But, a short glitch occurs because of the delay, 75101, introduced by the first NAND.

output must maintain its value on 1. Unfortunately, because the effect of the inputs A and B are affected
by the extra delay introduced by the first gate, the unexpected glitch manifests to the output. Follow the
wave forms form Figure C.16 to understand why.

The glitch is undesired for various reasons. The most important are two:
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* the signal can be latched by a memory circuit (such an elementary latch), thus triggering the switch
of a memory circuit; a careful design can avoid this effect

* the temporary, useless transition discharge and charge back the load capacitor increasing the energy
consumed by the circuit.

Let us go back to the Zero circuit represented in two versions in Figure ??c and Figure ??d. We
have now an additional reason to prefer the second version. The balanced delays to the inputs of the
intermediary circuits allow us to avoid almost totaly the glitching contribution to the power consumption.

C.4.2 Many-Input Gates

How can be built 3-input NAND or a 3-input NOR applying the same rule? For a 3-input NAND 3
n-MOS transistors will be connected serially and 3 p-MOS transistors will be connected parallel. Similar
for the 3-input NOR gate.

How “much” this rule can be applied to built n-input gates? Not too much because of the propagation
time which is increased when too many serially connected Rpy resistors will be used to transfer the
electrical charge in or out from the load capacitor C;. A 4-input NAND, for example, discharge Cp
trough 4 serially connected Roy,, while a 4-input NOR loads C;, with a constant time 4Ron,Cr. The
mean worst case (when only one input switches) time constants used to compute 7, become:

(4RONn + RONp)/z

for NAND, and
(4RONp + RONn)/z

for NOR.

Fortunately, there is another way to increase the number of inputs of a certain gate. It is by composing
the function using an appropriate number of 2-input gates organized as a balanced binary tree.

For example, an 8-input NAND gate, see Figure C.17a, is recommended to be designed as a binary
tree of two input gates, see Figure C.17b, as follows:

(a-b-cdef-g-h)=((ab)+(cd)) (ef)+(g-n)))

The form results as the application of the De Morgan law.

In the first case, represented in Figure C.17a, an 8-input NAND uses a similar arrangement as in
Figure C.13a, where instead of two parallel connected pMOS transistors and two serially connected
nMOS transistors are used 8 pMOSs and 8 nMOSs. Generally speaking, for each new input an additional
pair, nMOS & pMOS, is added.

Increasing in this way the number of inputs the propagation time is increased linearly because of
the serially connected channels of the nMOS transistors. The load capacitor is discharged to the ground
through m x Roy, where m represents the number of inputs.

The second solution, see Figure C.17b, is to build a balanced tree of gates. In the first case the
propagation time is in O(n), while in the second it is in O(/og n) for implementations using transistors
having the same size.

For an m-input gate results a logy m depth network of 2-input gates. For example, see Figure C.17,
where an 8-input NAND is implemented using a 3-level network of gates (first to the 8-input gate the di-
vide & impera principle is applied, and then the De Morgan rule transformed the first level of four ANDs



224 APPENDIX C. BASIC CIRCUITS

s nxCiy

- :Do L nxCp

Figure C.17: How to manage a many-input gate. a An NANDg gate with fan-out n. b. The log-depth
equivalent circuit.

in four NANDs and the second level of two ANDs in two NORs). While the maximum propagation time
for the 8-input NAND is

IpHL(one—level) = kn X 8 X Ronp X (n x Cin)

where Cj, is the value of the input capacitor in a typical gate and n is the fan-out of the circuit, the
maximum propagation time for the equivalent log-depth net of gates is

tpHL(log—levels) = kn((2 X 2 X Ronn %X Cm) +2 X Ronn X (I’l X Cm))

For n = 3 results a 2.4 times faster circuit if the log-depth version is adopted, while for n = 4 the accel-
eration is 2.67.

Generally, for fan-in equal with m and fan-out equal with n result the acceleration for the log-depth
solutions, @, expressed by the formula:

mxn

o=
2x (n—1+logm)

Example: n =4, m =32, oo = 8.
The log-depth circuit has two advantages:

e the intermediary (—1 + logm) stages are loaded with a constant and minimal capacitor — C;, —
given by only one input

* only the final stage drives the real load of the circuit — n x C;, — but its driving capability does not
depend by fan-in.
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Various other solutions can be used to speed-up a many-input gate. For example:
(ab-c-d-e-frg-h) = (((a-b-c-d) +(e-f-g-h)))

could be a better solution for an 8-input NAND, mainly because the output is generated by a NOT circuit
and the internal capacitors are minimal, making the 4-input NANDs harmless.

C.4.3 AND-NOR gates

For implementing the logic function:
(AB+CD)’

besides the solution of composing it from the previously described circuits, there is a direct solution

using 4 CMOS pairs of transistors, one associated for each input. The resulting circuit is represented in
Figure C.18.

c —] o

» ) :

» (AB +CDYy (AB + CD)’

S i B ;

B —] o

Figure C.18: The AND-NOR gate. a. The circuit. b. The logic symbol for the AND-NOR gate.

The size of the circuit according to Definition 2.2 is 4. (Implementing the function using 2 NANDs,
2 invertors, and a NOR provides the size 8. Even if the de Morgan rule is applied results 3 NANDs and
and invertor, which means the size is 7.)

The same rule can be applied for implementing any NOR of ANDs. For example, the circuit per-
forming the logic function

f(A,B,C) = (A(B+C))

has a simple implementation using a similar approach. The price will be the limited speed or the over-
dimensioned transistors.
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C.5 The Tristate Buffers

A tristate circuit has the output able to generate three values: 0, 1, x (which means nothing). The output
value x is unable to impose a specific value, we say the output of the circuit is unconnected or it is off.

Two versions of this kind of circuit are presented in Figures C.19 and C.20.

1

enable’

enable’
H out —
enable’
in out enable [
out in/out

H enable in —O<7
enable

System 1 enl

19] System 2

Figure C.19: Tristate inverting buffer. a. The circuit. b. The logic symbol for the inverting tristate buffer.
c¢. Two-direction connection on one wire. For enable = 1, in/out = out’, while for enable = 0, in =
in/out’. d. Interconnecting two systems. For enl = 1, en2 = 0, System 1 sends and System
2 receives; for enl = 0, en2 = 1, System 2 sends and System 1 receives; enl = en2 = 0 booth
systems are receivers, while en1 = en2 = 1 is not allowed.

The inverting version of the tristate buffer uses one additional pair of complementary transistors to
disconnect the output from any potential. If enable = 0 the CMOS transistors connected to the output
are both off. Only if enable = 1 the circuit works as an inverter.

For the non-inverting version the two additional logic gates are used to control the gates of the two

output transistors. Only if enable = 0 the two logic gates transfer the input signal inverted to the gates of
the two output transistor.
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VoD

enable’

in 4' >—— out
out

enable’ —

Figure C.20: Tristate non-inverting buffer. a. The circuit. b. The logic symbol for the non-inverting tristate
buffer.

C.6 The Transmission Gate

A simple and small version of a gate is the transmission gate which works connecting directly the signal
from a source to a destination. Figure C.21a represents the CMOS version. If enable =1 then out = in
because at least on transistors is on. If in = 0O the signal is transmitted by the n-MOS transistor, else, if
in = 1 the signal is transmitted by the p-MOS transistor.

The transmission gate is not a regenerative gate in contrast to the previously described gates which
were regenerative gates. A transmission gate performs a true two-direction electrical connection, with
all its goods and bad involved.

The main limitation introduced by the transmission gate is its Roy which is serially connected to the
C;, increasing the constant time associated to the delay.

The main advantage of this gate is the absence of a connection to the ground or to Vpp. Thus, the
energy consumed by this gate is lowered.

One of the frequently used application of the transmission gate is the inverting multiplexor (see
Figure C.21c). The two transmission gates are enabled by in a complementary mode. Thus, only one
gate is active at a time, avoiding the “fight” of two opposite signals to impose the value to the inverter’s
input.

When the propagation time is not critical the use of this gate is recommended because, both, area
and power are saved.
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inl
en’

en
in0

Figure C.21: The transmission gate. a. The complementary transmission gate. b. The logic symbol. ¢. An
application: the elementary inverting multiplexer.



Appendix D

Introduction in ADC & DAC Convertors

This appendix contains a brief introduction to AD conversion and DA conversion. The aim is to give
a preliminary picture of what it means to convert from analog to digital and vice versa. Presentation
involves knowledge of the concept of operational amplifier and how it is used to deal with a comparator
and a voltage amplifier. Also, the function of the digital priority encoder circuit must be known (see
subsection ??).

D.1 Analog circuits

The operational amplifier is a concept that refers to an ideal circuit that is quite well approximated by
real circuits.

Figure D.1 shows the symbol used for the operational amplifier. In the ideal case the amplification
A is infinite (in reality it is very large, usually 10,000+). Another important characteristic of operational
amplifiers is that they have a high input impedance Z;. Input impedance is measured between the
negative and positive input terminals, and its ideal value is infinity, which minimizes loading of the
source. Also, an operational amplifier ideally has zero output impedance, Z,,;.

V()MZ‘

Figure D.1: Operational amplifier

We will use the operational amplifier in two established configurations: to implement the analog

229
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comparison function and to perform the amplification used for the analog summation.

The operation of an analog comparator (see Figure D.2a) is the generation of binary-valued voltages
that switch between the two levels when an analog input crosses a threshold voltage, V;;. Because

« |0

Vt i ‘/()ut

:

Figure D.2: Operational amplifier applications. a. Analog comparator. b. Amplifier.

Vout = A(Vm - Vth)

a practical approximate model for the comparator is given by:

Vour = Vz for Vi, > Vi,
Vaut ~ 0 for Vm < Vth

where V. is the Zener voltage. Because A is infinite (actually very big) the output switches as soon as the
input value reaches the threshold value, ensuring a very accurate threshold detection.

An inverting operational amplifiers (see Figure D.2b) is based on the fat that the operational ampli-
fiers forces the negative terminal to equal the positive terminal, which is connected to ground. Indeed,
the very high value of A generates an appropriate value on the output for a very small, practically zero,
value of V| —V,. Thus, V,, the inverting input, is practically connected to zero. Therefore the currents
flowing through the resistors R and R; are identical. Results:

Vin VDL{[

R Ry

and the transfer function of the inverting amplifier is:
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D.2 ADC

The analog-digital conversion is based on the use of comparators and a resistor network. The accuracy
with which the conversion is performed depends on the accuracy with which the resistance of the resistors
is ensured and on the accuracy with which the comparators work.

For V;,, = 0 all comparators have zero output. For V;,, > 0 a number of comparators are activated and
the encoder inputs are active from Iy to /;. Then the output of the encoder will generate the number i
represented in binary code.

Vin
o> n
TC6 Is
TC5 I5
+C L
- ;. w By
riori
h Encoder| B
_C3 I; — Bo
16)
1
Vref !
R I
Figure D.3: ADC
D.3 DAC

For digital-to-analog conversion, a multi-input amplifier is used that allows the summation of several
currents passing through resistors subjected to the same potential. The size of the resistors is inversely
proportional to the associated binary order. Figure D.4 shows a DAC that converts 3-bit binary numbers.
MSB is associated with the lowest resistance, of R value. The middle bit controls the current through a
2R value resistor, and the LSB commands a 4R value resistor. The sum of the currents passing through
these resistors is equal to the current flowing through the reaction resistor R connected from the output
of the operational amplifier to its reversing input.

If B;, for =0, 1,2, takes value in the set {0, 1} and the truth value 0 is represented by 0 V and the truth
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value 1 is represented by Vpp, then because the input current on the inverting input of the operational

amplifier is zero we can write:
By By B o Vout
T T

and the output of the circuit represented in Figure D.4 results:

Vour = —Vpp(B2/2° +B1 /2! 4+ By /2%)

29% R R
A VAYAY NV —
21 xR
Bl b
22%x R
By o— " \N\\—
—O

out

Figure D.4: DAC

For example, if {B,,B;,By} = 101, then the value on the output of the amplifier is: 1.25Vpp.
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